**Binary tree**

# 162. Level order traversal

Given a binary tree, find its level order traversal.  
Level order traversal of a tree is [breadth-first traversal f](http://www.geeksforgeeks.org/breadth-first-traversal-for-a-graph/)or the tree.

**Example 1:**

**Input:**

   1

 /   \

 3     2

**Output:**1 3 2

**Example 2:**

**Input:**

        10

    /      \

  20       30

  /   \

40   60

**Output:**10 20 30 40 60

**Your Task:**  
You don't have to take any input. Complete the function **levelOrder()** that takes the root node as input parameter and returns a list of integers containing the level order traversal of the given Binary Tree.

**Expected Time Complexity:**O(N)  
**Expected Auxiliary Space:**O(N)

**Constraints:**  
1 ≤ Number of nodes ≤ 105  
1 ≤ Data of a node ≤ 105

## Solution:

**Method 1 (Use function to print a current level)**

**Algorithm:**   
There are basically two functions in this method. One is to print all nodes at a given level (printCurrentLevel), and other is to print level order traversal of the tree (printLevelorder). printLevelorder makes use of printCurrentLevel to print nodes at all levels one by one starting from the root.

/\*Function to print level order traversal of tree\*/

**printLevelorder(tree)**

for d = 1 to height(tree)

printCurrentLevel(tree, d);

/\*Function to print all nodes at a current level\*/

**printCurrentLevel(tree, level)**

if tree is NULL then return;

if level is 1, then

print(tree->data);

else if level greater than 1, then

printCurrentLevel(tree->left, level-1);

printCurrentLevel(tree->right, level-1);

**Implementation:**

// Recursive CPP program for level

// order traversal of Binary Tree

#include <bits/stdc++.h>

using namespace std;

/\* A binary tree node has data,

pointer to left child

and a pointer to right child \*/

class node {

public:

int data;

node \*left, \*right;

};

/\* Function prototypes \*/

void printCurrentLevel(node\* root, int level);

int height(node\* node);

node\* newNode(int data);

/\* Function to print level

order traversal a tree\*/

void printLevelOrder(node\* root)

{

int h = height(root);

int i;

for (i = 1; i <= h; i++)

printCurrentLevel(root, i);

}

/\* Print nodes at a current level \*/

void printCurrentLevel(node\* root, int level)

{

if (root == NULL)

return;

if (level == 1)

cout << root->data << " ";

else if (level > 1) {

printCurrentLevel(root->left, level - 1);

printCurrentLevel(root->right, level - 1);

}

}

/\* Compute the "height" of a tree -- the number of

nodes along the longest path from the root node

down to the farthest leaf node.\*/

int height(node\* node)

{

if (node == NULL)

return 0;

else {

/\* compute the height of each subtree \*/

int lheight = height(node->left);

int rheight = height(node->right);

/\* use the larger one \*/

if (lheight > rheight) {

return (lheight + 1);

}

else {

return (rheight + 1);

}

}

}

/\* Helper function that allocates

a new node with the given data and

NULL left and right pointers. \*/

node\* newNode(int data)

{

node\* Node = new node();

Node->data = data;

Node->left = NULL;

Node->right = NULL;

return (Node);

}

/\* Driver code\*/

int main()

{

node\* root = newNode(1);

root->left = newNode(2);

root->right = newNode(3);

root->left->left = newNode(4);

root->left->right = newNode(5);

cout << "Level Order traversal of binary tree is \n";

printLevelOrder(root);

return 0;

}

**Output**

Level Order traversal of binary tree is

1 2 3 4 5

**Time Complexity:** O(n^2) in worst case. For a skewed tree, printGivenLevel() takes O(n) time where n is the number of nodes in the skewed tree. So time complexity of printLevelOrder() is O(n) + O(n-1) + O(n-2) + .. + O(1) which is O(n^2).   
**Space Complexity:** O(n) in worst case. For a skewed tree, printGivenLevel() uses O(n) space for call stack. For a Balanced tree, the call stack uses O(log n) space, (i.e., the height of the balanced tree).

**Method 2 (Using queue)**

**Algorithm:**   
For each node, first the node is visited and then it’s child nodes are put in a FIFO queue.

printLevelorder(tree)

1) Create an empty queue q

2) temp\_node = root /\*start from root\*/

3) Loop while temp\_node is not NULL

a) print temp\_node->data.

b) Enqueue temp\_node’s children

(first left then right children) to q

c) Dequeue a node from q.

**Implementation:**   
Here is a simple implementation of the above algorithm. Queue is implemented using an array with a maximum size of 500. We can implement queue as a linked list also.

/\* C++ program to print level

order traversal using STL \*/

#include <bits/stdc++.h>

using namespace std;

// A Binary Tree Node

struct Node {

int data;

struct Node \*left, \*right;

};

// Iterative method to find height of Binary Tree

void printLevelOrder(Node\* root)

{

// Base Case

if (root == NULL)

return;

// Create an empty queue for level order traversal

queue<Node\*> q;

// Enqueue Root and initialize height

q.push(root);

while (q.empty() == false) {

// Print front of queue and remove it from queue

Node\* node = q.front();

cout << node->data << " ";

q.pop();

/\* Enqueue left child \*/

if (node->left != NULL)

q.push(node->left);

/\*Enqueue right child \*/

if (node->right != NULL)

q.push(node->right);

}

}

// Utility function to create a new tree node

Node\* newNode(int data)

{

Node\* temp = new Node;

temp->data = data;

temp->left = temp->right = NULL;

return temp;

}

// Driver program to test above functions

int main()

{

// Let us create binary tree shown in above diagram

Node\* root = newNode(1);

root->left = newNode(2);

root->right = newNode(3);

root->left->left = newNode(4);

root->left->right = newNode(5);

cout << "Level Order traversal of binary tree is \n";

printLevelOrder(root);

return 0;

}

**Output**

Level Order traversal of binary tree is

1 2 3 4 5

**Time Complexity:** O(n) where n is the number of nodes in the binary tree   
**Space Complexity:** O(n) where n is the number of nodes in the binary tree

# 163. Reverse Level Order traversal

Given a binary tree of size N, find its reverse level order traversal. ie- the traversal must begin from the last level.

**Example 1:**

**Input :**

1

/ \

3 2

**Output:** 3 2 1

**Explanation:**

Traversing level 1 : 3 2

Traversing level 0 : 1

**Example 2:**

**Input :**

10

/ \

20 30

/ \

40 60

**Output:** 40 60 20 30 10

**Explanation:**

Traversing level 2 : 40 60

Traversing level 1 : 20 30

Traversing level 0 : 10

**Your Task:**  
You dont need to read input or print anything. Complete the function **reverseLevelOrder()**which takes the root of the tree as input parameter and returns a list containing the reverse level order traversal of the given tree.

**Expected Time Complexity:** O(N)  
**Expected Auxiliary Space:**O(N)

**Constraints:**  
1 ≤ N ≤ 10^4

## Solution:

**METHOD 1 (Recursive function to print a given level)**   
We can easily modify the method 1 of the normal [level order traversal](https://www.geeksforgeeks.org/level-order-tree-traversal/). In method 1, we have a method printGivenLevel() which prints a given level number. The only thing we need to change is, instead of calling printGivenLevel() from the first level to the last level, we call it from the last level to the first level.

// A recursive C++ program to print

// REVERSE level order traversal

#include <bits/stdc++.h>

using namespace std;

/\* A binary tree node has data,

pointer to left and right child \*/

class node

{

public:

int data;

node\* left;

node\* right;

};

/\*Function prototypes\*/

void printGivenLevel(node\* root, int level);

int height(node\* node);

node\* newNode(int data);

/\* Function to print REVERSE

level order traversal a tree\*/

void reverseLevelOrder(node\* root)

{

int h = height(root);

int i;

for (i=h; i>=1; i--) //THE ONLY LINE DIFFERENT FROM NORMAL LEVEL ORDER

printGivenLevel(root, i);

}

/\* Print nodes at a given level \*/

void printGivenLevel(node\* root, int level)

{

if (root == NULL)

return;

if (level == 1)

cout << root->data << " ";

else if (level > 1)

{

printGivenLevel(root->left, level - 1);

printGivenLevel(root->right, level - 1);

}

}

/\* Compute the "height" of a tree -- the number of

nodes along the longest path from the root node

down to the farthest leaf node.\*/

int height(node\* node)

{

if (node == NULL)

return 0;

else

{

/\* compute the height of each subtree \*/

int lheight = height(node->left);

int rheight = height(node->right);

/\* use the larger one \*/

if (lheight > rheight)

return(lheight + 1);

else return(rheight + 1);

}

}

/\* Helper function that allocates a new node with the

given data and NULL left and right pointers. \*/

node\* newNode(int data)

{

node\* Node = new node();

Node->data = data;

Node->left = NULL;

Node->right = NULL;

return(Node);

}

/\* Driver code\*/

int main()

{

node \*root = newNode(1);

root->left = newNode(2);

root->right = newNode(3);

root->left->left = newNode(4);

root->left->right = newNode(5);

cout << "Level Order traversal of binary tree is \n";

reverseLevelOrder(root);

return 0;

}

**Output:**

Level Order traversal of binary tree is

4 5 2 3 1

*Time Complexity:* The worst-case time complexity of this method is O(n^2). For a skewed tree, printGivenLevel() takes O(n) time where n is the number of nodes in the skewed tree. So time complexity of printLevelOrder() is O(n) + O(n-1) + O(n-2) + .. + O(1) which is O(n^2).

**METHOD 2 (Using Queue and Stack)**   
The method 2 of [normal level order traversal](https://www.geeksforgeeks.org/level-order-tree-traversal/) can also be easily modified to print level order traversal in reverse order. The idea is to use a deque(double-ended queue) to get the reverse level order. A deque allows insertion and deletion at both the ends. If we do normal level order traversal and instead of printing a node, push the node to a stack and then print the contents of the deque, we get “5 4 3 2 1” for the above example tree, but the output should be “4 5 2 3 1”. So to get the correct sequence (left to right at every level), we process children of a node in reverse order, we first push the right subtree to the deque, then process the left subtree.

// A C++ program to print REVERSE level order traversal using stack and queue

// This approach is adopted from following link

// http://tech-queries.blogspot.in/2008/12/level-order-tree-traversal-in-reverse.html

#include <bits/stdc++.h>

using namespace std;

/\* A binary tree node has data, pointer to left and right children \*/

struct node

{

int data;

struct node\* left;

struct node\* right;

};

/\* Given a binary tree, print its nodes in reverse level order \*/

void reverseLevelOrder(node\* root)

{

stack <node \*> S;

queue <node \*> Q;

Q.push(root);

// Do something like normal level order traversal order. Following are the

// differences with normal level order traversal

// 1) Instead of printing a node, we push the node to stack

// 2) Right subtree is visited before left subtree

while (Q.empty() == false)

{

/\* Dequeue node and make it root \*/

root = Q.front();

Q.pop();

S.push(root);

/\* Enqueue right child \*/

if (root->right)

Q.push(root->right); // NOTE: RIGHT CHILD IS ENQUEUED BEFORE LEFT

/\* Enqueue left child \*/

if (root->left)

Q.push(root->left);

}

// Now pop all items from stack one by one and print them

while (S.empty() == false)

{

root = S.top();

cout << root->data << " ";

S.pop();

}

}

/\* Helper function that allocates a new node with the

given data and NULL left and right pointers. \*/

node\* newNode(int data)

{

node\* temp = new node;

temp->data = data;

temp->left = NULL;

temp->right = NULL;

return (temp);

}

/\* Driver program to test above functions\*/

int main()

{

struct node \*root = newNode(1);

root->left = newNode(2);

root->right = newNode(3);

root->left->left = newNode(4);

root->left->right = newNode(5);

root->right->left = newNode(6);

root->right->right = newNode(7);

cout << "Level Order traversal of binary tree is \n";

reverseLevelOrder(root);

return 0;

}

**Output:**

Level Order traversal of binary tree is

4 5 6 7 2 3 1

*Time Complexity:* O(n) where n is the number of nodes in the binary tree.

Space Complexity: O(n)

# 164. Height of a tree

Given a binary tree, find its height.

**Example 1:**

**Input:**

1

/ \

2 3

**Output:** 2

**Example 2:**

**Input:**

2

\

1

/

3

**Output:** 3

**Your Task:**  
You don't need to read input or print anything. Your task is to complete the function **height()**which takes root node of the tree as input parameter and returns an integer denoting the height of the tree. If the tree is empty, return 0.

**Expected Time Complexity:** O(N)  
**Expected Auxiliary Space:** O(N)

**Constraints:**  
1 <= Number of nodes <= 105  
1 <= Data of a node <= 105

## Solution:

Recursively calculate height of left and right subtrees of a node and assign height to the node as max of the heights of two children plus 1. See below pseudo code and program for details.  
**Algorithm:**

maxDepth()

1. If tree is empty then return -1

2. Else

(a) Get the max depth of left subtree recursively i.e.,

call maxDepth( tree->left-subtree)

(a) Get the max depth of right subtree recursively i.e.,

call maxDepth( tree->right-subtree)

(c) Get the max of max depths of left and right

subtrees and add 1 to it for the current node.

max\_depth = max(max dept of left subtree,

max depth of right subtree)

+ 1

(d) Return max\_depth

**See the below diagram for more clarity about execution of the recursive function maxDepth() for above example tree.**

maxDepth('1') = max(maxDepth('2'), maxDepth('3')) + 1

= 1 + 1

/ \

/ \

/ \

/ \

/ \

maxDepth('2') = 1 maxDepth('3') = 0

= max(maxDepth('4'), maxDepth('5')) + 1

= 1 + 0 = 1

/ \

/ \

/ \

/ \

/ \

maxDepth('4') = 0 maxDepth('5') = 0

**Implementation:**

int height(struct Node\* node){

if(!node)

return 0;

return max(height(node->left), height(node->right))+1;

}

**Time Complexity:**O(n)

**Space Complexity:**O(height of the tree) for recursion call stack.

**Method 2:**Another method to solve this problem is to do **Level Order Traversal.** While doing the level order traversal, while adding Nodes at each level to Queue, we have to add **NULL Node**so that whenever it is encountered, we can increment the value of variable and that level get counted.

**Implementation:**

#include <iostream>

#include <bits/stdc++.h>

using namespace std;

// A Tree node

struct Node

{

int key;

struct Node\* left, \*right;

};

// Utility function to create a new node

Node\* newNode(int key)

{

Node\* temp = new Node;

temp->key = key;

temp->left = temp->right = NULL;

return (temp);

}

/\*Function to find the height(depth) of the tree\*/

int height(struct Node\* root){

//Initialising a variable to count the

//height of tree

int depth = 0;

queue<Node\*>q;

//Pushing first level element along with NULL

q.push(root);

q.push(NULL);

while(!q.empty()){

Node\* temp = q.front();

q.pop();

//When NULL encountered, increment the value

if(temp == NULL){

depth++;

}

//If NULL not encountered, keep moving

if(temp != NULL){

if(temp->left){

q.push(temp->left);

}

if(temp->right){

q.push(temp->right);

}

}

//If queue still have elements left,

//push NULL again to the queue.

else if(!q.empty()){

q.push(NULL);

}

}

return depth;

}

// Driver program

int main()

{

// Let us create Binary Tree shown in above example

Node \*root = newNode(1);

root->left = newNode(12);

root->right = newNode(13);

root->right->left = newNode(14);

root->right->right = newNode(15);

root->right->left->left = newNode(21);

root->right->left->right = newNode(22);

root->right->right->left = newNode(23);

root->right->right->right = newNode(24);

cout<<"Height(Depth) of tree is: "<<height(root);

}

**Time Complexity:**O(n)

**Space Complexity:**O(n)

# 165. Diameter of a tree

The diameter of a tree (sometimes called the width) is the number of nodes on the longest path between two end nodes. The diagram below shows two trees each with diameter nine, the leaves that form the ends of the longest path are shaded (note that there is more than one path in each tree of length nine, but no path longer than nine nodes).
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**Example 1:**

**Input:**

     1

    /  \

   2    3

**Output:** 3

**Example 2:**

**Input:**

         10

       /   \

     20    30

   /   \

   40   60

**Output:** 4

**Your Task:**  
You need to **complete**the **function diameter()**that takes **root**as **parameter**and **returns**the **diameter**.  
  
**Expected Time Complexity:**O(N).  
**Expected Auxiliary Space:**O(Height of the Tree).

**Constraints:**  
1 <= Number of nodes <= 10000  
1 <= Data of a node <= 1000

## Solution:

The diameter of a tree T is the largest of the following quantities:

* the diameter of T’s left subtree.
* the diameter of T’s right subtree.
* the longest path between leaves that goes through the root of T (this can be computed from the heights of the subtrees of T)

Implementation:

// Recursive optimized C program to find the diameter of a

// Binary Tree

#include <bits/stdc++.h>

using namespace std;

// A binary tree node has data, pointer to left child

// and a pointer to right child

struct node {

int data;

struct node \*left, \*right;

};

// function to create a new node of tree and returns pointer

struct node\* newNode(int data);

// returns max of two integers

int max(int a, int b) { return (a > b) ? a : b; }

// function to Compute height of a tree.

int height(struct node\* node);

// Function to get diameter of a binary tree

int diameter(struct node\* tree)

{

// base case where tree is empty

if (tree == NULL)

return 0;

// get the height of left and right sub-trees

int lheight = height(tree->left);

int rheight = height(tree->right);

// get the diameter of left and right sub-trees

int ldiameter = diameter(tree->left);

int rdiameter = diameter(tree->right);

// Return max of following three

// 1) Diameter of left subtree

// 2) Diameter of right subtree

// 3) Height of left subtree + height of right subtree + 1

return max(lheight + rheight + 1,

max(ldiameter, rdiameter));

}

// UTILITY FUNCTIONS TO TEST diameter() FUNCTION

// The function Compute the "height" of a tree. Height is

// the number f nodes along the longest path from the root

// node down to the farthest leaf node.

int height(struct node\* node)

{

// base case tree is empty

if (node == NULL)

return 0;

// If tree is not empty then height = 1 + max of left

// height and right heights

return 1 + max(height(node->left), height(node->right));

}

// Helper function that allocates a new node with the

// given data and NULL left and right pointers.

struct node\* newNode(int data)

{

struct node\* node

= (struct node\*)malloc(sizeof(struct node));

node->data = data;

node->left = NULL;

node->right = NULL;

return (node);

}

// Driver Code

int main()

{

/\* Constructed binary tree is

1

/ \

2 3

/ \

4 5

\*/

struct node\* root = newNode(1);

root->left = newNode(2);

root->right = newNode(3);

root->left->left = newNode(4);

root->left->right = newNode(5);

// Function Call

cout << "Diameter of the given binary tree is " <<

diameter(root);

return 0;

}

**Output**

Diameter of the given binary tree is 4

**Time Complexity:** O(n2)  
   
**Optimized implementation:** The above implementation can be optimized by calculating the height in the same recursion rather than calling a height() separately. Thanks to Amar for suggesting this optimized version. This optimization reduces time complexity to O(n).

// Recursive optimized C++ program to find the diameter of a

// Binary Tree

#include <bits/stdc++.h>

using namespace std;

// A binary tree node has data, pointer to left child

// and a pointer to right child

struct node {

int data;

struct node \*left, \*right;

};

// function to create a new node of tree and returns pointer

struct node\* newNode(int data);

int diameterOpt(struct node\* root, int\* height)

{

// lh --> Height of left subtree

// rh --> Height of right subtree

int lh = 0, rh = 0;

// ldiameter --> diameter of left subtree

// rdiameter --> Diameter of right subtree

int ldiameter = 0, rdiameter = 0;

if (root == NULL) {

\*height = 0;

return 0; // diameter is also 0

}

// Get the heights of left and right subtrees in lh and

// rh And store the returned values in ldiameter and

// ldiameter

ldiameter = diameterOpt(root->left, &lh);

rdiameter = diameterOpt(root->right, &rh);

// Height of current node is max of heights of left and

// right subtrees plus 1

\*height = max(lh, rh) + 1;

return max(lh + rh + 1, max(ldiameter, rdiameter));

}

// Helper function that allocates a new node with the

// given data and NULL left and right pointers.

struct node\* newNode(int data)

{

struct node\* node

= (struct node\*)malloc(sizeof(struct node));

node->data = data;

node->left = NULL;

node->right = NULL;

return (node);

}

// Driver Code

int main()

{

/\* Constructed binary tree is

1

/ \

2 3

/ \

4 5

\*/

struct node\* root = newNode(1);

root->left = newNode(2);

root->right = newNode(3);

root->left->left = newNode(4);

root->left->right = newNode(5);

int height = 0;

// Function Call

cout << "Diameter of the given binary tree is " << diameterOpt(root, &height);

return 0;

}

**Output**

The diameter of given binary tree is : 4

**Time Complexity:** O(n)

# 166. Mirror of a tree

Given a binary tree, the task is to create a new binary tree which is a mirror image of the given binary tree.

**Examples:**

**Input:**

5

/ \

3 6

/ \

2 4

**Output:**

Inorder of original tree: 2 3 4 5 6

Inorder of mirror tree: 6 5 4 3 2

Mirror tree will be:

5

/ \

6 3

/ \

4 2

**Input:**

2

/ \

1 8

/ \

12 9

**Output:**

Inorder of original tree: 12 1 2 8 9

Inorder of mirror tree: 9 8 2 1 12

## Solution:

**Approach:** Write a recursive function that will take two nodes as the argument, one of the original tree and the other of the newly created tree. Now, for every passed node of the original tree, create a corresponding node in the mirror tree and then recursively call the same method for the child nodes but passing the left child of the original tree node with the right child of the mirror tree node and the right child of the original tree node with the left child of the mirror tree node.

Below is the implementation of the above approach:

// C++ implementation of the approach

#include <iostream>

using namespace std;

// A binary tree node has data, pointer to

// left child and a pointer to right child

typedef struct treenode {

int val;

struct treenode\* left;

struct treenode\* right;

} node;

// Helper function that allocates a new node with the

// given data and NULL left and right pointers

node\* createNode(int val)

{

node\* newNode = (node\*)malloc(sizeof(node));

newNode->val = val;

newNode->left = NULL;

newNode->right = NULL;

return newNode;

}

// Helper function to print Inorder traversal

void inorder(node\* root)

{

if (root == NULL)

return;

inorder(root->left);

cout <<" "<< root->val;

inorder(root->right);

}

// mirrorify function takes two trees,

// original tree and a mirror tree

// It recurses on both the trees,

// but when original tree recurses on left,

// mirror tree recurses on right and

// vice-versa

void mirrorify(node\* root, node\*\* mirror)

{

if (root == NULL) {

mirror = NULL;

return;

}

// Create new mirror node from original tree node

\*mirror = createNode(root->val);

mirrorify(root->left, &((\*mirror)->right));

mirrorify(root->right, &((\*mirror)->left));

}

// Driver code

int main()

{

node\* tree = createNode(5);

tree->left = createNode(3);

tree->right = createNode(6);

tree->left->left = createNode(2);

tree->left->right = createNode(4);

// Print inorder traversal of the input tree

cout <<"Inorder of original tree: ";

inorder(tree);

node\* mirror = NULL;

mirrorify(tree, &mirror);

// Print inorder traversal of the mirror tree

cout <<"\nInorder of mirror tree: ";

inorder(mirror);

return 0;

}

**Output**

Inorder of original tree: 2 3 4 5 6

Inorder of mirror tree: 6 5 4 3 2

**Approach 2:**  
 In order to change the original tree in its mirror tree, then we simply swap the left and right link of each node. If the node is leaf node then do nothing.

#include <iostream>

using namespace std;

typedef struct treenode {

int val;

struct treenode\* left;

struct treenode\* right;

} node;

// Helper function that

// allocates a new node with the

// given data and NULL left and right pointers

node\* createNode(int val)

{

node\* newNode = (node\*)malloc(sizeof(node));

newNode->val = val;

newNode->left = NULL;

newNode->right = NULL;

return newNode;

}

// Function to print the inrder traversal

void inorder(node\* root)

{

if (root == NULL)

return;

inorder(root->left);

printf("%d ", root->val);

inorder(root->right);

}

// Function to convert to mirror tree

treenode\* mirrorTree(node\* root)

{

// Base Case

if (root == NULL)

return root;

node\* t = root->left;

root->left = root->right;

root->right = t;

if (root->left)

mirrorTree(root->left);

if (root->right)

mirrorTree(root->right);

return root;

}

// Driver Code

int main()

{

node\* tree = createNode(5);

tree->left = createNode(3);

tree->right = createNode(6);

tree->left->left = createNode(2);

tree->left->right = createNode(4);

printf("Inorder of original tree: ");

inorder(tree);

// Function call

mirrorTree(tree);

printf("\nInorder of Mirror tree: ");

inorder(tree);

return 0;

}

**Output**

Inorder of original tree: 2 3 4 5 6

Inorder of Mirror tree: 6 5 4 3 2

# 167. Inorder Traversal of a tree both using recursion and Iteration

For traversing a (non-empty) binary tree in an inorder fashion, we must do these three things for every node n starting from the tree’s root:

**(L)** Recursively traverse its left subtree. When this step is finished, we are back at n again.  
**(N)** Process n itself.  
**(R)** Recursively traverse its right subtree. When this step is finished, we are back at n again.

In normal inorder traversal, we visit the left subtree before the right subtree. If we visit the right subtree before visiting the left subtree, it is referred to as reverse inorder traversal.
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## Recursive Implementation

As we can see, before processing any node, the left subtree is processed first, followed by the node, and the right subtree is processed at last. These operations can be defined recursively for each node. The recursive implementation is referred to as a [Depth–first search (DFS)](https://www.techiedelight.com/depth-first-search/), as the search tree is deepened as much as possible on each child before going to the next sibling.

Following is the C++ program that demonstrates it:

#include <iostream>

using namespace std;

// Data structure to store a binary tree node

struct Node

{

int data;

Node \*left, \*right;

Node(int data)

{

this->data = data;

this->left = this->right = nullptr;

}

};

// Recursive function to perform inorder traversal on the tree

void inorder(Node\* root)

{

// return if the current node is empty

if (root == nullptr) {

return;

}

// Traverse the left subtree

inorder(root->left);

// Display the data part of the root (or current node)

cout << root->data << " ";

// Traverse the right subtree

inorder(root->right);

}

int main()

{

/\* Construct the following tree

1

/ \

/ \

2 3

/ / \

/ / \

4 5 6

/ \

/ \

7 8

\*/

Node\* root = new Node(1);

root->left = new Node(2);

root->right = new Node(3);

root->left->left = new Node(4);

root->right->left = new Node(5);

root->right->right = new Node(6);

root->right->left->left = new Node(7);

root->right->left->right = new Node(8);

inorder(root);

return 0;

}

## Iterative Implementation

To convert the above recursive procedure into an iterative one, we need an explicit stack. Following is a simple stack-based iterative algorithm to perform inorder traversal:

**iterativeInorder(node)**  
   
  s —> empty stack  
  while (not s.isEmpty() or node != null)  
    if (node != null)  
      s.push(node)  
      node —> node.left  
    else  
      node —> s.pop()  
      visit(node)  
      node —> node.right

The algorithm can be implemented as follows in C++:

#include <iostream>

#include <stack>

using namespace std;

// Data structure to store a binary tree node

struct Node

{

int data;

Node \*left, \*right;

Node(int data)

{

this->data = data;

this->left = this->right = nullptr;

}

};

// Iterative function to perform inorder traversal on the tree

void inorderIterative(Node\* root)

{

// create an empty stack

stack<Node\*> stack;

// start from the root node (set current node to the root node)

Node\* curr = root;

// if the current node is null and the stack is also empty, we are done

while (!stack.empty() || curr != nullptr)

{

// if the current node exists, push it into the stack (defer it)

// and move to its left child

if (curr != nullptr)

{

stack.push(curr);

curr = curr->left;

}

else {

// otherwise, if the current node is null, pop an element from the stack,

// print it, and finally set the current node to its right child

curr = stack.top();

stack.pop();

cout << curr->data << " ";

curr = curr->right;

}

}

}

int main()

{

/\* Construct the following tree

1

/ \

/ \

2 3

/ / \

/ / \

4 5 6

/ \

/ \

7 8

\*/

Node\* root = new Node(1);

root->left = new Node(2);

root->right = new Node(3);

root->left->left = new Node(4);

root->right->left = new Node(5);

root->right->right = new Node(6);

root->right->left->left = new Node(7);

root->right->left->right = new Node(8);

inorderIterative(root);

return 0;

}

The time complexity of the above solutions is O(n), where n is the total number of nodes in the binary tree. The space complexity of the program is O(n) as the space required is proportional to the height of the tree, which can be equal to the total number of nodes in the tree in worst-case for skewed trees.

# 168. Preorder Traversal of a tree both using recursion and Iteration

For traversing a (non-empty) binary tree in a preorder fashion, we must do these three things for every node n starting from the tree’s root:

**(N)** Process n itself.  
**(L)** Recursively traverse its left subtree. When this step is finished, we are back at n again.  
**(R)** Recursively traverse its right subtree. When this step is finished, we are back at n again.

In normal preorder traversal, visit the left subtree before the right subtree. If we visit the right subtree before visiting the left subtree, it is referred to as reverse preorder traversal.

![Preorder Traversal](data:image/png;base64,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)

## Recursive Implementation

As we can see, only after processing any node, the left subtree is processed, followed by the right subtree. These operations can be defined recursively for each node. The recursive implementation is referred to as a [Depth–first search (DFS)](https://www.techiedelight.com/depth-first-search/), as the search tree is deepened as much as possible on each child before going to the next sibling.

Following is the C++ program that demonstrates it:

#include <iostream>

using namespace std;

// Data structure to store a binary tree node

struct Node

{

int data;

Node \*left, \*right;

Node(int data)

{

this->data = data;

this->left = this->right = nullptr;

}

};

// Recursive function to perform preorder traversal on the tree

void preorder(Node\* root)

{

// if the current node is empty

if (root == nullptr) {

return;

}

// Display the data part of the root (or current node)

cout << root->data << " ";

// Traverse the left subtree

preorder(root->left);

// Traverse the right subtree

preorder(root->right);

}

int main()

{

/\* Construct the following tree

1

/ \

/ \

2 3

/ / \

/ / \

4 5 6

/ \

/ \

7 8

\*/

Node\* root = new Node(1);

root->left = new Node(2);

root->right = new Node(3);

root->left->left = new Node(4);

root->right->left = new Node(5);

root->right->right = new Node(6);

root->right->left->left = new Node(7);

root->right->left->right = new Node(8);

preorder(root);

return 0;

}

## Iterative Implementation

To convert the above recursive procedure into an iterative one, we need an explicit stack. Following is a simple stack-based iterative algorithm to perform preorder traversal:

**iterativePreorder(node)**  
   
if (node = null)  
  return  
s —> empty stack  
s.push(node)  
while (not s.isEmpty())  
  node —> s.pop()  
  visit(node)  
  if (node.right != null)  
    s.push(node.right)  
  if (node.left != null)  
    s.push(node.left)

The algorithm can be implemented as follows in C++:

#include <iostream>

#include <stack>

using namespace std;

// Data structure to store a binary tree node

struct Node

{

int data;

Node \*left, \*right;

Node(int data)

{

this->data = data;

this->left = this->right = nullptr;

}

};

// Iterative function to perform preorder traversal on the tree

void preorderIterative(Node\* root)

{

// return if the tree is empty

if (root == nullptr)

return;

// create an empty stack and push the root node

stack<Node\*> stack;

stack.push(root);

// loop till stack is empty

while (!stack.empty())

{

// pop a node from the stack and print it

Node\* curr = stack.top();

stack.pop();

cout << curr->data << " ";

// push the right child of the popped node into the stack

if (curr->right) {

stack.push(curr->right);

}

// push the left child of the popped node into the stack

if (curr->left) {

stack.push(curr->left);

}

// the right child must be pushed first so that the left child

// is processed first (LIFO order)

}

}

int main()

{

/\* Construct the following tree

1

/ \

/ \

2 3

/ / \

/ / \

4 5 6

/ \

/ \

7 8

\*/

Node\* root = new Node(1);

root->left = new Node(2);

root->right = new Node(3);

root->left->left = new Node(4);

root->right->left = new Node(5);

root->right->right = new Node(6);

root->right->left->left = new Node(7);

root->right->left->right = new Node(8);

preorderIterative(root);

return 0;

}

The above solution can be further optimized by pushing only the right children to the stack.

#include <iostream>

#include <stack>

using namespace std;

// Data structure to store a binary tree node

struct Node

{

int data;

Node \*left, \*right;

Node(int data)

{

this->data = data;

this->left = this->right = nullptr;

}

};

// Iterative function to perform preorder traversal on the tree

void preorderIterative(Node\* root)

{

// return if the tree is empty

if (root == nullptr) {

return;

}

// create an empty stack and push the root node

stack<Node\*> stack;

stack.push(root);

// start from the root node (set current node to the root node)

Node\* curr = root;

// loop till stack is empty

while (!stack.empty())

{

// if the current node exists, print it and push its right child

// to the stack before moving to its left child

if (curr != nullptr)

{

cout << curr->data << " ";

if (curr->right) {

stack.push(curr->right);

}

curr = curr->left;

}

// if the current node is null, pop a node from the stack

// set the current node to the popped node

else {

curr = stack.top();

stack.pop();

}

}

}

int main()

{
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Node\* root = new Node(1);

root->left = new Node(2);

root->right = new Node(3);

root->left->left = new Node(4);

root->right->left = new Node(5);

root->right->right = new Node(6);

root->right->left->left = new Node(7);

root->right->left->right = new Node(8);

preorderIterative(root);

return 0;

}

The time complexity of the above solutions is O(n), where n is the total number of nodes in the binary tree. The space complexity of the program is O(n) as the space required is proportional to the tree’s height, which can be equal to the total number of nodes in the tree in the worst case for skewed trees.

**My Implementation:**

vector<int> preorderTraversal(TreeNode\* root) {

vector<int> res;

stack<TreeNode\*> st;

while(!st.empty() || root){

if(root){

res.push\_back(root->val);

st.push(root);

root = root->left;

}

else{

root = st.top()->right;

st.pop();

}

}

return res;

}

# 169. Postorder Traversal of a tree both using recursion and Iteration

For traversing a (non-empty) binary tree in a postorder fashion, we must do these three things for every node n starting from the tree’s root:

**(L)** Recursively traverse its left subtree. When this step is finished, we are back at n again.  
**(R)** Recursively traverse its right subtree. When this step is finished, we are back at n again.  
**(N)** Process n itself.

In normal postorder traversal, visit the left subtree before the right subtree. If we visit the right subtree before visiting the left subtree, it is referred to as reverse postorder traversal.
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## Recursive Implementation

As we can see, before processing any node, the left subtree is processed first, followed by the right subtree, and the node is processed at last. These operations can be defined recursively for each node. The recursive implementation is referred to as a [Depth–first search (DFS)](https://www.techiedelight.com/depth-first-search/), as the search tree is deepened as much as possible on each child before going to the next sibling.

Following is the C++ program that demonstrates it:

#include <iostream>

using namespace std;

// Data structure to store a binary tree node

struct Node

{

int data;

Node \*left, \*right;

Node(int data)

{

this->data = data;

this->left = this->right = nullptr;

}

};

// Recursive function to perform postorder traversal on the tree

void postorder(Node\* root)

{

// if the current node is empty

if (root == nullptr) {

return;

}

// Traverse the left subtree

postorder(root->left);

// Traverse the right subtree

postorder(root->right);

// Display the data part of the root (or current node)

cout << root->data << " ";

}

int main()

{

/\* Construct the following tree

1

/ \

/ \

2 3

/ / \

/ / \

4 5 6

/ \

/ \

7 8

\*/

Node\* root = new Node(1);

root->left = new Node(2);

root->right = new Node(3);

root->left->left = new Node(4);

root->right->left = new Node(5);

root->right->right = new Node(6);

root->right->left->left = new Node(7);

root->right->left->right = new Node(8);

postorder(root);

return 0;

}

## Iterative Implementation

To convert the above recursive procedure into an iterative one, we need an explicit stack. Following is a simple stack-based iterative algorithm to perform postorder traversal:

**iterativePostorder(node)**  
   
s —> empty stack  
t —> output stack  
while (not s.isEmpty())  
  node —> s.pop()  
  t.push(node)  
   
  if (node.left <> null)  
    s.push(node.left)  
   
  if (node.right <> null)  
    s.push(node.right)  
   
while (not t.isEmpty())  
  node —> t.pop()  
  visit(node)

The algorithm can be implemented as follows in C++:

#include <iostream>

#include <stack>

using namespace std;

// Data structure to store a binary tree node

struct Node

{

int data;

Node \*left, \*right;

Node(int data)

{

this->data = data;

this->left = this->right = nullptr;

}

};

// Iterative function to perform postorder traversal on the tree

void postorderIterative(Node\* root)

{

// return if the tree is empty

if (root == nullptr) {

return;

}

// create an empty stack and push the root node

stack<Node\*> s;

s.push(root);

// create another stack to store postorder traversal

stack<int> out;

// loop till stack is empty

while (!s.empty())

{

// pop a node from the stack and push the data into the output stack

Node\* curr = s.top();

s.pop();

out.push(curr->data);

// push the left and right child of the popped node into the stack

if (curr->left) {

s.push(curr->left);

}

if (curr->right) {

s.push(curr->right);

}

}

// print postorder traversal

while (!out.empty())

{

cout << out.top() << " ";

out.pop();

}

}

int main()

{

/\* Construct the following tree

1

/ \

/ \

2 3

/ / \

/ / \

4 5 6

/ \

/ \

7 8

\*/

Node\* root = new Node(1);

root->left = new Node(2);

root->right = new Node(3);

root->left->left = new Node(4);

root->right->left = new Node(5);

root->right->right = new Node(6);

root->right->left->left = new Node(7);

root->right->left->right = new Node(8);

postorderIterative(root);

return 0;

}

The time complexity of the above solutions is O(n), where n is the total number of nodes in the binary tree. The space complexity of the program is O(n) as the space required is proportional to the height of the tree, which can be equal to the total number of nodes in the tree in worst-case for skewed trees.

# 170. Left View of a tree

Given a Binary Tree, print Left view of it. Left view of a Binary Tree is set of nodes visible when tree is visited from Left side. The task is to complete the function **leftView()**, which accepts root of the tree as argument.

Left view of following tree is 1 2 4 8.

          1  
       /     \  
     2        3  
   /     \    /    \  
  4     5   6    7  
   \  
     8

**Example 1:**

**Input:**

  1

 /  \

3    2

**Output:** 1 3

**Example 2:**

**Input:**
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**Output:** 10 20 40

**Your Task:**  
You just have to **complete**the function **leftView()**that prints the left view. The newline is automatically appended by the driver code.  
**Expected Time Complexity:**O(N).  
**Expected Auxiliary Space:**O(Height of the Tree).

**Constraints:**  
0 <= Number of nodes <= 100  
1 <= Data of a node <= 1000

## Solution:

Method-1 (Using Recursion)  
The left view contains all nodes that are first nodes in their levels. A simple solution is to **do**[**level order traversal**](https://www.geeksforgeeks.org/level-order-tree-traversal/)and print the first node in every level.

The problem can also be solved **using simple recursive traversal**. We can keep track of the level of a node by passing a parameter to all recursive calls. The idea is to keep track of the maximum level also. Whenever we see a node whose level is more than maximum level so far, we print the node because this is the first node in its level (Note that we traverse the left subtree before right subtree).

Below is the implementation of the above idea-

// C++ program to print left view of Binary Tree

#include <bits/stdc++.h>

using namespace std;

struct Node

{

int data;

struct Node \*left, \*right;

};

// A utility function to

// create a new Binary Tree Node

struct Node \*newNode(int item)

{

struct Node \*temp = (struct Node \*)malloc(

sizeof(struct Node));

temp->data = item;

temp->left = temp->right = NULL;

return temp;

}

// Recursive function to print

// left view of a binary tree.

void leftViewUtil(struct Node \*root,

int level, int \*max\_level)

{

// Base Case

if (root == NULL) return;

// If this is the first Node of its level

if (\*max\_level < level)

{

cout << root->data << " ";

\*max\_level = level;

}

// Recur for left subtree first,

// then right subtree

leftViewUtil(root->left, level + 1, max\_level);

leftViewUtil(root->right, level + 1, max\_level);

}

// A wrapper over leftViewUtil()

void leftView(struct Node \*root)

{

int max\_level = 0;

leftViewUtil(root, 1, &max\_level);

}

// Driver Code

int main()

{

Node\* root = newNode(10);

root->left = newNode(2);

root->right = newNode(3);

root->left->left = newNode(7);

root->left->right = newNode(8);

root->right->right = newNode(15);

root->right->left = newNode(12);

root->right->right->left = newNode(14);

leftView(root);

return 0;

}

**Output**

10 2 7 14

**Time Complexity:** The function does a simple traversal of the tree, so the complexity is O(n).   
**Auxiliary Space:**O(n), due to the stack space during recursive call.

**Method-2** (Using Queue):

In this method, level order traversal based solution is discussed. If we observe carefully, we will see that our main task is to print the left most node of every level. So, we will do a level order traversal on the tree and print the leftmost node at every level. Below is the implementation of above approach:

// C++ program to print left view of

// Binary Tree

#include<bits/stdc++.h>

using namespace std;

// A Binary Tree Node

struct Node

{

int data;

struct Node \*left, \*right;

};

// Utility function to create a new tree node

Node\* newNode(int data)

{

Node \*temp = new Node;

temp->data = data;

temp->left = temp->right = NULL;

return temp;

}

// function to print left view of

// binary tree

void printLeftView(Node\* root)

{

if (!root)

return;

queue<Node\*> q;

q.push(root);

while (!q.empty())

{

// number of nodes at current level

int n = q.size();

// Traverse all nodes of current level

for(int i = 1; i <= n; i++)

{

Node\* temp = q.front();

q.pop();

// Print the left most element

// at the level

if (i == 1)

cout<<temp->data<<" ";

// Add left node to queue

if (temp->left != NULL)

q.push(temp->left);

// Add right node to queue

if (temp->right != NULL)

q.push(temp->right);

}

}

}

// Driver code

int main()

{

// Let's construct the tree as

// shown in example

Node\* root = newNode(10);

root->left = newNode(2);

root->right = newNode(3);

root->left->left = newNode(7);

root->left->right = newNode(8);

root->right->right = newNode(15);

root->right->left = newNode(12);

root->right->right->left = newNode(14);

printLeftView(root);

}

**Output**

10 2 7 14

**Time Complexity:**O(n), where n is the number of nodes in the binary tree.

**My Approach:**

vector<int> leftView(Node \*root)

{

queue<Node\*> q;

Node \*curr = root;

Node \*dummy = (Node\*)malloc(sizeof(struct Node));

dummy->data = -1; dummy->left = dummy->right = NULL;

vector<int> res;

if(!root)

return res;

res.push\_back(root->data);

q.push(root);

q.push(dummy);

while(!q.empty()){

if(q.front()==dummy){

q.pop();

if(!q.empty()){

res.push\_back(q.front()->data);

q.push(dummy);

}

}

else{

if(q.front()->left)

q.push(q.front()->left);

if(q.front()->right)

q.push(q.front()->right);

q.pop();

}

}

return res;

}

Time Complexity:O(N) where N is the total number of nodes

# 171. Right View of Tree

Given a Binary Tree, find **Right view** of it. Right view of a Binary Tree is set of nodes visible when tree is viewed from **right**side.

Right view of following tree is 1 3 7 8.

          1  
       /     \  
     2        3  
   /   \      /    \  
  4     5   6    7  
    \  
     8

**Example 1:**

**Input:**

       1

   /    \

  3      2

**Output:** 1 2

**Example 2:**

**Input:**

     10

   /   \

 20     30

/   \

40  60

**Output:** 10 30 60

**Your Task:**  
Just complete the **function rightView()**that takes **node**as **parameter**and returns the right view as a list.

**Expected Time Complexity:**O(N).  
**Expected Auxiliary Space:**O(Height of the Tree).

**Constraints:**  
1 ≤ Number of nodes ≤ 105  
1 ≤ Data of a node ≤ 105

## Solution:

The problem can be solved using simple recursive traversal. We can keep track of level of a node by passing a parameter to all recursive calls. The idea is to keep track of maximum level also. And traverse the tree in a manner that right subtree is visited before left subtree. Whenever we see a node whose level is more than maximum level so far, we print the node because this is the last node in its level (Note that we traverse the right subtree before left subtree). Following is the implementation of this approach.

// C++ program to print right view of Binary Tree

#include <bits/stdc++.h>

using namespace std;

struct Node

{

int data;

struct Node \*left, \*right;

};

// A utility function to

// create a new Binary Tree Node

struct Node \*newNode(int item)

{

struct Node \*temp = (struct Node \*)malloc(

sizeof(struct Node));

temp->data = item;

temp->left = temp->right = NULL;

return temp;

}

// Recursive function to print

// right view of a binary tree.

void rightViewUtil(struct Node \*root,

int level, int \*max\_level)

{

// Base Case

if (root == NULL) return;

// If this is the last Node of its level

if (\*max\_level < level)

{

cout << root->data << "\t";

\*max\_level = level;

}

// Recur for right subtree first,

// then left subtree

rightViewUtil(root->right, level + 1, max\_level);

rightViewUtil(root->left, level + 1, max\_level);

}

// A wrapper over rightViewUtil()

void rightView(struct Node \*root)

{

int max\_level = 0;

rightViewUtil(root, 1, &max\_level);

}

// Driver Code

int main()

{

struct Node \*root = newNode(1);

root->left = newNode(2);

root->right = newNode(3);

root->left->left = newNode(4);

root->left->right = newNode(5);

root->right->left = newNode(6);

root->right->right = newNode(7);

root->right->right->right = newNode(8);

rightView(root);

return 0;

}

**Output**

1 3 7 8

**Time Complexity:** The function does a simple traversal of the tree, so the complexity is O(n).

**Method 2:**In this method, [level order traversal based](https://www.geeksforgeeks.org/level-order-tree-traversal/) solution is discussed. If we observe carefully, we will see that our main task is to print the right most node of every level. So, we will do a level order traversal on the tree and print the last node at every level. Below is the implementation of above approach:

// C++ program to print left view of

// Binary Tree

#include <bits/stdc++.h>

using namespace std;

// A Binary Tree Node

struct Node {

int data;

struct Node \*left, \*right;

};

// Utility function to create a new tree node

Node\* newNode(int data)

{

Node\* temp = new Node;

temp->data = data;

temp->left = temp->right = NULL;

return temp;

}

// function to print Right view of

// binary tree

void printRightView(Node\* root)

{

if (root == NULL)

return;

queue<Node\*> q;

q.push(root);

while (!q.empty()) {

// get number of nodes for each level

int n = q.size();

// traverse all the nodes of the current level

while (n--) {

Node\* x = q.front();

q.pop();

// print the last node of each level

if (n == 0) {

cout << x->data << " ";

}

// if left child is not null push it into the

// queue

if (x->left)

q.push(x->left);

// if right child is not null push it into the

// queue

if (x->right)

q.push(x->right);

}

}

}

// Driver code

int main()

{

// Let's construct the tree as

// shown in example

Node\* root = newNode(1);

root->left = newNode(2);

root->right = newNode(3);

root->left->left = newNode(4);

root->left->right = newNode(5);

root->right->left = newNode(6);

root->right->right = newNode(7);

root->right->left->right = newNode(8);

printRightView(root);

}

**Output**

1 3 7 8

**Time Complexity:** O(n), where n is the number of nodes in the binary tree.

**My approach:**

vector<int> rightView(Node \*root)

{

queue<Node\*> q;

Node \*curr = root;

Node \*dummy = (Node\*)malloc(sizeof(struct Node));

vector<int> res;

if(!root)

return res;

q.push(root);

q.push(dummy);

while(!q.empty()){

if(q.front()==dummy){

q.pop();

res.push\_back(curr->data);

if(!q.empty()){

q.push(dummy);

}

}

else{

if(q.front()->left)

q.push(q.front()->left);

if(q.front()->right)

q.push(q.front()->right);

curr = q.front();

q.pop();

}

}

return res;

}

# 172. Top View of a tree

Given below is a binary tree. The task is to print the top view of binary tree. Top view of a binary tree is the set of nodes visible when the tree is viewed from the top. For the given below tree

       1  
    /     \  
   2       3  
  /  \    /   \  
4    5  6   7

Top view will be: 4 2 1 3 7  
**Note:**Return nodes from **leftmost**node to **rightmost**node.

**Example 1:**

**Input:**

  1

 /    \

2      3

**Output:** 2 1 3

**Example 2:**

**Input:**

  10

   /      \

20        30

/   \    /    \

40   60 90    100

**Output:** 40 20 10 30 100

**Your Task:**  
Since this is a function problem. You don't have to take input. Just complete the function**topView()**that takes **root node**as parameter and returns a list of nodes visible from the top view from left to right.

**Expected Time Complexity:**O(N)  
**Expected Auxiliary Space:**O(N).

**Constraints:**  
1 ≤ N ≤ 105  
1 ≤ Node Data ≤ 105

## Solution:

The idea is to do something similar to [vertical Order Traversal](https://www.geeksforgeeks.org/print-binary-tree-vertical-order-set-2/). Like [vertical Order Traversal](https://www.geeksforgeeks.org/print-binary-tree-vertical-order-set-2/), we need to put nodes of same horizontal distance together. We do a level order traversal so that the topmost node at a horizontal node is visited before any other node of same horizontal distance below it. Hashing is used to check if a node at given horizontal distance is seen or not.

// C++ program to print top

// view of binary tree

#include <bits/stdc++.h>

using namespace std;

// Structure of binary tree

struct Node {

Node\* left;

Node\* right;

int hd;

int data;

};

// function to create a new node

Node\* newNode(int key)

{

Node\* node = new Node();

node->left = node->right = NULL;

node->data = key;

return node;

}

// function should print the topView of

// the binary tree

void topview(Node\* root)

{

if (root == NULL)

return;

queue<Node\*> q;

map<int, int> m;

int hd = 0;

root->hd = hd;

// push node and horizontal distance to queue

q.push(root);

cout << "The top view of the tree is : \n";

while (q.size()) {

hd = root->hd;

// count function returns 1 if the container

// contains an element whose key is equivalent

// to hd, or returns zero otherwise.

if (m.count(hd) == 0)

m[hd] = root->data;

if (root->left) {

root->left->hd = hd - 1;

q.push(root->left);

}

if (root->right) {

root->right->hd = hd + 1;

q.push(root->right);

}

q.pop();

root = q.front();

}

for (auto i = m.begin(); i != m.end(); i++) {

cout << i->second << " ";

}

}

// Driver Program to test above functions

int main()

{

/\* Create following Binary Tree

1

/ \

2 3

\

4

\

5

\

6\*/

Node\* root = newNode(1);

root->left = newNode(2);

root->right = newNode(3);

root->left->right = newNode(4);

root->left->right->right = newNode(5);

root->left->right->right->right = newNode(6);

cout << "Following are nodes in top view of Binary "

"Tree\n";

topview(root);

return 0;

}

**Output**

Following are nodes in top view of Binary Tree

The top view of the tree is :

2 1 3 6

**Another approach:**  
This approach does not require a queue. Here we use the two variables, one for horizontal distance of current node from the root and another for the depth of the current node from the root. We use the horizontal distance for indexing. If one node with the same horizontal distance comes again, we check if depth of new node is lower or higher with respect to the current node with same vertical distance in the map. If depth of new node is lower, then we replace it.

#include <bits/stdc++.h>

using namespace std;

// Structure of binary tree

struct Node {

Node\* left;

Node\* right;

int data;

};

// function to create a new node

Node\* newNode(int key)

{

Node\* node = new Node();

node->left = node->right = NULL;

node->data = key;

return node;

}

// function to fill the map

void fillMap(Node\* root, int d, int l,

map<int, pair<int, int> >& m)

{

if (root == NULL)

return;

if (m.count(d) == 0) {

m[d] = make\_pair(root->data, l);

}

else if (m[d].second > l) {

m[d] = make\_pair(root->data, l);

}

fillMap(root->left, d - 1, l + 1, m);

fillMap(root->right, d + 1, l + 1, m);

}

// function should print the topView of

// the binary tree

void topView(struct Node\* root)

{

// map to store the pair of node value and its level

// with respect to the horizontal distance from root.

map<int, pair<int, int> > m;

// fillmap(root,horizontal\_distance\_from\_root,level\_of\_node,map)

fillMap(root, 0, 0, m);

for (auto it = m.begin(); it != m.end(); it++) {

cout << it->second.first << " ";

}

}

// Driver Program to test above functions

int main()

{

Node\* root = newNode(1);

root->left = newNode(2);

root->right = newNode(3);

root->left->right = newNode(4);

root->left->right->right = newNode(5);

root->left->right->right->right = newNode(6);

cout << "Following are nodes in top view of Binary "

"Tree\n";

topView(root);

return 0;

}

**Output**

Following are nodes in top view of Binary Tree

2 1 3 6

Time Complexity of the above implementation is O(nlogn) where n is the number of nodes in the given binary tree with each insertion operation in Map requiring O(log2n) complexity.

**Another approach:**

1. This approach is based on the level order traversal. We’ll keep record of current max so far left, right horizontal distances from the root.
2. And if we found less distance (or greater in magnitude) then max left so far distance then update it and also push data on this node to a stack (stack is used because in level order traversal the left nodes will appear in reverse order), or if we found greater distance then max right so far distance then update it and also push data on this node to a vector.
3. In this approach, no map is used.

// C++ Program to print Top View of a binary Tree

#include <iostream>

#include <queue>

#include <stack>

using namespace std;

// class for Tree node

class Node {

public:

Node \*left, \*right;

int data;

Node() { left = right = 0; }

Node(int data)

{

left = right = 0;

this->data = data;

}

};

/\*

1

/ \

2 3

\

4

\

5

\

6

Top view of the above binary tree is

2 1 3 6

\*/

// class for Tree

class Tree {

public:

Node\* root;

Tree() { root = 0; }

void topView()

{

// queue for holding nodes and their horizontal

// distance from the root node

queue<pair<Node\*, int> > q;

// pushing root node with distance 0

q.push(make\_pair(root, 0));

// hd is currect node's horizontal distance from

// root node l is currect left min horizontal

// distance (or max in magnitude) so far from the

// root node r is currect right max horizontal

// distance so far from the root node

int hd = 0, l = 0, r = 0;

// stack is for holding left node's data because

// they will appear in reverse order that is why

// using stack

stack<int> left;

// vector is for holding right node's data

vector<int> right;

Node\* node;

while (q.size()) {

node = q.front().first;

hd = q.front().second;

if (hd < l) {

left.push(node->data);

l = hd;

}

else if (hd > r) {

right.push\_back(node->data);

r = hd;

}

if (node->left) {

q.push(make\_pair(node->left, hd - 1));

}

if (node->right) {

q.push(make\_pair(node->right, hd + 1));

}

q.pop();

}

// printing the left node's data in reverse order

while (left.size()) {

cout << left.top() << " ";

left.pop();

}

// then printing the root node's data

cout << root->data << " ";

// finally printing the right node's data

for (auto x : right) {

cout << x << " ";

}

}

};

// Driver code

int main()

{

// Tree object

Tree t;

t.root = new Node(1);

t.root->left = new Node(2);

t.root->right = new Node(3);

t.root->left->right = new Node(4);

t.root->left->right->right = new Node(5);

t.root->left->right->right->right = new Node(6);

t.topView();

cout << endl;

return 0;

}

**Output**

2 1 3 6

As no Map is used, Time Complexity of the above implementation is O(n) where n is the number of nodes in the given binary tree.

# 173. Bottom View of a tree

Given a binary tree, print the bottom view from left to right.  
A node is included in bottom view if it can be seen when we look at the tree from bottom.

                      20  
                    /    \  
                  8       22  
                /   \        \  
              5      3       25  
                    /   \        
                  10    14

For the above tree, the bottom view is 5 10 3 14 25.  
If there are **multiple**bottom-most nodes for a horizontal distance from root, then print the later one in level traversal. For example, in the below diagram, 3 and 4 are both the bottommost nodes at horizontal distance 0, we need to print 4.

                      20  
                    /    \  
                  8       22  
                /   \     /   \  
              5      3 4     25  
                     /    \        
                 10       14

For the above tree the output should be 5 10 4 14 25.

**Example 1:**

**Input:**

1

  / \

  3 2

**Output:** 3 1 2

**Explanation:**

First case represents a tree with 3 nodes

and 2 edges where root is 1, left child of

1 is 3 and right child of 1 is 2.
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Thus nodes of the binary tree will be

printed as such 3 1 2.

**Example 2:**

**Input:**

10

  / \

  20 30

  / \

  40 60

**Output:** 40 20 60 30

**Your Task:**  
This is a functional problem, you **don't**need to care about input, just complete the function **bottomView**() which takes the root node of the tree as input and returns an array containing the bottom view of the given tree.

**Expected Time Complexity:**O(N).  
**Expected Auxiliary Space:**O(N).

**Constraints:**  
1 <= Number of nodes <= 105  
1 <= Data of a node <= 105

## Solution:

**Method 1 – Using Queue**   
The following are steps to print Bottom View of Binary Tree.   
1. We put tree nodes in a queue for the level order traversal.   
2. Start with the horizontal distance(hd) 0 of the root node, keep on adding left child to queue along with the horizontal distance as hd-1 and right child as hd+1.   
3. Also, use a TreeMap which stores key value pair sorted on key.   
4. Every time, we encounter a new horizontal distance or an existing horizontal distance put the node data for the horizontal distance as key. For the first time it will add to the map, next time it will replace the value. This will make sure that the bottom most element for that horizontal distance is present in the map and if you see the tree from beneath that you will see that element.

Below is the implementation of the above:

// C++ Program to print Bottom View of Binary Tree

#include<bits/stdc++.h>

using namespace std;

// Tree node class

struct Node

{

int data; //data of the node

int hd; //horizontal distance of the node

Node \*left, \*right; //left and right references

// Constructor of tree node

Node(int key)

{

data = key;

hd = INT\_MAX;

left = right = NULL;

}

};

// Method that prints the bottom view.

void bottomView(Node \*root)

{

if (root == NULL)

return;

// Initialize a variable 'hd' with 0

// for the root element.

int hd = 0;

// TreeMap which stores key value pair

// sorted on key value

map<int, int> m;

// Queue to store tree nodes in level

// order traversal

queue<Node \*> q;

// Assign initialized horizontal distance

// value to root node and add it to the queue.

root->hd = hd;

q.push(root); // In STL, push() is used enqueue an item

// Loop until the queue is empty (standard

// level order loop)

while (!q.empty())

{

Node \*temp = q.front();

q.pop(); // In STL, pop() is used dequeue an item

// Extract the horizontal distance value

// from the dequeued tree node.

hd = temp->hd;

// Put the dequeued tree node to TreeMap

// having key as horizontal distance. Every

// time we find a node having same horizontal

// distance we need to replace the data in

// the map.

m[hd] = temp->data;

// If the dequeued node has a left child, add

// it to the queue with a horizontal distance hd-1.

if (temp->left != NULL)

{

temp->left->hd = hd-1;

q.push(temp->left);

}

// If the dequeued node has a right child, add

// it to the queue with a horizontal distance

// hd+1.

if (temp->right != NULL)

{

temp->right->hd = hd+1;

q.push(temp->right);

}

}

// Traverse the map elements using the iterator.

for (auto i = m.begin(); i != m.end(); ++i)

cout << i->second << " ";

}

// Driver Code

int main()

{

Node \*root = new Node(20);

root->left = new Node(8);

root->right = new Node(22);

root->left->left = new Node(5);

root->left->right = new Node(3);

root->right->left = new Node(4);

root->right->right = new Node(25);

root->left->right->left = new Node(10);

root->left->right->right = new Node(14);

cout << "Bottom view of the given binary tree :\n"

bottomView(root);

return 0;

}

**Output:**

Bottom view of the given binary tree:

5 10 4 14 25

**Method 2- Using HashMap()**

**Approach:**   
Create a map like, map where key is the horizontal distance and value is a pair(a, b) where a is the value of the node and b is the height of the node. Perform a pre-order traversal of the tree. If the current node at a horizontal distance of h is the first we’ve seen, insert it in the map. Otherwise, compare the node with the existing one in map and if the height of the new node is greater, update in the Map.

Below is the implementation of the above:

// C++ Program to print Bottom View of Binary Tree

#include <bits/stdc++.h>

#include <map>

using namespace std;

// Tree node class

struct Node

{

// data of the node

int data;

// horizontal distance of the node

int hd;

//left and right references

Node \* left, \* right;

// Constructor of tree node

Node(int key)

{

data = key;

hd = INT\_MAX;

left = right = NULL;

}

};

void printBottomViewUtil(Node \* root, int curr, int hd, map <int, pair <int, int>> & m)

{

// Base case

if (root == NULL)

return;

// If node for a particular

// horizontal distance is not

// present, add to the map.

if (m.find(hd) == m.end())

{

m[hd] = make\_pair(root -> data, curr);

}

// Compare height for already

// present node at similar horizontal

// distance

else

{

pair < int, int > p = m[hd];

if (p.second <= curr)

{

m[hd].second = curr;

m[hd].first = root -> data;

}

}

// Recur for left subtree

printBottomViewUtil(root -> left, curr + 1, hd - 1, m);

// Recur for right subtree

printBottomViewUtil(root -> right, curr + 1, hd + 1, m);

}

void printBottomView(Node \* root)

{

// Map to store Horizontal Distance,

// Height and Data.

map < int, pair < int, int > > m;

printBottomViewUtil(root, 0, 0, m);

// Prints the values stored by printBottomViewUtil()

map < int, pair < int, int > > ::iterator it;

for (it = m.begin(); it != m.end(); ++it)

{

pair < int, int > p = it -> second;

cout << p.first << " ";

}

}

int main()

{

Node \* root = new Node(20);

root -> left = new Node(8);

root -> right = new Node(22);

root -> left -> left = new Node(5);

root -> left -> right = new Node(3);

root -> right -> left = new Node(4);

root -> right -> right = new Node(25);

root -> left -> right -> left = new Node(10);

root -> left -> right -> right = new Node(14);

cout << "Bottom view of the given binary tree :\n";

printBottomView(root);

return 0;

}

**My approach:**

class Solution {

public:

int height(Node\* root){

if(!root)

return 0;

return max(height(root->left),height(root->right))+1;

}

vector <int> bottomView(Node \*root) {

vector<int> res;

if(!root)

return res;

Node\* dummy = (Node\*)malloc(sizeof(Node));

dummy->data = -1; dummy->left = NULL; dummy->right = NULL;

int h = height(root);

vector<Node\*> mp(2\*h+1, dummy);

queue<pair<Node\*, int>> q;

int l=0, r=0;

q.push(make\_pair(root,h));

while(!q.empty()){

Node\* nd = q.front().first;

int t = q.front().second;

q.pop();

mp[t] = nd;

if(nd->left)

q.push(make\_pair(nd->left,t-1));

if(nd->right)

q.push(make\_pair(nd->right,t+1));

}

for(auto i:mp){

if(i->data!=-1)

res.push\_back(i->data);

}

return res;

}

};

**Time Complexity:** O(n)

**Space Complexity:** O(n)

# 174. Zig-Zag traversal of a binary tree

Given a Binary Tree. Find the Zig-Zag Level Order Traversal of the Binary Tree.

**Example 1:**

**Input:**

        3

    /   \

2    1

**Output:**

3 1 2

**Example 2:**

**Input:**

           7

       /     \

      9       7

    /  \  /

   8    8   6

  /  \

  10   9

**Output:**

7 7 9 8 8 6 9 10

**Your Task:**  
You don't need to read input or print anything. Your task is to complete the function **zigZagTraversal()** which takes the root node of the Binary Tree as its input and returns a list containing the node values as they appear in the Zig-Zag Level-Order Traversal of the Tree.

**Expected Time Complexity:** O(N).  
**Expected Auxiliary Space:** O(N).

**Constraints:**  
1 <= N <= 104

## Solution:

This problem can be solved using two stacks. Assume the two stacks are current: **currentlevel and nextlevel.** We would also need a variable to keep track of the current level order(whether it is left to right or right to left). We pop from the currentlevel stack and print the nodes value. Whenever the current level order is from left to right, push the nodes left child, then its right child to the stack nextlevel. Since a stack is a LIFO(Last-In-First\_out) structure, next time when nodes are popped off nextlevel, it will be in the reverse order. On the other hand, when the current level order is from right to left, we would push the nodes right child first, then its left child. Finally, do-not forget to swap those two stacks at the end of each level(i.e., when current level is empty)   
*Below is the implementation of the above approach:*

// C++ implementation of a O(n) time method for

// Zigzag order traversal

#include <iostream>

#include <stack>

using namespace std;

// Binary Tree node

struct Node {

int data;

struct Node \*left, \*right;

};

// function to print the zigzag traversal

void zizagtraversal(struct Node\* root)

{

// if null then return

if (!root)

return;

// declare two stacks

stack<struct Node\*> currentlevel;

stack<struct Node\*> nextlevel;

// push the root

currentlevel.push(root);

// check if stack is empty

bool lefttoright = true;

while (!currentlevel.empty()) {

// pop out of stack

struct Node\* temp = currentlevel.top();

currentlevel.pop();

// if not null

if (temp) {

// print the data in it

cout << temp->data << " ";

// store data according to current

// order.

if (lefttoright) {

if (temp->left)

nextlevel.push(temp->left);

if (temp->right)

nextlevel.push(temp->right);

}

else {

if (temp->right)

nextlevel.push(temp->right);

if (temp->left)

nextlevel.push(temp->left);

}

}

if (currentlevel.empty()) {

lefttoright = !lefttoright;

swap(currentlevel, nextlevel);

}

}

}

// A utility function to create a new node

struct Node\* newNode(int data)

{

struct Node\* node = new struct Node;

node->data = data;

node->left = node->right = NULL;

return (node);

}

// driver program to test the above function

int main()

{

// create tree

struct Node\* root = newNode(1);

root->left = newNode(2);

root->right = newNode(3);

root->left->left = newNode(7);

root->left->right = newNode(6);

root->right->left = newNode(5);

root->right->right = newNode(4);

cout << "ZigZag Order traversal of binary tree is \n";

zizagtraversal(root);

return 0;

}

**Output**

ZigZag Order traversal of binary tree is

1 3 2 7 6 5 4

**Time Complexity:** O(n)   
**Space Complexity:** O(n)+(n)=O(n)

**Recursive Approach**:

The approach used here is the observable similarity to the level order traversal. Here we need to include an extra parameter to keep a track of printing each level in left-right or right-left way.

//Initial Template for C++

#include <bits/stdc++.h>

using namespace std;

struct Node {

int data;

Node \*left;

Node \*right;

Node(int val) {

data = val;

left = right = NULL;

}

};

// Function to Build Tree

Node\* buildTree(string str)

{

// Corner Case

if(str.length() == 0 || str[0] == 'N')

return NULL;

// Creating vector of strings from input

// string after splitting by space

vector<string> ip;

istringstream iss(str);

for(string str; iss >> str; )

ip.push\_back(str);

// Create the root of the tree

Node\* root = new Node(stoi(ip[0]));

// Push the root to the queue

queue<Node\*> queue;

queue.push(root);

// Starting from the second element

int i = 1;

while(!queue.empty() && i < ip.size()) {

// Get and remove the front of the queue

Node\* currNode = queue.front();

queue.pop();

// Get the current node's value from the string

string currVal = ip[i];

// If the left child is not null

if(currVal != "N") {

// Create the left child for the current node

currNode->left = new Node(stoi(currVal));

// Push it to the queue

queue.push(currNode->left);

}

// For the right child

i++;

if(i >= ip.size())

break;

currVal = ip[i];

// If the right child is not null

if(currVal != "N") {

// Create the right child for the current node

currNode->right = new Node(stoi(currVal));

// Push it to the queue

queue.push(currNode->right);

}

i++;

}

return root;

}

// Function to calculate height of tree

int treeHeight(Node \*root){

if(!root) return 0;

int lHeight = treeHeight(root->left);

int rHeight = treeHeight(root->right);

return max(lHeight, rHeight) + 1;

}

// Helper Function to store the zig zag order traversal

// of tree in a list recursively

void zigZagTraversalRecursion(Node\* root, int height, bool lor, vector<int> &ans){

// Height = 1 means the tree now has only one node

if(height <= 1){

if(root) ans.push\_back(root->data);

}

// When Height > 1

else{

if(lor){

if(root->left) zigZagTraversalRecursion(root->left, height - 1, lor, ans);

if(root->right) zigZagTraversalRecursion(root->right, height - 1, lor, ans);

}

else{

if(root->right) zigZagTraversalRecursion(root->right, height - 1, lor, ans);

if(root->left) zigZagTraversalRecursion(root->left, height - 1, lor, ans);

}

}

}

// Function to traverse tree in zig zag order

vector <int> zigZagTraversal(Node\* root)

{

vector<int> ans;

bool leftOrRight = true;

int height = treeHeight(root);

for(int i = 1; i <= height; i++){

zigZagTraversalRecursion(root, i, leftOrRight, ans);

leftOrRight = !leftOrRight;

}

return ans;

}

int main()

{

// Tree:

// 1

// / \

// / \

// / \

// 2 3

// / \ / \

// 4 5 6 7

// / \ / \ / \ / \

//8 9 10 11 12 13 14 15

string s = "1 2 3 4 5 6 7 8 9 10 11 12 13 14 15";

Node\* root = buildTree(s);

vector <int> res = zigZagTraversal(root);

cout<<"ZigZag traversal of binary tree is:"<<endl;

for (int i = 0; i < res.size (); i++) cout << res[i] << " ";

cout<<endl;

return 0;

}

Output:

*ZigZag traversal of binary tree is:*

*1 3 2 4 5 6 7 15 14 13 12 11 10 9 8*

**Another Approach:**  
In this approach, use a deque to solve the problem. Push and pop in different ways depending on if the level is odd or level is even.

Below is the implementation of the above approach:

// C++ implementation of a O(n) time method for

// Zigzag order traversal

#include <bits/stdc++.h>

#include <iostream>

using namespace std;

// Binary Tree node

class Node {

public:

int data;

Node \*left, \*right;

};

// Function to print the zigzag traversal

vector<int> zigZagTraversal(Node\* root)

{

deque<Node\*> q;

vector<int> v;

q.push\_back(root);

v.push\_back(root->data);

Node\* temp;

// set initial level as 1, because root is

// already been taken care of.

int l = 1;

while (!q.empty()) {

int n = q.size();

for (int i = 0; i < n; i++) {

// popping mechanism

if (l % 2 == 0) {

temp = q.back();

q.pop\_back();

}

else {

temp = q.front();

q.pop\_front();

}

// pushing mechanism

if (l % 2 != 0) {

if (temp->right) {

q.push\_back(temp->right);

v.push\_back(temp->right->data);

}

if (temp->left) {

q.push\_back(temp->left);

v.push\_back(temp->left->data);

}

}

else if (l % 2 == 0) {

if (temp->left) {

q.push\_front(temp->left);

v.push\_back(temp->left->data);

}

if (temp->right) {

q.push\_front(temp->right);

v.push\_back(temp->right->data);

}

}

}

l++; // level plus one

}

return v;

}

// A utility function to create a new node

struct Node\* newNode(int data)

{

struct Node\* node = new struct Node;

node->data = data;

node->left = node->right = NULL;

return (node);

}

// Driver program to test

// the above function

int main()

{

// vector to store the traversal order.

vector<int> v;

// create tree

struct Node\* root = newNode(1);

root->left = newNode(2);

root->right = newNode(3);

root->left->left = newNode(7);

root->left->right = newNode(6);

root->right->left = newNode(5);

root->right->right = newNode(4);

cout << "ZigZag Order traversal of binary tree is \n";

v = zigZagTraversal(root);

for (int i = 0; i < v.size();

i++) { // to print the order

cout << v[i] << " ";

}

return 0;

}

**Output**

ZigZag Order traversal of binary tree is

1 3 2 7 6 5 4

**My Implementaion:**

vector <int> zigZagTraversal(Node\* root)

{

vector<int> res;

if(!root)

return res;

stack<int> st;

int i=0;

queue<Node\*> q;

q.push(root);

while(!q.empty()){

int n = q.size();

while(n--){

Node\* nd = q.front();

if(nd->left)

q.push(nd->left);

if(nd->right)

q.push(nd->right);

if(i%2==0)

res.push\_back(nd->data);

else

st.push(nd->data);

q.pop();

}

while(!st.empty()){

res.push\_back(st.top());

st.pop();

}

i++;

}

return res;

}

**Time Complexity:** O(n)

**Space Complexity:** O(n)

# 175. Check if a tree is balanced or not

Given a binary tree, find if it is height balanced or not.   
A tree is height balanced if difference between heights of left and right subtrees is **not more than one** for all nodes of tree.

**A height balanced tree**  
        1  
     /     \  
   10      39  
  /  
5

**An unbalanced tree**  
        1  
     /      
   10     
  /  
5

**Example 1:**

**Input:**

      1

   /

   2

   \

    3

**Output:** 0

**Explanation:** The max difference in height

of left subtree and right subtree is 2,

which is greater than 1. Hence unbalanced

**Example 2:**

**Input:**

       10

    /   \

   20   30

  /   \

40   60

**Output:** 1

**Explanation:** The max difference in height

of left subtree and right subtree is 1.

Hence balanced.

**Your Task:**  
You don't need to take input. Just complete the function**isBalanced()**that takes root **node**as parameter and returns **true,**if the tree is balanced else returns **false**.

**Constraints:**  
1 <= Number of nodes <= 105  
0 <= Data of a node <= 106

**Expected time complexity:**O(N)  
**Expected auxiliary space:**O(h) , where h = height of tree

## Solution:

An empty tree is height-balanced. A non-empty binary tree T is balanced if:   
1) Left subtree of T is balanced   
2) Right subtree of T is balanced   
3) The difference between heights of left subtree and right subtree is not more than 1.   
The above height-balancing scheme is used in AVL trees.

To check if a tree is height-balanced, get the height of left and right subtrees. Return true if difference between heights is not more than 1 and left and right subtrees are balanced, otherwise return false.   
 /\* CPP program to check if

a tree is height-balanced or not \*/

#include <bits/stdc++.h>

using namespace std;

/\* A binary tree node has data,

pointer to left child and

a pointer to right child \*/

class node {

public:

int data;

node\* left;

node\* right;

};

/\* Returns the height of a binary tree \*/

int height(node\* node);

/\* Returns true if binary tree

with root as root is height-balanced \*/

bool isBalanced(node\* root)

{

int lh; /\* for height of left subtree \*/

int rh; /\* for height of right subtree \*/

/\* If tree is empty then return true \*/

if (root == NULL)

return 1;

/\* Get the height of left and right sub trees \*/

lh = height(root->left);

rh = height(root->right);

if (abs(lh - rh) <= 1 && isBalanced(root->left) && isBalanced(root->right))

return 1;

/\* If we reach here then

tree is not height-balanced \*/

return 0;

}

/\* UTILITY FUNCTIONS TO TEST isBalanced() FUNCTION \*/

/\* returns maximum of two integers \*/

int max(int a, int b)

{

return (a >= b) ? a : b;

}

/\* The function Compute the "height"

of a tree. Height is the number of

nodes along the longest path from

the root node down to the farthest leaf node.\*/

int height(node\* node)

{

/\* base case tree is empty \*/

if (node == NULL)

return 0;

/\* If tree is not empty then

height = 1 + max of left

height and right heights \*/

return 1 + max(height(node->left),

height(node->right));

}

/\* Helper function that allocates

a new node with the given data

and NULL left and right pointers. \*/

node\* newNode(int data)

{

node\* Node = new node();

Node->data = data;

Node->left = NULL;

Node->right = NULL;

return (Node);

}

// Driver code

int main()

{

node\* root = newNode(1);

root->left = newNode(2);

root->right = newNode(3);

root->left->left = newNode(4);

root->left->right = newNode(5);

root->left->left->left = newNode(8);

if (isBalanced(root))

cout << "Tree is balanced";

else

cout << "Tree is not balanced";

return 0;

}

**Output:** 

Tree is not balanced

**Optimized implementation:** Above implementation can be optimized by calculating the height in the same recursion rather than calling a height() function separately. This optimization reduces time complexity to O(n).

/\* C++ program to check if a tree

is height-balanced or not \*/

#include <bits/stdc++.h>

using namespace std;

#define bool int

/\* A binary tree node has data,

pointer to left child and

a pointer to right child \*/

class node {

public:

int data;

node\* left;

node\* right;

};

/\* The function returns true if root is

balanced else false The second parameter

is to store the height of tree. Initially,

we need to pass a pointer to a location with

value as 0. We can also write a wrapper

over this function \*/

bool isBalanced(node\* root, int\* height)

{

/\* lh --> Height of left subtree

rh --> Height of right subtree \*/

int lh = 0, rh = 0;

/\* l will be true if left subtree is balanced

and r will be true if right subtree is balanced \*/

int l = 0, r = 0;

if (root == NULL) {

\*height = 0;

return 1;

}

/\* Get the heights of left and right subtrees in lh and rh

And store the returned values in l and r \*/

l = isBalanced(root->left, &lh);

r = isBalanced(root->right, &rh);

/\* Height of current node is max of heights of left and

right subtrees plus 1\*/

\*height = (lh > rh ? lh : rh) + 1;

/\* If difference between heights of left and right

subtrees is more than 2 then this node is not balanced

so return 0 \*/

if (abs(lh - rh) >= 2)

return 0;

/\* If this node is balanced and left and right subtrees

are balanced then return true \*/

else

return l && r;

}

/\* UTILITY FUNCTIONS TO TEST isBalanced() FUNCTION \*/

/\* Helper function that allocates a new node with the

given data and NULL left and right pointers. \*/

node\* newNode(int data)

{

node\* Node = new node();

Node->data = data;

Node->left = NULL;

Node->right = NULL;

return (Node);

}

// Driver code

int main()

{

int height = 0;

/\* Constructed binary tree is

1

/ \

2 3

/ \ /

4 5 6

/

7

\*/

node\* root = newNode(1);

root->left = newNode(2);

root->right = newNode(3);

root->left->left = newNode(4);

root->left->right = newNode(5);

root->right->left = newNode(6);

root->left->left->left = newNode(7);

if (isBalanced(root, &height))

cout << "Tree is balanced";

else

cout << "Tree is not balanced";

return 0;

}

**Output** 

Tree is balanced

**Time Complexity:** O(n)

# 176. Diagnol Traversal of a Binary tree

Given a Binary Tree, print the **diagonal traversal** of the binary tree.

Consider lines of slope -1 passing between nodes. Given a Binary Tree, print all diagonal elements in a binary tree belonging to same line.

**Example 1:**

**Input** :

  8

  / \

  3 10

  / \ \

  1 6 14

  / \ /

  4 7 13

**Output** : 8 10 14 3 6 7 13 1 4

**Explanation**:
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Diagonal Traversal of binary tree :

8 10 14 3 6 7 13 1 4

**Your Task:**  
You don't need to read input or print anything. The task is to complete the function**diagonal()**that takes the root nodeas input argumetsand returns the diagonal traversal of the given tree.

**Expected Time Complexity:**O(N).  
**Expected Auxiliary Space:**O(N).  
Here N is number of nodes.

**Constraints:**  
1 <= Number of nodes<= 105  
1 <= Data of a node<= 105

## Solution:

The idea is to use a map. We use different slope distances and use them as key in the map. Value in the map is a vector (or dynamic array) of nodes. We traverse the tree to store values in the map. Once map is built, we print the contents of it.

Below is the implementation of the above idea.

// C++ program for diagonal

// traversal of Binary Tree

#include <bits/stdc++.h>

using namespace std;

// Tree node

struct Node

{

int data;

Node \*left, \*right;

};

/\* root - root of the binary tree

d - distance of current line from rightmost

-topmost slope.

diagonalPrint - multimap to store Diagonal

elements (Passed by Reference) \*/

void diagonalPrintUtil(Node\* root, int d,

map<int, vector<int>> &diagonalPrint)

{

// Base case

if (!root)

return;

// Store all nodes of same

// line together as a vector

diagonalPrint[d].push\_back(root->data);

// Increase the vertical

// distance if left child

diagonalPrintUtil(root->left,

d + 1, diagonalPrint);

// Vertical distance remains

// same for right child

diagonalPrintUtil(root->right,

d, diagonalPrint);

}

// Print diagonal traversal

// of given binary tree

void diagonalPrint(Node\* root)

{

// create a map of vectors

// to store Diagonal elements

map<int, vector<int> > diagonalPrint;

diagonalPrintUtil(root, 0, diagonalPrint);

cout << "Diagonal Traversal of binary tree : \n";

for (auto it :diagonalPrint)

{

vector<int> v=it.second;

for(auto it:v)

cout<<it<<" ";

cout<<endl;

}

}

// Utility method to create a new node

Node\* newNode(int data)

{

Node\* node = new Node;

node->data = data;

node->left = node->right = NULL;

return node;

}

// Driver program

int main()

{

Node\* root = newNode(8);

root->left = newNode(3);

root->right = newNode(10);

root->left->left = newNode(1);

root->left->right = newNode(6);

root->right->right = newNode(14);

root->right->right->left = newNode(13);

root->left->right->left = newNode(4);

root->left->right->right = newNode(7);

/\* Node\* root = newNode(1);

root->left = newNode(2);

root->right = newNode(3);

root->left->left = newNode(9);

root->left->right = newNode(6);

root->right->left = newNode(4);

root->right->right = newNode(5);

root->right->left->right = newNode(7);

root->right->left->left = newNode(12);

root->left->right->left = newNode(11);

root->left->left->right = newNode(10);\*/

diagonalPrint(root);

return 0;

}

**Output**

Diagonal Traversal of binary tree :

8 10 14

3 6 7 13

1 4

The **time complexity** of this solution is **O( N logN )** and the space complexity is **O( N )**

We can solve the same problem using queue and iterative algorithm.

#include <bits/stdc++.h>

using namespace std;

// Tree node

struct Node {

int data;

Node \*left, \*right;

};

vector<int> diagonal(Node\* root)

{

vector<int> diagonalVals;

if (!root)

return diagonalVals;

// The leftQueue will be a queue which will store all

// left pointers while traversing the tree, and will be

// utilized when at any point right pointer becomes NULL

queue<Node\*> leftQueue;

Node\* node = root;

while (node) {

// Add current node to output

diagonalVals.push\_back(node->data);

// If left child available, add it to queue

if (node->left)

leftQueue.push(node->left);

// if right child, transfer the node to right

if (node->right)

node = node->right;

else {

// If left child Queue is not empty, utilize it

// to traverse further

if (!leftQueue.empty()) {

node = leftQueue.front();

leftQueue.pop();

}

else {

// All the right childs traversed and no

// left child left

node = NULL;

}

}

}

return diagonalVals;

}

// Utility method to create a new node

Node\* newNode(int data)

{

Node\* node = new Node;

node->data = data;

node->left = node->right = NULL;

return node;

}

// Driver program

int main()

{

Node\* root = newNode(8);

root->left = newNode(3);

root->right = newNode(10);

root->left->left = newNode(1);

root->left->right = newNode(6);

root->right->right = newNode(14);

root->right->right->left = newNode(13);

root->left->right->left = newNode(4);

root->left->right->right = newNode(7);

/\* Node\* root = newNode(1);

root->left = newNode(2);

root->right = newNode(3);

root->left->left = newNode(9);

root->left->right = newNode(6);

root->right->left = newNode(4);

root->right->right = newNode(5);

root->right->left->right = newNode(7);

root->right->left->left = newNode(12);

root->left->right->left = newNode(11);

root->left->left->right = newNode(10);\*/

vector<int> diagonalValues = diagonal(root);

for (int i = 0; i < diagonalValues.size(); i++) {

cout << diagonalValues[i] << " ";

}

cout << endl;

return 0;

}

**Output**

[8, 10, 14, 3, 6, 7, 13, 1, 4]

The **time complexity** of this solution is **O( N logN )** and the space complexity is **O( N )**

**Approach 2 : Using Queue.**

Every node will help to generate the next diagonal. We will push the element in the queue only when its left is available. We will process the node and move to its right.

Code:

#include <bits/stdc++.h>

using namespace std;

struct Node

{

int data;

Node \*left, \*right;

};

Node\* newNode(int data)

{

Node\* node = new Node;

node->data = data;

node->left = node->right = NULL;

return node;

}

vector <vector <int>> result;

void diagonalPrint(Node\* root)

{

if(root == NULL)

return;

queue <Node\*> q;

q.push(root);

while(!q.empty())

{

int size = q.size();

vector <int> answer;

while(size--)

{

Node\* temp = q.front();

q.pop();

// traversing each component;

while(temp)

{

answer.push\_back(temp->data);

if(temp->left)

q.push(temp->left);

temp = temp->right;

}

}

result.push\_back(answer);

}

}

int main()

{

Node\* root = newNode(8);

root->left = newNode(3);

root->right = newNode(10);

root->left->left = newNode(1);

root->left->right = newNode(6);

root->right->right = newNode(14);

root->right->right->left = newNode(13);

root->left->right->left = newNode(4);

root->left->right->right = newNode(7);

diagonalPrint(root);

for(int i=0 ; i<result.size() ; i++)

{

for(int j=0 ; j<result[i].size() ; j++)

cout<<result[i][j]<<" ";

cout<<endl;

}

return 0;

}

**Output**

8 10 14

3 6 7 13

1 4

**Time Complexity: O(N)**, because we are visiting nodes once.

**Space Complexity: O(N)**, because we are using queue.

**My code:**

vector<int> diagonal(Node \*root)

{

vector<int> res;

if(!root)

return res;

queue<Node\*> q;

q.push(root);

while(!q.empty()){

Node\* nd = q.front();

q.pop();

while(nd){

res.push\_back(nd->data);

if(nd->left)

q.push(nd->left);

nd = nd->right;

}

}

return res;

}

# 178. [Construct Binary Tree from String with Bracket Representation](https://www.geeksforgeeks.org/construct-binary-tree-string-bracket-representation/)

Construct a binary tree from a string consisting of parenthesis and integers. The whole input represents a binary tree. It contains an integer followed by zero, one or two pairs of parenthesis. The integer represents the root’s value and a pair of parenthesis contains a child binary tree with the same structure. Always start to construct the left child node of the parent first if it exists.

**Examples:**

Input : "1(2)(3)"

Output : 1 2 3

Explanation :

1

/ \

2 3

Explanation: first pair of parenthesis contains

left subtree and second one contains the right

subtree. Preorder of above tree is "1 2 3".

Input : "4(2(3)(1))(6(5))"

Output : 4 2 3 1 6 5

Explanation :

4

/ \

2 6

/ \ /

3 1 5

We know first character in string is root. Substring inside the first adjacent pair of parenthesis is for left subtree and substring inside second pair of parenthesis is for right subtree as in the below diagram.
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## Solution:

We need to find the substring corresponding to left subtree and substring corresponding to right subtree and then recursively call on both of the substrings.

For this first find the index of starting index and end index of each substring.   
To find the index of closing parenthesis of left subtree substring, use a stack. Let the found index be stored in index variable.

/\* C++ program to construct a binary tree from

the given string \*/

#include <bits/stdc++.h>

using namespace std;

/\* A binary tree node has data, pointer to left

child and a pointer to right child \*/

struct Node {

int data;

Node \*left, \*right;

};

/\* Helper function that allocates a new node \*/

Node\* newNode(int data)

{

Node\* node = (Node\*)malloc(sizeof(Node));

node->data = data;

node->left = node->right = NULL;

return (node);

}

/\* This function is here just to test \*/

void preOrder(Node\* node)

{

if (node == NULL)

return;

printf("%d ", node->data);

preOrder(node->left);

preOrder(node->right);

}

// function to return the index of close parenthesis

int findIndex(string str, int si, int ei)

{

if (si > ei)

return -1;

// Inbuilt stack

stack<char> s;

for (int i = si; i <= ei; i++) {

// if open parenthesis, push it

if (str[i] == '(')

s.push(str[i]);

// if close parenthesis

else if (str[i] == ')') {

if (s.top() == '(') {

s.pop();

// if stack is empty, this is

// the required index

if (s.empty())

return i;

}

}

}

// if not found return -1

return -1;

}

// function to construct tree from string

Node\* treeFromString(string str, int si, int ei)

{

// Base case

if (si > ei)

return NULL;

// new root

Node\* root = newNode(str[si] - '0');

int index = -1;

// if next char is '(' find the index of

// its complement ')'

if (si + 1 <= ei && str[si + 1] == '(')

index = findIndex(str, si + 1, ei);

// if index found

if (index != -1) {

// call for left subtree

root->left = treeFromString(str, si + 2, index - 1);

// call for right subtree

root->right

= treeFromString(str, index + 2, ei - 1);

}

return root;

}

// Driver Code

int main()

{

string str = "4(2(3)(1))(6(5))";

Node\* root = treeFromString(str, 0, str.length() - 1);

preOrder(root);

}

**Output**

4 2 3 1 6 5

**Time Complexity:** O(N2)  
**Auxiliary Space:** O(N)

**Another recursive approach:**

Algorithm:

1. The very first element of the string is the root.
2. If the next two consecutive elements are “(” and “)”, this means there is no left child otherwise we will create and add the left child to the parent node recursively.
3. Once the left child is added recursively, we will look for consecutive “(” and add the right child to the parent node.
4. Encountering “)” means the end of either left or right node and we will increment the start index
5. The recursion ends when the start index is greater than equal to the end index

#include <bits/stdc++.h>

using namespace std;

// custom data type for tree building

struct Node {

int data;

struct Node\* left;

struct Node\* right;

Node(int val)

{

data = val;

left = right = NULL;

}

};

// Below function accepts string and a pointer variable as

// an argument

// and draw the tree. Returns the root of the tree

Node\* constructtree(string s, int\* start)

{

// Assuming there is/are no negative

// character/characters in the string

if (s.size() == 0 || \*start >= s.size())

return NULL;

// constructing a number from the continuous digits

int num = 0;

while (\*start < s.size() && s[\*start] != '('

&& s[\*start] != ')') {

int num\_here = (int)(s[\*start] - '0');

num = num \* 10 + num\_here;

\*start = \*start + 1;

}

// creating a node from the constructed number from

// above loop

struct Node\* root = new Node(num);

// check if start has reached the end of the string

if (\*start >= s.size())

return root;

// As soon as we see first right parenthesis from the

// current node we start to construct the tree in the

// left

if (\*start < s.size() && s[\*start] == '(') {

\*start = \*start + 1;

root->left = constructtree(s, start);

}

if (\*start < s.size() && s[\*start] == ')')

\*start = \*start + 1;

// As soon as we see second right parenthesis from the

// current node we start to construct the tree in the

// right

if (\*start < s.size() && s[\*start] == '(') {

\*start = \*start + 1;

root->right = constructtree(s, start);

}

if (\*start < s.size() && s[\*start] == ')')

\*start = \*start + 1;

return root;

}

void preorder(Node\* root)

{

if (root == NULL)

return;

cout << root->data << " ";

preorder(root->left);

preorder(root->right);

}

int main()

{

string s = "4(2(3)(1))(6(5))";

// cin>>s;

int start = 0;

Node\* root = constructtree(s, &start);

preorder(root);

return 0;

}

**Output**

4 2 3 1 6 5

# 179. Convert Binary tree into Doubly Linked List

Given a Binary Tree (BT), convert it to a Doubly Linked List(DLL) In-Place. The left and right pointers in nodes are to be used as previous and next pointers respectively in converted DLL. The order of nodes in DLL must be same as Inorder of the given Binary Tree. The first node of Inorder traversal (leftmost node in BT) must be the head node of the DLL.
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**Example 1:**

**Input:**

      1

   /  \

  3    2

**Output:**

3 1 2

2 1 3

**Explanation:** DLL would be 3<=>1<=>2

**Example 2:**

**Input:**

       10

     /   \

20   30

  /   \

 40   60

**Output:**

40 20 60 10 30

30 10 60 20 40

**Explanation:**  DLL would be

40<=>20<=>60<=>10<=>30.

**Your Task:**  
You don't have to take input. Complete the function **bToDLL()**that takes **root**node of the tree as a parameter and returns the head of DLL . The driver code prints the DLL both ways.

**Expected Time Complexity:**O(N).  
**Expected Auxiliary Space:**O(H).  
**Note:**H is the height of the tree and this space is used implicitly for the recursion stack.

**Constraints:**  
1 ≤ Number of nodes ≤ 105  
1 ≤ Data of a node ≤ 105

## Solution:

The problem here is simpler as we don’t need to create a circular DLL, but a simple DLL. The idea behind its solution is quite simple and straight.

1. If the left subtree exists, process the left subtree
   1. Recursively convert the left subtree to DLL.
   2. Then find the inorder predecessor of the root in the left subtree (the inorder predecessor is the rightmost node in the left subtree).
   3. Make the inorder predecessor as the previous root and the root as the next in order predecessor.
2. If the right subtree exists, process the right subtree (Below 3 steps are similar to the left subtree).
   1. Recursively convert the right subtree to DLL.
   2. Then find the inorder successor of the root in the right subtree (in order the successor is the leftmost node in the right subtree).
   3. Make the inorder successor as the next root and the root as the previous inorder successor.
3. Find the leftmost node and return it (the leftmost node is always the head of a converted DLL).

Below is the source code for the above algorithm.

// A C++ program for in-place

// conversion of Binary Tree to DLL

#include <bits/stdc++.h>

using namespace std;

/\* A binary tree node has data,

and left and right pointers \*/

class node {

public:

int data;

node\* left;

node\* right;

};

/\* This is the core function to convert

Tree to list. This function follows

steps 1 and 2 of the above algorithm \*/

node\* bintree2listUtil(node\* root)

{

// Base case

if (root == NULL)

return root;

// Convert the left subtree and link to root

if (root->left != NULL) {

// Convert the left subtree

node\* left = bintree2listUtil(root->left);

// Find inorder predecessor. After this loop, left

// will point to the inorder predecessor

for (; left->right != NULL; left = left->right)

;

// Make root as next of the predecessor

left->right = root;

// Make predecessor as previous of root

root->left = left;

}

// Convert the right subtree and link to root

if (root->right != NULL) {

// Convert the right subtree

node\* right = bintree2listUtil(root->right);

// Find inorder successor. After this loop, right

// will point to the inorder successor

for (; right->left != NULL; right = right->left)

;

// Make root as previous of successor

right->left = root;

// Make successor as next of root

root->right = right;

}

return root;

}

// The main function that first calls

// bintree2listUtil(), then follows step 3

// of the above algorithm

node\* bintree2list(node\* root)

{

// Base case

if (root == NULL)

return root;

// Convert to DLL using bintree2listUtil()

root = bintree2listUtil(root);

// bintree2listUtil() returns root node of the converted

// DLL. We need pointer to the leftmost node which is

// head of the constructed DLL, so move to the leftmost

// node

while (root->left != NULL)

root = root->left;

return (root);

}

/\* Helper function that allocates a new node with the

given data and NULL left and right pointers. \*/

node\* newNode(int data)

{

node\* new\_node = new node();

new\_node->data = data;

new\_node->left = new\_node->right = NULL;

return (new\_node);

}

/\* Function to print nodes in a given doubly linked list \*/

void printList(node\* node)

{

while (node != NULL) {

cout << node->data << " ";

node = node->right;

}

}

/\* Driver code\*/

int main()

{

// Let us create the tree shown in above diagram

node\* root = newNode(10);

root->left = newNode(12);

root->right = newNode(15);

root->left->left = newNode(25);

root->left->right = newNode(30);

root->right->left = newNode(36);

// Convert to DLL

node\* head = bintree2list(root);

// Print the converted list

printList(head);

return 0;

}

**Output**

25 12 30 10 36 15

**Another Approach:**  
Algorithm:

1. Traverse the tree in inorder fashion.
2. While visiting each node, keep track of DLL’s head and tail pointers, insert each visited node to the end of DLL using tail pointer.
3. Return head of the list.

Below is the implementation of the above approach:

// A C++ program for in-place

// conversion of Binary Tree to DLL

#include <bits/stdc++.h>

using namespace std;

/\* A binary tree node has data,

and left and right pointers \*/

class node {

public:

int data;

node\* left;

node\* right;

};

/\* This is the core function to convert

Tree to list.\*/

void bintree2listUtil(node\* root, node\*\* head, node\*\* tail)

{

if (root == NULL)

return NULL;

node\* left = root->left;

node\* right = root->right;

bintree2listUtil(root->left, head, tail);

if (\*head == NULL) {

\*head = root;

}

root->left = \*tail;

if (\*tail != NULL) {

(\*tail)->right = root;

}

\*tail = root;

bintree2listUtil(root->right, head, tail);

}

// The main function that first calls

// bintree2listUtil()

node\* bintree2list(node\* root)

{

// Base case

if (root == NULL)

return root;

node\* head = NULL;

node\* tail = NULL;

bintree2listUtil(root, &head, &tail);

return head;

}

/\* Helper function that allocates a new node with the

given data and NULL left and right pointers. \*/

node\* newNode(int data)

{

node\* new\_node = new node();

new\_node->data = data;

new\_node->left = new\_node->right = NULL;

return (new\_node);

}

/\* Function to print nodes in a given doubly linked list \*/

void printList(node\* node)

{

while (node != NULL) {

cout << node->data << " ";

node = node->right;

}

}

/\* Driver code\*/

int main()

{

// Let us create the tree shown in above diagram

node\* root = newNode(10);

root->left = newNode(12);

root->right = newNode(15);

root->left->left = newNode(25);

root->left->right = newNode(30);

root->right->left = newNode(36);

// Convert to DLL

node\* head = bintree2list(root);

// Print the converted list

printList(head);

return 0;

}

**Output**

25 12 30 10 36 15

**Another approach**

In this post, another simple and efficient solution is discussed. The solution discussed here has two simple steps.  
**1) *Fix Left Pointers*:**In this step, we change left pointers to point to previous nodes in DLL. The idea is simple, we do in order traversal of the tree. In order to traversal, we keep track of the previously visited node and change the left pointer to the previous node. See *fixPrevPtr()*implementation below.   
**2) *Fix Right Pointers*:**The above is intuitive and simple. How to change the right pointers to point to the next node in DLL? The idea is to use left pointers fixed in step 1. We start from the rightmost node in Binary Tree (BT). The rightmost node is the last node in DLL. Since left pointers are changed to point to the previous node in DLL, we can linearly traverse the complete DLL using these pointers. The traversal would be from last to the first node. While traversing the DLL, we keep track of the previously visited node and change the right pointer to the previous node. See *fixNextPtr()*implementation below.

// A simple inorder traversal based

// program to convert a Binary Tree to DLL

#include <bits/stdc++.h>

using namespace std;

// A tree node

class node

{

public:

int data;

node \*left, \*right;

};

// A utility function to create

// a new tree node

node \*newNode(int data)

{

node \*Node = new node();

Node->data = data;

Node->left = Node->right = NULL;

return(Node);

}

// Standard Inorder traversal of tree

void inorder(node \*root)

{

if (root != NULL)

{

inorder(root->left);

cout << "\t" << root->data;

inorder(root->right);

}

}

// Changes left pointers to work as

// previous pointers in converted DLL

// The function simply does inorder

// traversal of Binary Tree and updates

// left pointer using previously visited node

void fixPrevPtr(node \*root)

{

static node \*pre = NULL;

if (root != NULL)

{

fixPrevPtr(root->left);

root->left = pre;

pre = root;

fixPrevPtr(root->right);

}

}

// Changes right pointers to work

// as next pointers in converted DLL

node \*fixNextPtr(node \*root)

{

node \*prev = NULL;

// Find the right most node

// in BT or last node in DLL

while (root && root->right != NULL)

root = root->right;

// Start from the rightmost node,

// traverse back using left pointers.

// While traversing, change right pointer of nodes.

while (root && root->left != NULL)

{

prev = root;

root = root->left;

root->right = prev;

}

// The leftmost node is head

// of linked list, return it

return (root);

}

// The main function that converts

// BST to DLL and returns head of DLL

node \*BTToDLL(node \*root)

{

// Set the previous pointer

fixPrevPtr(root);

// Set the next pointer and return head of DLL

return fixNextPtr(root);

}

// Traverses the DLL from left tor right

void printList(node \*root)

{

while (root != NULL)

{

cout<<"\t"<<root->data;

root = root->right;

}

}

// Driver code

int main(void)

{

// Let us create the tree

// shown in above diagram

node \*root = newNode(10);

root->left = newNode(12);

root->right = newNode(15);

root->left->left = newNode(25);

root->left->right = newNode(30);

root->right->left = newNode(36);

cout<<"\n\t\tInorder Tree Traversal\n\n";

inorder(root);

node \*head = BTToDLL(root);

cout << "\n\n\t\tDLL Traversal\n\n";

printList(head);

return 0;

}

**Output:**

Inorder Tree Traversal

25 12 30 10 36 15

DLL Traversal

25 12 30 10 36 15

**Time Complexity:** O(n) where n is the number of nodes in a given Binary Tree. The solution simply does two traversals of all Binary Tree nodes.

**Another Approach:**

In this post, a third solution is discussed which seems to be the simplest of all. The idea is to do in order traversal of the binary tree. While doing inorder traversal, keep track of the previously visited node in a variable, say *prev*. For every visited node, make it next to the *prev*and previous of this node as *prev*.

The following is the implementation of this solution.

// A C++ program for in-place conversion of Binary Tree to DLL

#include <iostream>

using namespace std;

/\* A binary tree node has data, and left and right pointers \*/

struct node

{

int data;

node\* left;

node\* right;

};

// A simple recursive function to convert a given Binary tree to Doubly

// Linked List

// root --> Root of Binary Tree

// head --> Pointer to head node of created doubly linked list

void BinaryTree2DoubleLinkedList(node \*root, node \*\*head)

{

// Base case

if (root == NULL) return;

// Initialize previously visited node as NULL. This is

// static so that the same value is accessible in all recursive

// calls

static node\* prev = NULL;

// Recursively convert left subtree

BinaryTree2DoubleLinkedList(root->left, head);

// Now convert this node

if (prev == NULL)

\*head = root;

else

{

root->left = prev;

prev->right = root;

}

prev = root;

// Finally convert right subtree

BinaryTree2DoubleLinkedList(root->right, head);

}

/\* Helper function that allocates a new node with the

given data and NULL left and right pointers. \*/

node\* newNode(int data)

{

node\* new\_node = new node;

new\_node->data = data;

new\_node->left = new\_node->right = NULL;

return (new\_node);

}

/\* Function to print nodes in a given doubly linked list \*/

void printList(node \*node)

{

while (node!=NULL)

{

cout << node->data << " ";

node = node->right;

}

}

/\* Driver program to test above functions\*/

int main()

{

// Let us create the tree shown in above diagram

node \*root = newNode(10);

root->left = newNode(12);

root->right = newNode(15);

root->left->left = newNode(25);

root->left->right = newNode(30);

root->right->left = newNode(36);

// Convert to DLL

node \*head = NULL;

BinaryTree2DoubleLinkedList(root, &head);

// Print the converted list

printList(head);

return 0;

}

**Output:**

25 12 30 10 36 15

Note that the use of static variables like above is not a recommended practice (we have used static for simplicity). Imagine a situation where the same function is called for two or more trees. The old value of *prev*would be used in the next call for a different tree. To avoid such problems, we can use a double-pointer or reference to a pointer.  
**Time Complexity:** The above program does a simple inorder traversal, so time complexity is O(n) where n is the number of nodes in given binary tree.

**Another approach:**

In the following implementation, we traverse the tree in inorder fashion. We add nodes at the beginning of current linked list and update head of the list using pointer to head pointer. Since we insert at the beginning, we need to process leaves in reverse order. For reverse order, we first traverse the right subtree before the left subtree. i.e. do a reverse inorder traversal.

// C++ program to convert a given Binary Tree to Doubly Linked List

#include <bits/stdc++.h>

// Structure for tree and linked list

struct Node {

int data;

Node \*left, \*right;

};

// Utility function for allocating node for Binary

// Tree.

Node\* newNode(int data)

{

Node\* node = new Node;

node->data = data;

node->left = node->right = NULL;

return node;

}

// A simple recursive function to convert a given

// Binary tree to Doubly Linked List

// root --> Root of Binary Tree

// head --> Pointer to head node of created doubly linked list

void BToDLL(Node\* root, Node\*& head)

{

// Base cases

if (root == NULL)

return;

// Recursively convert right subtree

BToDLL(root->right, head);

// insert root into DLL

root->right = head;

// Change left pointer of previous head

if (head != NULL)

head->left = root;

// Change head of Doubly linked list

head = root;

// Recursively convert left subtree

BToDLL(root->left, head);

}

// Utility function for printing double linked list.

void printList(Node\* head)

{

printf("Extracted Double Linked list is:\n");

while (head) {

printf("%d ", head->data);

head = head->right;

}

}

// Driver program to test above function

int main()

{

/\* Constructing below tree

5

/ \

3 6

/ \ \

1 4 8

/ \ / \

0 2 7 9 \*/

Node\* root = newNode(5);

root->left = newNode(3);

root->right = newNode(6);

root->left->left = newNode(1);

root->left->right = newNode(4);

root->right->right = newNode(8);

root->left->left->left = newNode(0);

root->left->left->right = newNode(2);

root->right->right->left = newNode(7);

root->right->right->right = newNode(9);

Node\* head = NULL;

BToDLL(root, head);

printList(head);

return 0;

}

**Output :**

Extracted Double Linked list is:

0 1 2 3 4 5 6 7 8 9

**Time Complexity:** O(n), as the solution does a single traversal of given Binary Tree.

# 180. Convert Binary tree into Sum tree

Given a Binary Tree of size N , where each node can have positive or negative values. Convert this to a tree where each node contains the sum of the left and right sub trees of the original tree. The values of leaf nodes are changed to 0.

**Example 1:**

**Input:**

10

/ \

-2 6

/ \ / \

8 -4 7 5

**Output:**

20

/ \

4 12

/ \ / \

0 0 0 0

**Explanation:**

(4-2+12+6)

/ \

(8-4) (7+5)

/ \ / \

0 0 0 0

**Your Task:**  
You dont need to read input or print anything. Complete the function**toSumTree()** which takes root node as input parameter and modifies the given tree in-place.

**Note:** If you click on Compile and Test the output will be the in-order traversal of the modified tree.

**Expected Time Complexity:**O(N)  
**Expected Auxiliary Space:**O(height of tree)

**Constraints:**  
1 ≤ N ≤ 104

## Solution:

Do a traversal of the given tree. In the traversal, store the old value of the current node, recursively call for left and right subtrees and change the value of current node as sum of the values returned by the recursive calls. Finally return the sum of new value and value (which is sum of values in the subtree rooted with this node).

// C++ program to convert a tree into its sum tree

#include <bits/stdc++.h>

using namespace std;

/\* A tree node structure \*/

class node

{

public:

int data;

node \*left;

node \*right;

};

// Convert a given tree to a tree where

// every node contains sum of values of

// nodes in left and right subtrees in the original tree

int toSumTree(node \*Node)

{

// Base case

if(Node == NULL)

return 0;

// Store the old value

int old\_val = Node->data;

// Recursively call for left and

// right subtrees and store the sum as

// old value of this node

Node->data = toSumTree(Node->left) + toSumTree(Node->right);

// Return the sum of values of nodes

// in left and right subtrees and

// old\_value of this node

return Node->data + old\_val;

}

// A utility function to print

// inorder traversal of a Binary Tree

void printInorder(node\* Node)

{

if (Node == NULL)

return;

printInorder(Node->left);

cout<<" "<<Node->data;

printInorder(Node->right);

}

/\* Utility function to create a new Binary Tree node \*/

node\* newNode(int data)

{

node \*temp = new node;

temp->data = data;

temp->left = NULL;

temp->right = NULL;

return temp;

}

/\* Driver code \*/

int main()

{

node \*root = NULL;

int x;

/\* Constructing tree given in the above figure \*/

root = newNode(10);

root->left = newNode(-2);

root->right = newNode(6);

root->left->left = newNode(8);

root->left->right = newNode(-4);

root->right->left = newNode(7);

root->right->right = newNode(5);

toSumTree(root);

// Print inorder traversal of the converted

// tree to test result of toSumTree()

cout<<"Inorder Traversal of the resultant tree is: \n";

printInorder(root);

return 0;

}

**Output:**

Inorder Traversal of the resultant tree is:

0 4 0 20 0 12 0

**Time Complexity:**The solution involves a simple traversal of the given tree. So the time complexity is O(n) where n is the number of nodes in the given Binary Tree.

**My Implementation:**

class Solution {

public:

int fun(Node\* &root){

if(!root)

return 0;

int t = root->data;

int l = fun(root->left);

int r = fun(root->right);

root->data = l + r;

if(root->left)

root->data += root->left->data;

if(root->right)

root->data += root->right->data;

return t;

}

// Convert a given tree to a tree where every node contains sum of values of

// nodes in left and right subtrees in the original tree

void toSumTree(Node \*node)

{

if(!node)

return;

fun(node);

}

};

# 181. [Construct Binary tree from Inorder and preorder traversal](https://practice.geeksforgeeks.org/problems/construct-tree-1/1)

**Construct Tree from Inorder & Preorder**

Given 2 Arrays of Inorder and preorder traversal. Construct a tree and print the Postorder traversal.

**Example 1:**

**Input:**

N = 4

inorder[] = {1 6 8 7}

preorder[] = {1 6 7 8}

**Output:** 8 7 6 1

**Example 2:**

**Input:**

N = 6

inorder[] = {3 1 4 0 5 2}

preorder[] = {0 1 3 4 2 5}

**Output:** 3 4 1 5 2 0

**Explanation:** The tree will look like

    0

    /     \

   1       2

 /   \    /

3    4   5

**Your Task:**  
Your task is to complete the function **buildTree()**which takes 3 arguments(inorder traversal array, preorder traversal array, and size of tree n) and returns the root node to the tree constructed. You are not required to print anything and a new line is added automatically (The post order of the returned tree is printed by the driver's code.)

**Expected Time Complexity**: O(N\*N).  
**Expected Auxiliary Space:** O(N).

**Constraints:**  
1<=Number of Nodes<=1000

## Solution:

In a Preorder sequence, the leftmost element is the root of the tree. So we know ‘A’ is the root for given sequences. By searching ‘A’ in the Inorder sequence, we can find out all elements on the left side of ‘A’ is in the left subtree, and elements on right in the right subtree. So we know the below structure now.

A

/ \

/ \

D B E F C

We recursively follow the above steps and get the following tree.

A

/ \

/ \

B C

/ \ /

/ \ /

D E F

Algorithm: buildTree()   
1) Pick an element from Preorder. Increment a Preorder Index Variable (preIndex in below code) to pick the next element in the next recursive call.   
2) Create a new tree node tNode with the data as the picked element.   
3) Find the picked element’s index in Inorder. Let the index be inIndex.   
4) Call buildTree for elements before inIndex and make the built tree as a left subtree of tNode.   
5) Call buildTree for elements after inIndex and make the built tree as a right subtree of tNode.   
6) return tNode.

/\* C++ program to construct tree using

inorder and preorder traversals \*/

#include <bits/stdc++.h>

using namespace std;

/\* A binary tree node has data, pointer to left child

and a pointer to right child \*/

class node

{

public:

char data;

node\* left;

node\* right;

};

/\* Prototypes for utility functions \*/

int search(char arr[], int strt, int end, char value);

node\* newNode(char data);

/\* Recursive function to construct binary

of size len from Inorder traversal in[]

and Preorder traversal pre[]. Initial values

of inStrt and inEnd should be 0 and len -1.

The function doesn't do any error checking

for cases where inorder and preorder do not

form a tree \*/

node\* buildTree(char in[], char pre[], int inStrt, int inEnd)

{

static int preIndex = 0;

if (inStrt > inEnd)

return NULL;

/\* Pick current node from Preorder

traversal using preIndex

and increment preIndex \*/

node\* tNode = newNode(pre[preIndex++]);

/\* If this node has no children then return \*/

if (inStrt == inEnd)

return tNode;

/\* Else find the index of this node in Inorder traversal \*/

int inIndex = search(in, inStrt, inEnd, tNode->data);

/\* Using index in Inorder traversal, construct left and

right subtress \*/

tNode->left = buildTree(in, pre, inStrt, inIndex - 1);

tNode->right = buildTree(in, pre, inIndex + 1, inEnd);

return tNode;

}

/\* UTILITY FUNCTIONS \*/

/\* Function to find index of value in arr[start...end]

The function assumes that value is present in in[] \*/

int search(char arr[], int strt, int end, char value)

{

int i;

for (i = strt; i <= end; i++)

{

if (arr[i] == value)

return i;

}

}

/\* Helper function that allocates a new node with the

given data and NULL left and right pointers. \*/

node\* newNode(char data)

{

node\* Node = new node();

Node->data = data;

Node->left = NULL;

Node->right = NULL;

return (Node);

}

/\* This function is here just to test buildTree() \*/

void printInorder(node\* node)

{

if (node == NULL)

return;

/\* first recur on left child \*/

printInorder(node->left);

/\* then print the data of node \*/

cout<<node->data<<" ";

/\* now recur on right child \*/

printInorder(node->right);

}

/\* Driver code \*/

int main()

{

char in[] = { 'D', 'B', 'E', 'A', 'F', 'C' };

char pre[] = { 'A', 'B', 'D', 'E', 'C', 'F' };

int len = sizeof(in) / sizeof(in[0]);

node\* root = buildTree(in, pre, 0, len - 1);

/\* Let us test the built tree by

printing Inorder traversal \*/

cout << "Inorder traversal of the constructed tree is \n";

printInorder(root);

}

**Output:**

Inorder traversal of the constructed tree is

D B E A F C

**Time Complexity: O(n^2)**. The worst case occurs when the tree is left-skewed. Example Preorder and Inorder traversals for worst-case are {A, B, C, D} and {D, C, B, A}. 

**Efficient Approach :**  
We can optimize the above solution using hashing (unordered\_map in C++ or HashMap in Java). We store indexes of inorder traversal in a hash table. So that search can be done O(1) time.

/\* C++ program to construct tree using inorder

and preorder traversals \*/

#include <bits/stdc++.h>

using namespace std;

/\* A binary tree node has data, pointer to left child

and a pointer to right child \*/

struct Node {

char data;

struct Node\* left;

struct Node\* right;

};

struct Node\* newNode(char data)

{

struct Node\* node = new Node;

node->data = data;

node->left = node->right = NULL;

return (node);

}

/\* Recursive function to construct binary of size

len from Inorder traversal in[] and Preorder traversal

pre[]. Initial values of inStrt and inEnd should be

0 and len -1. The function doesn't do any error

checking for cases where inorder and preorder

do not form a tree \*/

struct Node\* buildTree(char in[], char pre[], int inStrt,

int inEnd, unordered\_map<char, int>& mp)

{

static int preIndex = 0;

if (inStrt > inEnd)

return NULL;

/\* Pick current node from Preorder traversal using preIndex

and increment preIndex \*/

char curr = pre[preIndex++];

struct Node\* tNode = newNode(curr);

/\* If this node has no children then return \*/

if (inStrt == inEnd)

return tNode;

/\* Else find the index of this node in Inorder traversal \*/

int inIndex = mp[curr];

/\* Using index in Inorder traversal, construct left and

right subtress \*/

tNode->left = buildTree(in, pre, inStrt, inIndex - 1, mp);

tNode->right = buildTree(in, pre, inIndex + 1, inEnd, mp);

return tNode;

}

// This function mainly creates an unordered\_map, then

// calls buildTree()

struct Node\* buldTreeWrap(char in[], char pre[], int len)

{

// Store indexes of all items so that we

// we can quickly find later

unordered\_map<char, int> mp;

for (int i = 0; i < len; i++)

mp[in[i]] = i;

return buildTree(in, pre, 0, len - 1, mp);

}

/\* This function is here just to test buildTree() \*/

void printInorder(struct Node\* node)

{

if (node == NULL)

return;

printInorder(node->left);

printf("%c ", node->data);

printInorder(node->right);

}

/\* Driver program to test above functions \*/

int main()

{

char in[] = { 'D', 'B', 'E', 'A', 'F', 'C' };

char pre[] = { 'A', 'B', 'D', 'E', 'C', 'F' };

int len = sizeof(in) / sizeof(in[0]);

struct Node\* root = buldTreeWrap(in, pre, len);

/\* Let us test the built tree by printing

Inorder traversal \*/

printf("Inorder traversal of the constructed tree is \n");

printInorder(root);

}

**Output:**

Inorder traversal of the constructed tree is

D B E A F C

**Time Complexity :** O(n)

**Tree from Postorder and Inorder**

Given **inorder**and **postorder** traversals of a Binary Tree in the arrays **in[]** and **post[]** respectively. The task is to construct the binary tree from these traversals.

**Example 1:**

**Input:**

N = 8

in[] = 4 8 2 5 1 6 3 7

post[] =8 4 5 2 6 7 3 1

**Output:** 1 2 4 8 5 3 6 7

**Explanation:** For the given postorder and

inorder traversal of tree the  resultant

binary tree will be

          1

       /     \

     2        3

   /  \ / \

  4    5   6    7

   \

     8

**Example 2:**

**Input:**

N = 5

in[] = 9 5 2 3 4

post[] = 5 9 3 4 2

**Output:** 2 9 5 4 3

**Explanation:**

the  resultant binary tree will be

           2

        /    \

       9      4

 \ /

    5 3

**Your Task:**  
You do not need to read input or print anything. Complete the function **buildTree()**which takes the inorder, postorder traversals and the number of nodes in the tree as input parameters and returns the root node of the newly constructed Binary Tree.  
**The generated output contains the preorder traversal of the constructed tree.**

**Expected Time Complexity:**O(N2)  
**Expected Auxiliary Space:**O(N)

**Constraints:**  
1 <= N <= 103  
1 <= in[i], post[i] <= 103

## Solution:

Let us see the process of constructing tree from in[] = {4, 8, 2, 5, 1, 6, 3, 7} and post[] = {8, 4, 5, 2, 6, 7, 3, 1}   
**1)** We first find the last node in post[]. The last node is “1”, we know this value is root as the root always appears at the end of postorder traversal.  
**2)** We search “1” in in[] to find the left and right subtrees of the root. Everything on the left of “1” in in[] is in the left subtree and everything on right is in the right subtree.

1

/ \

[4, 8, 2, 5] [6, 3, 7]

**3)** We recur the above process for following two.   
….**b)** Recur for in[] = {6, 3, 7} and post[] = {6, 7, 3}   
…….Make the created tree as right child of root.   
….**a)** Recur for in[] = {4, 8, 2, 5} and post[] = {8, 4, 5, 2}.   
…….Make the created tree as left child of root.  
Below is the implementation of the above idea. One important observation is, we recursively call for the right subtree before the left subtree as we decrease the index of the postorder index whenever we create a new node.

/\* C++ program to construct tree using inorder and

postorder traversals \*/

#include <bits/stdc++.h>

using namespace std;

/\* A binary tree node has data, pointer to left

child and a pointer to right child \*/

struct Node {

int data;

Node \*left, \*right;

};

// Utility function to create a new node

Node\* newNode(int data);

/\* Prototypes for utility functions \*/

int search(int arr[], int strt, int end, int value);

/\* Recursive function to construct binary of size n

from Inorder traversal in[] and Postorder traversal

post[]. Initial values of inStrt and inEnd should

be 0 and n -1. The function doesn't do any error

checking for cases where inorder and postorder

do not form a tree \*/

Node\* buildUtil(int in[], int post[], int inStrt,

int inEnd, int\* pIndex)

{

// Base case

if (inStrt > inEnd)

return NULL;

/\* Pick current node from Postorder traversal using

postIndex and decrement postIndex \*/

Node\* node = newNode(post[\*pIndex]);

(\*pIndex)--;

/\* If this node has no children then return \*/

if (inStrt == inEnd)

return node;

/\* Else find the index of this node in Inorder

traversal \*/

int iIndex = search(in, inStrt, inEnd, node->data);

/\* Using index in Inorder traversal, construct left and

right subtress \*/

node->right = buildUtil(in, post, iIndex + 1, inEnd, pIndex);

node->left = buildUtil(in, post, inStrt, iIndex - 1, pIndex);

return node;

}

// This function mainly initializes index of root

// and calls buildUtil()

Node\* buildTree(int in[], int post[], int n)

{

int pIndex = n - 1;

return buildUtil(in, post, 0, n - 1, &pIndex);

}

/\* Function to find index of value in arr[start...end]

The function assumes that value is postsent in in[] \*/

int search(int arr[], int strt, int end, int value)

{

int i;

for (i = strt; i <= end; i++) {

if (arr[i] == value)

break;

}

return i;

}

/\* Helper function that allocates a new node \*/

Node\* newNode(int data)

{

Node\* node = (Node\*)malloc(sizeof(Node));

node->data = data;

node->left = node->right = NULL;

return (node);

}

/\* This function is here just to test \*/

void preOrder(Node\* node)

{

if (node == NULL)

return;

printf("%d ", node->data);

preOrder(node->left);

preOrder(node->right);

}

// Driver code

int main()

{

int in[] = { 4, 8, 2, 5, 1, 6, 3, 7 };

int post[] = { 8, 4, 5, 2, 6, 7, 3, 1 };

int n = sizeof(in) / sizeof(in[0]);

Node\* root = buildTree(in, post, n);

cout << "Preorder of the constructed tree : \n";

preOrder(root);

return 0;

}

**Output**

Preorder of the constructed tree :

1 2 4 8 5 3 6 7

**Time Complexity:** O(n2)

**Optimized approach:** We can optimize the above solution using hashing (unordered\_map in C++ or HashMap in Java). We store indexes of inorder traversal in a hash table. So that search can be done O(1) time If given that element in the tree are not repeated.

/\* C++ program to construct tree using inorder and

postorder traversals \*/

#include <bits/stdc++.h>

using namespace std;

/\* A binary tree node has data, pointer to left

child and a pointer to right child \*/

struct Node {

int data;

Node \*left, \*right;

};

// Utility function to create a new node

Node\* newNode(int data);

/\* Recursive function to construct binary of size n

from Inorder traversal in[] and Postorder traversal

post[]. Initial values of inStrt and inEnd should

be 0 and n -1. The function doesn't do any error

checking for cases where inorder and postorder

do not form a tree \*/

Node\* buildUtil(int in[], int post[], int inStrt,

int inEnd, int\* pIndex, unordered\_map<int, int>& mp)

{

// Base case

if (inStrt > inEnd)

return NULL;

/\* Pick current node from Postorder traversal

using postIndex and decrement postIndex \*/

int curr = post[\*pIndex];

Node\* node = newNode(curr);

(\*pIndex)--;

/\* If this node has no children then return \*/

if (inStrt == inEnd)

return node;

/\* Else find the index of this node in Inorder

traversal \*/

int iIndex = mp[curr];

/\* Using index in Inorder traversal, construct

left and right subtress \*/

node->right = buildUtil(in, post, iIndex + 1,

inEnd, pIndex, mp);

node->left = buildUtil(in, post, inStrt,

iIndex - 1, pIndex, mp);

return node;

}

// This function mainly creates an unordered\_map, then

// calls buildTreeUtil()

struct Node\* buildTree(int in[], int post[], int len)

{

// Store indexes of all items so that we

// we can quickly find later

unordered\_map<int, int> mp;

for (int i = 0; i < len; i++)

mp[in[i]] = i;

int index = len - 1; // Index in postorder

return buildUtil(in, post, 0, len - 1,

&index, mp);

}

/\* Helper function that allocates a new node \*/

Node\* newNode(int data)

{

Node\* node = (Node\*)malloc(sizeof(Node));

node->data = data;

node->left = node->right = NULL;

return (node);

}

/\* This function is here just to test \*/

void preOrder(Node\* node)

{

if (node == NULL)

return;

printf("%d ", node->data);

preOrder(node->left);

preOrder(node->right);

}

// Driver code

int main()

{

int in[] = { 4, 8, 2, 5, 1, 6, 3, 7 };

int post[] = { 8, 4, 5, 2, 6, 7, 3, 1 };

int n = sizeof(in) / sizeof(in[0]);

Node\* root = buildTree(in, post, n);

cout << "Preorder of the constructed tree : \n";

preOrder(root);

return 0;

}

**Output**

Preorder of the constructed tree :

1 2 4 8 5 3 6 7

**Time Complexity:** O(n)

# 182. Find minimum swaps required to convert a Binary tree into BST

Given the array representation of Complete Binary Tree i.e, if index i is the parent, index 2\*i + 1 is the left child and index 2\*i + 2 is the right child. The task is to find the minimum number of swap required to convert it into Binary Search Tree.

Examples:

Input : arr[] = { 5, 6, 7, 8, 9, 10, 11 }

Output : 3

Binary tree of the given array:
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Swap 1: Swap node 8 with node 5.

Swap 2: Swap node 9 with node 10.

Swap 3: Swap node 10 with node 7.

![dig21](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAbcAAAESCAIAAADxJAzhAAAABmJLR0QA/wD/AP+gvaeTAAAgAElEQVR4nOydZ3hU1dqG75n0RkISekCCCVUITQHpEIIKSJcmvSkekSPSxGMQFUVA8eB3EDAqUqVLUYpIR8BQpYWEHlpo6X1mvh+zCYiYMpk9a8q6r/eHDpNZz35nzbPXXlVjMBiQSCzI9evXDxw4EBsbGxsbGxcXd/369fT09PT09Pv373t6enp6epYoUcLPz69KlSqhoaEhISH16tWrU6eOk5OTaOESB0UjXVJiAdLT0zds2LBly5Y9e/bExcUV9c99fX2bNm3asmXLHj16VKlSRQ2FEsk/IV1SoiJ6vX7z5s2LFy9ev359Wlqa8moJeB6egRAIhYrgCZ5QEtIhHZLhHsRCHMTAQXjEVxs1atS7d+8BAwb4+/sLuSiJoyFdUqIKGRkZixYt+vzzz2NiYgA00AR6QEsIg6I+Pd+A3bARfoIUAC8vr8GDB//73/+WTUuJ2kiXlJgZnU4XFRX1/vvv37p1C6AyjIQ+8JQ5Pj0DNsG3sBkMODk59e/ff9q0aeXKlTPHp0skT0C6pMSc7Nix49///vfx48cBnoWx0B2cVSjpFHwOiyEbb2/vSZMmjR071s3NTYWSJI6OdEmJecjMzJwyZcqMGTP0ej0V4SPoDxqVS70Kk2ERQM2aNZcsWVK3bl2Vi5Q4HNIlJWbg6NGj/fr1O3PmDG7wHxgL7hYsfgeMgrO4ubt9Mu2TMWPGaDRq27PEgZAuKSkua9as6d+/f3p6OjVhMdQTISIDJsIcMNCzZ8+FCxd6eHiI0CGxQ7SiBUhsm88++6xnz57p6ekMh8OCLBLwgC/hJyjBypUr27Vrd+fOHUFSJPaGbEtKTGfChAmfffYZWpgO74hWY+RP6AhXqF69+s6dO8uUKSNakMTmkS4pMZHIyMipU6fiCkuhu2g1j3ITXoDj1K5de8eOHQEBAaIFSWwb6ZISU5g5c+a4ceNwhh+hm2g1f+c2tILTNGjQYNeuXV5eXqIFSWwY6ZKSIrN58+YOHTro0bMY+ohW80/cgJYQS+/evZctWyZajcSGkaM3kqJx+fLl/v376/V6PrRiiwTKwUbwZfny5bNmzRKtRmLDyLakpAjk5uY2adIkOjqaLrBG/Unjxecn6Iqzk/P+/fufffZZ0WokNolsS0qKwBdffBEdHU1lWGgLFgl0hrHk5uYOGzYsJydHtBqJTSLbkpLCEhcXFxYWlp6ezmZoL1pN4cmAMIjlww8/fO+990Srkdge0iUlhaVr167r1q1jACwULaWo7IQ2uLu5x8XFVahQQbQaiY0hn7glheLIkSM//fQTnvCZaCkm0Ap6kpmZOW3aNNFSJLaHbEtKCkXHjh03bdrEeJguWoppnINauGhcYmJigoODRauR2BKyLSkpmDNnzmzatAlvq1mGaAJVoTc5OTlfffWVaCkSG0O6pKRgoqKiAF6FUqKlFIe3ABYuXJiVlSVaisSWkC4pKYDs7OxFixYBDBUtpZg0hLrcvXt3w4YNoqVIbAnpkpIC2LZtW0JCAmHQULSU4jMYYOnSpaJ1SGwJ6ZKSAti6dStAV9E6zEI3gO3bt8sZ5pLCI11SUgCKS7YTrcMsBEENkpOTDx06JFqKxGaQLinJj+vXr589exZfeE60FHMRAbB9+3bROiQ2g3RJSX78+eefAPXVOS1WCI0g77okkkIgXVKSH6dPnwaoqXIxt+AVCAQ/aA8xapZVA+DMmTNqliGxK6RLSvJDcZPqKhfzOiTCObgG5aCnmmVVAy2xsbFyAEdSSKRLSvLj2rVrAGqv6DsBvcAfvGAQnAKdamV5QFmys7Nv376tWhkSu0K6pCQ/kpOTAXxVLqY7LIMESIYo6AJOahbnC3mXJpEUhHRJSX6kpKQA+KhczGTIhTLgC4dhtsrF+YB0SUmhkS4pyY/09HQATzXLMEA4VIF7kAqvQDNIU7NEL4C0NFXLkNgP0iUl+eHh4QGQrmYZd+EPGA0lwQvGwhU4qWaJRuf3VNX7JfaDdElJfvj4+ACkqFlGIDwF/4NkyITZ4A1V1SwxGaBEiRJqliGxH6RLSvJDsRK1e/DWw2WoDGXgF1gPJdUsTrqkpCjYzYoKiSqUL18e4LLKxdSBLSoXkUcm3MTZ2blUKZveLFNiOWRbUpIfNWrUADgrWocZOQc6QkJCXF1dRUuR2AbSJSX5objkadE6zMhpyLsuiaQQSJeU5EedOnUADqu5GMbCRAPUrl1btA6JzSBdUpIfQUFBoaGh3IfDoqWYi60Abdq0Ea1DYjNIl5QUQLt27QC2idZhFm7CSby8vBo3bixaisRmkC4pKYCIiAiAdaJ1mIV1YKBNmzZubm6ipUhsBumSkgJo3769v78/0XBMtJTiEwXQt29f0ToktoR0SUkBuLu79+vXD+Bb0VKKyZ8Qjb+/f5cuXURLkdgS0iUlBTN06FCAH+C+aCnF4UuAfv36ubu7i5YisSWkS0oKJiwsLDw8nCT4XLQUk4mDH3B2dh49erRoKRIbQ7qkpFB8+OGHAF/CHdFSTGMq5DBw4MCQkBDRUiQ2hsZgMIjWILENOnTo8PPPPzMC5omWUlR+h2a4OrueO3fuqaeeEq1GYmPItqSksMyaNcvNzY0FsFO0lCKRDcNBz/jx46VFSkxAuqSksFSvXv29997DACNV3kvcvHwMpx6Il0iKjnzilhSBnJychg0bnjhxgj6wVLSawrAFOqA1aHft2tWsWTPRaiQ2iWxLSoqAi4vLypUrfX19WWYL492X4VXQ8cEHH0iLlJiMbEtKisy6deu6detmcDKwCjqLVvNP3IVWcJLOnTuvXbtWo9GIFiSxVaRLSkxh+PDh33zzDW6wDl4QrebvJEJbOELNmjV///13eXiDpDjIJ25J0dDpdBMnTvzmm2/Cw8PJgm4WPIyhkNyDl+AIwcHB9+7dW7NmjWhBEttGuqSkCCQlJXXs2HH69Olubm79+vV7/fXXyYCOMF+0sjzioAn8TnBwcL9+/W7evDl48OBJkybp9XrRyiQ2i0EiKRxxcXE1a9YEAgMDd+7caTAY9Hr95MmTlZr0NmSDQWhshwCAevXqxcfHGwyGqKgoFxcXoFu3bmlpaaJTKLFJpEtKCsXu3buNhw7Wrl374sWLj/7T8uXL3dzdABrCWUH+mA2R4ATwwgsvJCUl5cnbs2dPYGAgEBYWduXKFUsnTmL7SJeUFMy8efOMLbKXXnrpUQPKY9++fcHBwQBe8CXkWNYiD0FdAGdn5w8++CA3N/cxebGxsdWqVQPKly8fHR1tkZxJ7AfpkpL8yMnJydtEZ/To0Tqd7p/emZSUNGLECOXpuxpstIg/XoMRSu96cHDwnj17/kne3bt3W7VqBXh5ea1bt06dbEnsE+mSkn/k7t27bdu2Bdzc3BYuXFiYP1m/fn1oaKjila3hZ9Cr448X4S3wAnB3d580aVJqamr+2rKysgYNGgRoNJrIyEgzJEjiGEiXlDyZc+fOVa9eHShXrtzBgwcL/4dZWVkzZszw9fVVvPIZ+B/cNpM55sIW6A3OGP2uR48eFy5cKLy82bNna7VaYNiwYdnZ2UVPjMThkC4peQKbN2/28/MD6tate/nyZRM+ISkpacaMGUFBQYpXOsMLsABiTTLHRNgIo6C08nkuLi4DBgw4fvy4CdpWrVrl6ekJtG3b9v79+yZ8gsShkGtvJI8zf/78N954Izc3t2fPnt9//73RUEwjJydn1apVS5Ys2bp1a05OjvJqeWgGz0AohEBF8ALvvL+BVEiACxALMXAAjoNO+fcaNWr06tVr6NChDy246Bw7duzll1++evVqSEjIxo0bjWM7EsmTEW3TEisiKytryJAhgEajmTBhQj5jNUXl7t278+fP79GjR5kyZf6xLvqB65P/xdXVtWnTpu+9996xY8fMJenatWsNGjQA/P39jdM/JZInItuSEoW7d+/26NFj586d7u7uUVFR6h3Hevbs2QMHDsTExMTFxcXGxt68eTMtLS01NdX4ry4uLt7e3oGBgcHBwSEhIaGhoXXr1m3UqJGHh4fZlaSmpr766qs//fSTq6vrggULBgwYYPYiJHaAdEkJwJ9//tm5c+eLFy9WqFBh3bp1DRs2tLyGxMREDw8PNzc3Sxaq0+kmT548ffp0YPTo0V988YVxbEciyUO6pIRffvmlT58+SUlJjRs3Xrt2bdmyZUUrsjTffPPNqFGjcnJyevTosXDhwuJ0xUrsD3nbdHS+/PLLjh07JiUl9e7d+7fffnNAiwSGDRv2888/+/n5rVq1qnXr1jdv3hStSGJFSJd0XIyzrMeMGWMwGCIjI5ctW6ZG35+tEB4efujQoapVqx46dKhhw4ZHjhwRrUhiLcgnbgfl9u3b3bt337Nnj7e396JFi7p06SJakVVw9+7d7t2779q1y9vbe+nSpZ06dRKtSCIe2ZZ0RI4fP/7ss8/u2bMnKCho165d0iLzCAgI2LJly4ABA1JTU7t27Woc1ZE4ONIlHY5Vq1Y1bdr08uXLTZs2jY6Orl+/vmhF1oVx0frs2bMNBsPEiRNHjBjxcD68xCGRLulAGAyG6dOn9+rVKy0tbejQob/99lt+c7wdm7feeuvHH3/09PRcsGBBhw4dEhMTRSuSCEP2SzoKmZmZw4cPX7x4sZOT08cffzxhwgTRimyAgwcPdunS5ebNm6GhoZs2bXq43ZHEkZAu6RBcv369S5cuf/zxh4+Pz5IlS+SgROG5du1ap06djh49GhAQsGbNmhYtWohWJLE08onb/jl69Gjjxo3/+OOPp59++sCBA9Iii0SFChV2797dqVOnu3fvRkRELFq0SLQiiaWRLmnn/Pjjj02bNr169Wrz5s1///134/FekiLh7e29du3aCRMmZGVlDRw4cOLEifJERodCuqTdYjAYpkyZ0qdPn4yMjBEjRmzfvt14vJfEBJycnD799NN58+Y5OztPnz69d+/eGRkZokVJLITsl7RPUlNTBwwYsHbtWmdn51mzZuWdXSMpJtu2bXvllVcSExMbN268bt06OUnAEZAuaYfEx8d36dLl8OHD/v7+K1asMJ5dIzEXp06d6tSp08WLF4OCgjZs2FC3bl3RiiTqIp+47Y39+/c3bNjw8OHDoaGh+/btkxZpdmrVqvXHH3+0aNEiPj6+efPmGzduFK1Ioi7SJe2KpUuXtm3b9tatW+3btz906JDxeC+J2QkICNi6deurr76amprapUuX//73v6IVSVREPnEXi8uXL8fGxsbGxsbFxV27di09PT09PT0xMdHT09PT07NEiRJ+fn5VqlQJDQ0NCQmpXr26elvMPrqb7IgRI/7v//7P2dlZpbIkRgwGw2effTZp0iSDwSBzbsdIlywycXFxmzdv3rt37+7du2/cuFH4P/Tw8HjuuedatGjRsmXLli1bmvEXlZKS8uqrr65fv97V1XXu3LnGs2sklmHlypUDBw7MyMiIiIhYsWLFwyN2JfaCdMnCEh8f/+OPPy5fvjw6Ovrhq6XgGQiBUKgInuAJJSEd0iEZ7kEsxEEMnIMH0+xKlSrVo0ePPn36NGvWTKPRFEfY+fPnX3755dOnTwcEBKxatapVq1bF+TSJCRw4cKBLly63bt165plnNmzYULlyZdGKJGbF4ueR2R5//PFH7969Hzb9fKEfzIczRTxU+h5sgHHwyMzuZ5555rvvvsvKyjJN2549e4yzIGvXrn3hwgXzXrik8Fy9etU42B0YGLh7926LlZuUlHTjxo3z589HR0efPn360qVL9+7dy8nJsZgAR0C6ZH4cOnSodevWip+5QA9YAxlFNMcnxjGYCA8OlC5fvvycOXOKWrnnz5/v4uICvPjii4mJiSolQVJIkpOTO3bsCLi5uS1evFiNIu7du7dhw4bJkyf37NmzXr163t7ePAknJ6fg4OCIiIhRo0YtWLDg7NmzaohxHKRLPplr166NGDFCOU7PB0bDFXOY42ORDSvgOaVyV6tWbcOGDYWRl5ubm7epz+jRo814cLakOOTm5r755puARqOJjIzU6/Vm+djDhw+PGzeuTp06TzjfsQSUhSrQAGrAU1AS/tbjXaZMmVdeeWXlypXp6elmkeRQSJd8At9++62Pjw+AO0yCJBX88bFYBw825erdu/f9+/fzkXfv3r3w8HBjm+X777+3WFokhcS4kBF45ZVXiuNKt27dmjp1atWqVR+6nTu0gMmwFP6A+/98942BTTALekG5hx/g4+Pz6quv7tu3z4zXa/dIl/wLd+7c6d69u1KhusEF9f0xL7JgBvgAVKxYcceOHU9UGBsba5wFWapUKUv2f0mKxObNm42D3U2aNLl161ZR//zs2bMjRoxwd3dXqmJZeBN2QqaptSsWvoBGD+2ySZMmq1evlk8hhUG65ENOnDhRqVIlAF9YbEF/fDTOQxMArVY7c+bMxxRu2bLFz88PCAsLu3TpkpAsSQrJn3/+aRzsDg4OPnXqVCH/6tatWyNGjHBycgLQQmfYCrlmrWDvQYDilXXr1v2n+7EkD+mSClu2bClRogTA83BJkEUaIwemKKuiRo4cmTekM2/ePONYTY8ePVJTU8WmS1IYbt++3axZM+Nz7saNG/N/c25u7syZM5Xplq4wEmJUq2Np8H/w1IOnpm7drly5Ypmc2CLSJQ0Gg2Hp0qXKRJ8+ZhrCLn6sAg+Ajh07pqWlvfHGG8YxgQkTJsinJBsiMzOzX79+xnHnOXPm/NPbLl269HAX9HA4aZE6lgWzoQSAr6/vDz/8YMnM2BDSJQ2rVq1SLPJd0Is2x0fjAJQCaN26tZubm6en54oVK0RnS1Jk9Hp9ZGSkce2A8UTGx96wePFi5TkmCH6xeDW7Bg9OGu7Xr19KSoqQLFkzju6SGzdudHV1BYgU7YlPjGPgD/D8888fOnRIdLYkprN8+XIPDw+gffv2SUlJxheNBqpYVHe4I66mLQRvgDp16sin78dwaJc8e/ascg//t2g3zCeOoimpAaZMmSI6YZJisX///tKlSwO1a9e+dOlSZmZm7969AZzha9HVzAAxUBUgKCjo2LFjorNlRTiuSyYlJVWrVg2gn+jaWWBsBSe0Wm0h55xLrJa4uLgaNWoAlSpV6tChA4APbBJdwfLiHrRWuimjo6NFZ8tacNzdLoxLEQiD/eApWk2BTIeJ+Pn5HT9+XJmuJLFNUlJSevXqdfPmzaNHj1IKtkNt0ZoeJRv6wmpKlSq1Y8eOWrVqiRYkHgfdhXf16tUrV66kBKyxBYsExkMXEhMTX3/9ddFSJMXCx8endOnSR48exR+2WZlFAq6wFDpy+/btdu3axcfHixZkBYhuzAogMTGxQoUKYB2dQYWP2xAIoNJOChLLoGxs7g1/iK5R+UQGtAV47rnnMjMzRedMMI7okv/6178AmoNOdF0sanwHULp0aTldw0bZvXu3i4sLGlgpui4VGHehCsCwYcNEp00wDueSly9fdnNzQ2upibvmDT00Bfj4449FJ1JSZJKSkipWrAgwQXRFKmQcU/qjVq1aJTp5InE4lxwxYgTYwrj2P8VuAD8/v3v37onOpaRojBo1CqCRWddlqx1zAcqVK+fI9c2xRm9u3Ljx3Xff4QTvi5ZiMs2hDYmJifPmzRMtRVIE9u7d+/XXX+MK34CTaDWFZyS04MaNG+PGjRMtRRiO5ZILFy7MycmhizJ71lYZBxAVFWVw1Flctsg777yj1+uZCM+IllIkNLAA3Pnuu+9OnDghWo0YHMglDQbDt99+CzBMtJRiEgGViIuL2717t2gpkkKxcePGgwcPUkq5w9kYVeE1/rKY0sFwIJfcv39/bGwsFaGdaCnFRAuDABYuXChYiaQQGAyGKVOmALyrrJW2PSaCFz/99NPhw4dFSxGAA7nk5s2bAXrYVK/QP/EKwJYtW+RDt/Wzd+/ew4cPUw5GipZiMmXgdQx5kz0dDAdyyW3btgFEiNZhFmpBRa5fv37q1CnRUiQFEBUVBTBU2TDUVhkFWlauXJmYmChaiqVxFJdMTEyMjo7GDVoU/GbbIBxg69atonVI8iMpKWnlypVoYLBoKcUkGFqTkZGxfPly0VIsjaO45PHjx3U6HfVsZNV2YWgGcPToUdE6JPmxadOm9PR0WinrWGybwQArV64UrcPSOIpLnj59GqCmaB1mpAbAmTNnROuQ5IfSz9NJtA6z8BI4sXfv3rS0NNFSLIqjuKTiJjXUL2krNAJ3KAXj1SyoFsCZM2f0er2axUiKxfbt28H2p1UYKQkNyc7O3rNnj2gpFsVRXPLSpUsAoSoX8xt0h2FwGY6o3IIoAaVJT0+/ffu2msVITCcuLu7q1auUVW5p9kA7gB07dojWYVEcxSWTk5MB/FQu5j/wBgyHMlARmqtcnB/kXZrE+jh58iRAPdCIlmIu6kFe/5XD4CgumZKSAuCjZhmZcAB0UANKQltQe0FXCZAuacWo2Bv+AzwPXlD2r6/nwmjwhxLQD8xeNWqCdEl7JTU1FVRe+ZAIelgNqyAe6sBLoGo3tw/k3QAk1sfZs2dBnd7wQBgDU/72+gewBaIhDi7Da+YuNwRcuXTpUkZGhrk/2npxFJd0cXEByFazDKMFvw61wAs+gZug6oKuLADlpFyJ9aF0GVdQ4aNfgleg4t9enw8ToQqUho9gJZh3DrgzlEWv19+5c8esn2vVOIpLKifKqtrq8oaQR3qgLNAVlQx5lyaxPpTOEIt9PzchQek6BGgAuWD2h2PHe4JxFJf08fEBFbppHmMUzIVzkAnvQXloqGZx0iWtG0u7pNG4fB/8rw9oVajzjtcb7ixagIUwnhbPdZWLGQOJ0AIyoCH8rOZSn1y4hUajCQwMVK0MSbHIyjL2iViqPOPgZNKD/00BvQoe7Q4g+yXtkOrVqwOcVbkYDXwANyEJtqu83+oFyKJSpUqennaz6NLe8Pb2BpVH8B6lLJSGYw/+9wg4qzDCbpwt4qPqfBHrwlFcskaNGqBCH41AjJNMatrTokt7Q8V+Hh1kQg4Amco4HsAI+BQuQgL8B3qqMEfY8fp5HOWJu1atWvDIbdYOOAbSJa0bxUqSCnqfCSyA1x/8twd4QSoA70MS1Idc6ARfq1B0EjiYSzpKW7Jq1arlypUjXv2HbovxK0DLli1F65D8I0899RTAeRU++rW/nnSY+uB1F/gv3IcUWKpCp2QyJODu7l6qVClzf7T14iguqdFo2rZtC2Af+zEmwyFcXFykS1ozSj+PPW3bdAYMVK9e3cnJDnb8LyyO4pJAREQEwCbROszCZsjh+eefd6gHH5tD6Q+xp95w49ZaNSywuZYV4UAu2aFDB3d3d36FK6KlFJ/vAXr06CFYhiRf6tSpo9VqOQKZoqWYi/0A9erVK+h9doUDuaS/v3/Xrl3Rw3eipRSTeNiKu7t73759RUuR5EdAQEC9evXIgL2ipZiLbQDt2tnHfpmFxYFcEhg6dChAlMoLutVmHujo2rWrv7+/aCmSAlAMxT56w2PgEqVLlw4LCxMtxaI4lku2adPmmWee4SpEiZZiMnfhvwBvvvmmaCmSgnnhhRcAVoEd7Ci/CqB9+/Yajd3sl1koHMslNRqNcn78R2CjK6xmQDIvvfRSkyZNREuRFEyLFi2qVKnCRbD17b0NSlfVgAEDREuxNI7lkkC3bt3q1avHdZgtWooJXIQ5aDSaqVOnipYiKRQajWbgwIFgy48vRnbCeSpXrtymTRvRUiyNw7mkRqOZOXOmRqNhKpwTraaojIR0+vbt26BBA9FSJIVl0KBBTk5OrIZLoqUUh5kAgwcP1modzjQc7oKBNm3aDBkyhEwYblO9RQthG4GBgbNn22Iz2HGpVKlSv379yIYPRUsxmf3wM97e3q+//nrBb7Y7HNElgVmzZlWoUIHd8JFoKYUkBt4C+PLLL+VWaTbH+++/7+Liwg8QK1qKafwH4O2333aohYkPMTgqW7dudXJyQgsb/7ok1gojCaoB9O3bV3TaJCYyfPhwgHai65IJsRzA39///v37orMoBsd1SYPB8OmnnwL4wQnRFTGfyIYOAGFhYWlpaaJzJjGRO3fuKFtBLxRdo4oUd6EMQFRUlOgUCsOhXVKv1/fs2ROgDJwVXR2fGLnQCyAwMPD8+fOiEyYpFosWLQIIgKui61Xhoy9AmzZt9Hq96PwJw6Fd0mAwZGZmtm/fHqACxIqukX+3yIEAvn6+hw8fFp0qiRno0KEDQCPIFF27ChNzALy9vWNjY0VnTiSO7pIGgyE9Pb1169YA/rBLdL3MixToBODp6bl7927RSZKYhzt37gQHBwMMF13BCow94IJGo1mxYoXotAlGuqTBYDCkpKR07NgRwB2WiK6dBrgMdQBKlSq1f/9+0emRmJOjR48qRxV9JLqa5RN/QiDA+PHjRSdMPNIlFXJzcydMmKAM/PeHFHEVdCX4A4SGhsbExIhOjMT8rFixQtnFdpZoN3xixEBZgJdffjk3N1d0tsQjXfIvfP311x4eHgAhsMfitfMu9FeMunPnzg478cIR+P7777VaLRr4TLQnPhYnIAggIiIiMzNTdJ6sAumSj3PmzJn69esrXtURLlqkaubAPCgF4OHhMXv2bEceUnQQvv76a2W13wjIEW2OxvhFOSqnVatWctpZHtIln0B6evqLL75obFRqPDW8o+bUjWz4AR7skB8REXHu3DnRCZBYiFWrVil9lOFwQ6g/6mGmcqZqnz59MjIyROfGipAu+QSMs81btmzZu3dvZSs9VxgAB81aL2/BDOXpBqhateqGDRtEX7rE0hw8eLBs2bIApeAnQRYZD+EAGo3m/fffl88xjyFd8nFOnz7t7u6u0Wh+/vlng8EQHR3du3dvZ+cHB5c/De/CEdCZWiNvQBS0gweH0FWrVu27777LysoSfekSMVy/fl2ZtAsMgOsW9MdcmKeMFpYuXVrep5+IdMm/kJOT8+yzzwLDhw9/9Cz42FgAACAASURBVPWLFy+OHTu2fPnyDxfAl4ROMB02QQxk59tm3ANRMExZjm3Ezc2tY8eO9erV8/LySkhIEHXJEmtAr9d/+eWX7u7uAN4wDTLUt8jt8OBohoiIiFu3bolOg5UiXfIvfPTRR0CFChWeOL6s0+l27NgxcuRIZWLwozhDEFSDBtAWmkAdqALej7/R29v7xRdfjIqKMhZhnKc5efJki1+rxOq4cuVK//4PZjmUhki4o4I56mC98ogNBAUFNW/evHz58nfv3hWdACtFuuRDTp06ZXzW3rx5c4Fvvnr16uLFi//1r39FREQEBwfnc4h7QEBAo0aNXn311ZkzZx48eDAnJ+fRzzlw4ABQokQJOe9HYuS3335r2LChUnu8YCj8Crnm8McL8MnDBxp/f/9PPvkkLS2tZcuWQLdu3URfupUiXVIhJyfHWDVfe+01E/48Kyvr6tWrZ8+ejY6O/vXXX/fv33/8+PHz588nJSUV+LfG9ZEff/yxCeVK7JXt27e/9NJLD8/hKguvwfKi91pmwE74ABrBgw+rXLny7NmzU1JSjGVduHDBx8cHWLZsmdirtk40BoPhnxpBDsXUqVMjIyMrV6584sQJY42xGNu3bw8PDw8ICLh06ZK3998e0SUOzKpVq7766qurV69euHDh4ashUAtCIQQqgRd4QUlIgzRIhQS4ALEQA8cgS/k7Hx+fzp079+rV64UXXng4IAnA/PnzR44c6efnd+LEiYoVK1rwEm0B0TZtFRw7dszV1VWj0WzZskWIgOeffx6YPXu2kNIlVouxm/Ldd989fPjwJ5988tJLL5UoUaJIP3CtVlu3bt3Ro0evXbs2PT09n7KM+xW1a9dOzgR6DNmWJDc3t3HjxocPH37jjTe++uorIRrWr1/fuXPnoKCguLg4Nzc3IRok1kZiYmKFChUyMjJiY2Offvpp44s6ne7UqVPnzp2Li4uLjY29ceNGWlpaWlra/fv3PT09vby8fHx8AgICqlSpEhISEhISEhYW5uvrW5jiEhISateunZCQMHfu3Ndee03NK7M1RNu0eCIjI4Hg4ODk5GRRGvR6fZ06dYD58+eL0iCxNozHwLVv395iJa5Zswbw8vKSC8AexdFd8tixYy4uLlqtdufOnWKVLFu2DKhSpcpjg+ASh+WZZ54BVq9ebclC+/btCzRp0kTuBpSHQ7tkdna2cWOL0aNHi9ZiyM3NrVq1KrBkyRLRWiTi2bt3L1C2bNns7GxLlnv//n3j6M0nn3xiyXKtGQc9adbI1KlTjxw5Ehwc/PHHH4vWgpOT0/jx44GPPvpIr7ehY8IlqjB//nxgyJAhLi4ulizXz8/v22+/1Wg0kZGRx48ft2TR1otomxbGkSNHjM/au3btEq1FITs7+6mnngLWrVsnWotEJMahGI1GI+rAmVGjRgE1a9aUmwMZHLYtmZWVNXDgwJycnLfeeqtFixai5Si4uLi8/fbbwNSpUw0OP/fAkfnhhx/S09PbtWsXEhIiRMCMGTOqVq16+vTpDz74QIgA60K0TYth0qRJQJUqVVJTU0Vr+QsZGRnlypUDtm7dKlqLRBjGcZtVq1YJ1LB//34nJyeretgShSO65OHDh43P2tZ5NuEnn3wCtGrVSrQQiRiM4zZlypSx8LjN33n33XcRPUnOGnA4l8zMzDTeqN955x3RWp5MUlJSyZIlgT179ojWIhHAgAEDgEmTJokWYsjOzi7O5gZ2g8O5pHEcuVq1avmv1hLLf/7zH+Cll14SLURiaYSP2zxG3kZZmzZtEq1FGI7lkgcOHDB2tVh5M+3OnTvGbS+io6NFa5FYlC+//BKIiIgQLeQhn332GVCuXLk7d+6I1iIGBxrjzsrKGjp0qE6nGzduXLNmzUTLyY+AgIARI0YA06dPF61FYlEWLFgAGL99K2Hs2LEtW7a8ceOGVamyKKJt2nKMHTsWqF69uk1MAbtx44a7u7tWqz158qRoLRILYT3jNo/h4BtQOkpb8vfff589e7azs/PChQuV00Wsm7Jlyw4cOFCv18+YMUO0FomFMDYkLb/epkCCg4NnzZoFvP7661evXhUtx+KItmlLkJaWZlwi/e6774rWUgQuXLjg7Ozs4uJy8eJF0VokqpOYmGhV4zZ/x3hGkwNuQOkQbcnJkyefO3euRo0axrFjWyE4OLhPnz45OTmyOekICF9vUyBRUVGlS5fetm3bvHnzRGuxLKJtWnX27dvn5OTk7Ox86NAh0VqKzJkzZ7RarZub27Vr10RrkahLWFgYsHLlStFC8mPt2rU43gaUdt6WTE9PHzRokE6nmzRpkvGgbduievXqXbp0ycrK+uKLL0RrkaiI8Ti5MmXKdO7cWbSW/OjSpUu/fv3S0tIGDhyo0+lEy7EUom1aXd58802gTp06WVlZorWYyNGjRzUajZeX1+3bt0VrkajFwIEDgYkTJ4oWUjCJiYmVKlXCkTagtGeX3Lt3r1ardXZ2tvW52S+88AIQGRkpWohEFax/3OYxtm3bptFoXF1djx07JlqLJbDbJ+60tLRBgwbp9frJkyc3aNBAtJxi8f777wNz5sxJSUkRrUVifozjNuHh4VY7bvMY4eHho0aNys7O7tu3b2Zmpmg56iPaptXCuI1oWFiY7T5rP0rz5s2B6dOnixYiMT9169bF6sdtHiNvdp1N9BIUE/t0yd9++02j0Tg7Ox8+fFi0FvOwefNmoEyZMta8SYfEBPbt24dVrrcpkOjoaGvb7V8l7PCJOy0tbfjw4QaD4f333zce/mUHtG/fvmHDhrdu3fr2229Fa5GYE+N6m8GDB1vbepsCadCgwfjx4/V6/aBBg+y8L0i0TZufkSNHAvXq1bO5m3P+rF69GqhYsaJ99CFIDI+M29jo9MOcnBxH2IDS3lxy+/btxtG3EydOiNZiZvR6vXH/4G+//Va0Fol5+O9//wu0a9dOtBDTcYQNKO3qiTs5OXnw4MEGgyEyMrJ27dqi5ZgZjUYzYcIEYNq0aQ40odeuMfafDB8+XLQQ06lZs6bxMLthw4bdvXtXtBx1EG3T5mTYsGFA/fr17exZO4/c3FzjZJEff/xRtBZJcdm/fz9QqlSpzMxM0VqKhU6na9myJdCtWzfRWlTBftqSv/76a1RUlJub28KFC22uI7yQODk5vfPOO8C0adMM8ihaG2f+/PnA0KFD3dzcRGspFlqt9rvvvvPx8VmzZs2yZctEy1EB0TZtHvJWTX366aeitahLZmZmhQoVgI0bN4rWIjEdWx+3+TtG0/fz87ty5YpoLWbGTtqS//73v69cudKoUSNjU8uOcXNze/vtt4EPP/xQtBaJ6SxatCg9Pb1t27ahoaGitZiH4cOHd+zYMTExcejQoQY7e9ARbdNmYOvWrRqNxs3NzUEOP0hNTS1VqhTw22+/idYiMRHjepsVK1aIFmJObt26Vbp0aeB///ufaC3mxOZdMjExsWLFisCMGTNEa7EcxoZkeHi4aCESUzCO2wQGBtr6uM3fMW5A6enpGRMTI1qL2bB5lzQe8d64cePc3FzRWixHYmKin58fsG/fPtFaJEVm8ODBwIQJE0QLUYV+/foBTZo0sZufpG275IYNGwB3d/dTp06J1mJpJk2aBLz88suihUiKRmJiopeXlz2N2zxG3lCqcSaGHWDDLnn//v2goCDg888/F61FALdv3zb+2I4fPy5ai6QIzJkzx+57S4wbULq4uNj61q5GbHiM+80334yPj2/SpMno0aNFaxFAYGCgcTDx008/Fa1FUgSioqKw8fU2BWLcgDInJ2fAgAH2sAGlaJs2kfXr1wOenp72+thSGK5everq6urk5GRPPeX2ze+//46djts8Rt4GlHbQ/WqTbcm7d++OGDEC+OSTT+xmupkJBAUFDRgwQKfTffbZZ6K1SAqF3ay3KRBPT8+lS5e6uLjMmDFj165douUUD9E2bQp9+vQBmjZtqtPpRGsRTFxcnLOzs4uLy6VLl0RrkRSA3Y/b/J3JkycDwcHBycnJorWYju21JX/66adly5Z5enp+//33Wq3t6TcvTz/9dM+ePXNycj7//HPRWiQFsHjx4rS0tDZt2jjOA9CUKVOeffbZixcvjhs3TrSWYiDapovG7du3y5QpA3z11VeitVgLp06d0mq17u7u169fF61Fkh/G9TaOtp/T6dOnPTw8sOWdBzQGdVZcxsfHnzt3Li4uLi4u7vbt22lpaYmJiTqdTqvV+vn5eXp6+vv7h4SEhIaGhoSEBAcHazSawnxsr169VqxY0bp1a+Nuu2oot0U6d+68fv36iRMnfvLJJ6K1SJ7MgQMHmjRpEhgYGB8fb/edko8xc+bMcePGlStX7s8//wwICBAtp+iY0XHPnj07Z86cV155pVy5ckXSEBAQ0Llz51mzZh05ciSfzzcufvLy8oqLizOjbDvg4MGDQIkSJe7duydai+TJDBkyBBg/frxoIQLQ6XStWrUCunbtKlqLKZihLXn58uXly5cvW7bs+PHjD18NhJoQAqFQBrzBF5xBD4mQDgkQC3FwFq4//LvQ0NDevXv36dOnRo0aj5Zy586dWrVqJSQkzJ0797XXXiumZvujXbt2v/7664cffvjee++J1iJ5nKSkpAoVKqSnp8fExDhOp+SjXLp0KSwsLDk5eenSpcbRV1uiOBa7d+/erl27PhxCKQmvwgI4C4aixCX4AYZD2YfC2rZt+8svv+j1emNZPXr0ANq0aZP3iuRRfvvtNyAgICAlJUW0FkchOTn57t279+7dK3CuxVdffWWs0pYRZp0YT4s0eQPKpKSkc+fORUdH79ixY+vWrdu2bTt06NDJkyfj4+PV9gQT25K7du2aNGmScYos7tAV+kB7cC2WZaODnbAcVkAywDPPPDN16tTMzMy+fft6eXmdOHGiSpUqxSvDbmnWrNm+fftmzZpl3IDyUbKyso4dO3bu3LnY2NjY2NiEhISkpKTU1NScnBzA2FPs6+v79NNPh4aGhoaGhoWFlS1b9kmFOCI6ne7YsWMHDx6MiYnJS2BycvKj73F3d/fz86tSpYoxgXXr1m3atKlxRxKgfv36R48eXb58ea9evURcgbXQqVOnjRs3tmvXbsuWLfmPKxgMhrNnz+7Zsycv7QkJCf/0Znd3d+MIR926dVu0aNGoUSPjeJHZKKqtXrlypX///soV+sJoiC9iy7EwkQyzoZIiskGDBiEhIfPmzTP/bcKO2LhxI1C2bNmMjAyDwaDT6Xbt2jV58uTmzZu7u7sXtWJUq1Zt6NChixYtSkxMFH1lYoiPj//888/bt2/v4+Pz5Bx5gz+UhCdNSNNqtWFhYWPGjFmyZImTk1OpUqXkEcEJCQn5b0CZlZW1YcOGfv36GXdQ/QteEAINoCWEQzg8C7X+8gBqxNXVtXnz5rNnzzbXrI8iuKRer//888+V35s3fAxpKvjjo5EN/weBAE5OThMnTpT1LB/0er1xrsm0adPGjh1r3ArkwU8W6kAfeB8Wwa8QDWfgPJyHw7AH1sFMGAlt4BFbcHNz69Kly48//mj3i+qMpKenL1iwoGXLln+ZjVsVhsAsWA9nIPFvdTUD4mEHLIDx0BweuTFVqFChZ8+esbGxoi9OPP+0AeXp06dfe+01f3//R7IGfeD/YGdBTbFkOAI/whhoAE7KBzg5ObVp02blypXF3MOtsC4ZHx8fHh4OoIEBcE1lf3w07sEYcAZo0KDBmTNninPBdoxOp/voo4+MZ3YrBMM7sAHuFzHnuRANX0Cbh3WuXLly06ZNs+Nh9Fu3bkVGRj5sxXhAD1gON0yqt5mwG8bDUw9bl926ddu/f7/oCxXMq6++yiMbUO7cubNjx44PH8DrwDSILYZjJMOP0PXhjapKlSpz5sxJS0szTXChXHLv3r2BgYEAZWCDBf3x0dgPTwN4eXmtXbvWtKu1Y9avX/9wVoCxJ+R30Jsj89fhS6irfLa3t/e7775rZ2NEaWlpkZGRnp6eykU+Bwsh2UxVVw/7YBg8mCUZERHhIKePPJG8PQ+nTZvWsWNHJSme8DqcNKtpJMJceDCnoGLFikuWLDFhqKdgl1y2bJnylP0C3BJkkcZIhgHKPXnWrFkmfUF2yMmTJyMiIpSK8BR8br6f92OxDV4AjdKu/O677+xjHf2SJUuU3gkNvAy7VavAN+E9KAng7Oz8xhtv2HHDPH82btzYvHlz5URoX/gAbquWdh2sgQbKT6RJkyZF3ZK1AJecPXu20hJ+E3KFWmRefKp0lo8ZM6YYX5M9kJub+/HHHytVzR/+Cznq5/8ANFYqXOvWrW36WNH79+8/nLvXAPZYpALfgwnKbJCyZcv+8ssvotNgaU6cOFG7dm0ALfSHmxZJux5WKAPCLi4ukZGRhb/H5+eS//vf/zQaDVqYbZHLKHysVHocHHMlg5GLFy82a9ZMaQG9AXctmH89LFbGFkuWLLl8+XLRyTCFrVu3KovE/OBb0Fm2Dp+E55UHo3feeSc7O1t0PizEjBkzXF1dAZ6BIxa3jmQYpTwPtW3b9tatW4XR/I8u+e2332o0GjTwtcWvpDCxQbkbT5kyxXzfoM2wb98+ZZChLGwS9BXchi5KO2z06NG29fQ9f/58Z2dngCZwXlACc+FTpRq3bdv2/v37orOiLjk5OcqqOQ2MUH+GTD6xBcoDBAcHnz59ukDlT3bJffv2KX7/mbgrKTDWKAPfNtqWMZlFixYp2yV0smwT8onxtfI779KlS2pqqujcFIxOpxszZozyW420eBPy73EAygHUrFnz4sWLotOjFomJiW3btgU0XhrWic65AW5CIwC/kn4Fnmv/BJeMj49X1l2MF30lBcb/KaPeJ06cUOfLtTq++OILpaf431bwCzfGTvBX+sWtfLNVnU43aNAgADdYJDpveXEZagMEBQWdP39edJLMT1paWosWLQDKwR+is50XmdAHwMPDI3+jfNwlc3NzmzZtChBuNcM1+ccggJCQEJtoyBSTuXPnKj3FX4lO+2MRA8EALVq0MHlWmtro9fqRI0cCGm8NO0Vn7LFIgpYAlStXvnz5suhUmZO0tLSWLVsCBMMl0Xl+LHTwGoCXt1c+R9s/7pJffPEFQJCaA/PmjQxlKt/bb7+t8tctmIULF2q1WjQwV3TOnxgXoCJAeHi4dY5FGLfL1nhq2CE6V0+MFGU8JzQ09M6dO6KzZR50Op0yI7IiXBCd4SeGTmlp+fr6/tOKlb+45KVLl7y9vQF+Ei29SHEMXNBqtXa8quHAgQNKX6S1zTd4NM4pXWz/+te/RCfscZYuXQrgCltFZymfSIT6ABEREcVcVGclvP/++wCBcE50bvOJXOgBUKNGjSd2Gf3FJV9++WWAPqJFmxATAerXr2+X+6rdvHlTmfY8RnSeC4wj4AEQFRUlOm0POX78uJeXF1jrhI1H47pyp5k0aZLotBWX9evXa7VanOBX0VktMFKhDkDXrl3/7iEPXfLgwYMajQZvS03yNG+kQxDAqlWrLFsTVEev1xsHB2kJ2aLzXJiIUnrECzPHwgJkZGRUr14dYIjozBQydoILGo1m+/btopNnOrdv3zZu/8MM0fksZFyEAIBvvvnmsWt56JIvvPACwCTRWk2OuQC1atWyrYl7BWLcu5TSNnX3GgJWcxSw8bBTakKG6LQUPj4GqFKlitUOhRVI3759AdqZaTMBy8QygJIlSz625ZrikocPHwYoAXdECzU5sqAywOrVq0XUClW4fv16yZIlAX4Und4iRZLStBd+1OWxY8dcXFzQwn7ROSlS5ChjkmPHjhWbQNPYtGkTgJe1jtjkE50Aunfv/ujlKC6pzIl/W7TEYsaXAC+++KKIiqEKAwYMAOgkOrEmxDqAEiVKiB2uVbb7Gy06GybEYXDG2dnZ5nal1Ol0yvZ9s0Tn0IS4qmyu+uhQMAaDIT09Xdl6/pRoicWMu+COVqu1jxlnZ86ccXJywhUuik6safEiwIQJE0QlcM+ePQC+cE90KkyLIQADBgwQlUDTUKYTVIIs0Qk0Ld5TJrTlXREGg2HJkiUAz4sWZ5boDTBt2jRxlcRs9O7dG+A10Sk1OaJBg5eX182bN4UkUJnM/IHoPJgcF8EVJycnG9p5WqfTKWNlC0Rnz+S4D34Au3btMl4UBoOhf//+AF+KFmeWWAvQokULoVXFDFy8eFGr1eIGV0SntDjRGeC9996zfAKVrnZ/SBKdhOLEawCvvfaa5RNoGlu2bAGobCPzMf4ppgD06NHDeFHo9Xpl/6gzopWZJZLBBRcXl6SkJLHVpZj85z//AegvOp/FjF0AQUFBlp8j/frrr9tDV/sZAF9fX1sZ7O7ZsyfAx6LzVsy4Ac64uromJCQYDAZOnDgBUFG0LDNGM4D169eLrjCmo9PpKlWqBLBLdDKLH9UBfv75Z0sm8GFXu3lPCBASjQF++OEHSybQNBISElxdXXG27LlYKkVHgM8//9xgMGiVB5Om2A/NAY4cOSJah+ns2LHjypUrVFWuxbYZBLBo0SJLlvnLL78kJibSGGpZslh1GAqwfPly0ToKZtOmTdnZ2UQouzfaNoMB1qxZA2jPnDkDUFOoIPNSA0C5LttE6dzprmyqbNt0B9i2bZter7dYmVu3bgWlV9Tm6QQadu7cmZWVJVpKAShp7yBah1loBy4cOHAgKSlJe/r0aVDfJQeB5pFQ9b5o+y65bds2gHaidZiFEKjCnTt3jh49arEy7SqBZSCM9PT0/fv3i5aSHwaDYfv27WAvafeBJuTm5u7cuVN76dIleHgYo4q8DSkPooeaBVUFuHjxopplqMjt27ePHz+Ol7KPlj0QAXnOpT6XL1++cOECAVDPMgWqTzuA3377TbSO/Dh79mxCQgKVLGImliEcYNeuXdrk5GRQ5gepiwt4PwhnNQvyASdSU1N1Op2axaiFcd916j08vtnmaQJw/Phxy5T2559/AtRXztq0BxoCnDx5UrSO/Dh16hRAmGgdZiQM4MyZMw9csoT6Rf4AFaEhfAY5ahakAR8MBkNqaqqaxaiFhfpALIll+0As1NUeD90hAPxhFKjaZ1gTrL4TScV6+wM8D17KsZ0Fv24uagKcPn1aq1iJtzrF5NEXVsMOmAT/VbaDVJESAMoNwNZQfgw1VC7G+689xW5q/s5rgIaYmBjLtO6VBFZXuZjuKItHT8FRmKBmWaHgzPnz5615ACcmJgbUSXsgjFFmehfqdXMRDO5cvXpVq5x5n61aSUYioAmEQHeYDotVLi4LQDkG0ta4evUqwNMqF3PrkW7ibtBVzQd8byhDZmZmQkKCamU85ObNmwBPqVnGdTgEU6AElIMJEKXmj8gNypKbm3vnzh3VyiguijY15gC9BK8o54UU6nVz4QRlMBgMWh8fH4AU1Ur6O66Qq3IRxl6EEhboRzA/ShPYV+VivB70EWfCJhipcnG+ACkplqhnluhEMvztlVSIU7NEq388slzfnSUpAaBVrETV2quHKLgMSbALJkFPNYvLgQxcXFw8PDzULEYtLF3bvodK0FrlUiz4I1e82EfNMipAQ5gCyXADPgOUe7NaWL1LWiLtlsfokqVKlQK4oXJhy6EBlIYh8Ap8oWZZNwACAwPVLENF0tLSADwtVd4CGKF+Kd5gqbZkRkYGgLvKxayGbKgKTZWpTsbzANTCAyA9PV3NMopFTk4OgItoHebFBUCrbHOk6uiZFrbBHciC8zBN+crV4jSAcl02iHJWomW66XfAJWURobpkAFimde/p6Qmgtp9UgtVwEy5AEFSAEDWLSwNQzjizSpTjVy3Zd2cBUgCca9QwTtMQq8WsGOeB1LTVqTRKH4hlHq3mQTewQLPbgj3FluhEAg5DAPjAbngXZqi8nNTqu9pVHOHQQc6D6YOZD6Zk5PO6GUkGcK5VqxaA5RaPqc8xAMX9bRDLueRtWAub1S8I5cej/JBURiklSeVi9sHHcB9CYRb0V7m4JLBul/T19QW4r8JHL4DXH/y3B3hBar6vm5H7ANrnn3/e2dmZ31UoQBS/ASj7VNsgZcqUAYhXv6Tv4Sn1x22AbLiJk5OT0gmuMhUrVgRQe4XqaLgF2XBKfYtMg1u4uroqZ7daJVWqVAF1Bvof264/taDXzcV9uIO3t7fWz8+vYcOGZMMec5chhJMQT/ny5ZU2sg2itILPql/SODinfilAHOQQHBzs7q72kArkJdCeOpHOgp6qVas6O6u6trdYWGKEw8I8GOHQAhEREQAbhQoyFz8DtGvXTqOx1U3HlB/5adE6zMhpsGAfiNIlbU8JNK7Gsu5OJDtOuxbo1q0bwHLIFKrJLHwP0L17d8EyioFySueRJ01dtlGOAFisdV+nTh2NRsMRlbcLsCQHAcLCrHoniTp16jg7O3PUjvru9gA0aNBAOY+7QYMGAEtF76JezNgHULZs2ZycHGG72puDypUrAxwTnU9zRQOALVu2WCyByp1mt+gLN1eEAvz+++8WS6BpPP/88wAbRafLLKGHcgCnTp1S9pYaNmwYwFyLubQ6fA0waNAga+6+KQxt27YF2Cpah1m4A0dxd3dv3txyx1O0a9cOwEIbWqrMJYilZMmSzz77rGgpBaCk3T7q7Z9wg6CgoJo1ayou2bdvX39/f/bAdrHSikEMLMXV1XXkSLXXJKuO0lO8QbQOs7AJ9LRo0cKSC0bbt28PsNpiBarJGoDw8HAnJyfRUgrgxRdfBFil/kYNFuBHyLuivNbytGnTAJ4X3dA1OXqDTZ1cnA8pKSnKpD87OP63BUBUVJQlE5iTk6Ocn7xf9OUXP+oA/PTTT5ZMoMkoQ0zrRSetmJGrbDW0b98+g8Hw0CVTUlKU2VirRUs0IQ6CFnd396tXr4qrIeZk6NChABNEJ7aYcR40eHt7JycnWziBEyZMABgqOgPFjN8BypQpk52dbeEEmsaMGTMAXhadt2LGBoDq1asbHkL7DgAAChpJREFUL4pHr/B///sfQHm4L1plkSJbud9OnDhRRMVQBeUoqNKQKjq9xYkxAEOHDrV8AmNiYjQaDZ5wQ3QSihO9AMaPH2/5BJrGrVu33Nzc0MIp0akrTjQHmDlzpvGi/uKSOp2uWbNmAMNFqyxSfAgQGhqanp4uomKoRePGjQGmi06vyXENPNBqtcePHxeSwK5duwKMEZ0Hk+NPm3xCeuONNwB6is6eybEZIDAwMO8BiMeuMCYmxt3dXTkMVrjcwsR+cEWj0fz6668Wrw/qopzKHQDJopNsWowC6NWrl6gEnjhxQqvV4g7xolNhWnQBGDNmjKgEmsa1a9c8PDzQwFHRCTQh9PAswIwZM/Ku6HGXNBgMX331FaDx1vCnaMUFxjVlTtO4ceMsWA0shzJ7ZrzoPJsQf4IrTk5Op0+fFpjAXr16AbwiOhsmxGYALy+vmzdvCkygaYwdOxagEeSKTmNRYy5A+fLl09LS8i7nCS5pMBgGDhwIEAI3RYvOJ1KhMUDbtm1zc3MtVQEsyqFDh5ycnHCGw6KzXaTIhUYAb7zxhtgEXr58WZktsFZ0TooUaVDlL11jtkVycrKy58hs0ZksUlxTztxevXr1o5fzZJdMT09v2LAhQG24I1r6EyMD2gJUrlz59u3bFvnqxaDclutBtuicFz6+AKhYsaLlh7b/zpw5cwAqwF3RaSl8/AugYcOGtnv737hxI4AXnBWdzEKGDl4E6Nat22PX8mSXNBgMCQkJyvL1BnBP9AU8FhnwktIwjo2NVfnrFkxaWpqyJ9WbotNeyDiobIa6ceNG0ckzGAwGnU7XtGlTgPY28gC4DMDV1fXYsWOik1cs+vfvD1DDRjrW31cGba5fv/7YhfyjSxoMhlu3bim7IYVAjOhryIs7ykTlUqVKnTp1Ss1v2Vo4cuSIsnDlW9HJLzBuQhDAW2+9JTptD7l+/boyyfxd0fkpME6AF8DcuXNFp624pKam1q5dG6Ar6EUnNv/4CbQ4OTk9cRA4P5c0GAzx8fHKTiSlYK/oKzHAaaW/5qmnnjp58qQ6X641smDBAgAP2CP6K8gnUqEpQIsWLaxtFvSOHTucnZ3RwDeis5RPXFaOER88eLDohJmHixcvBgQEALxhxUa5H4235rFx7UcpwCUNBkNKSkqnTp0AnCFS6DPLQuUovueee+7GjRvm/kKtnVGjRgGUgIOia9UTIwPClRuYdQ7LKosmtLBYdK6eGNeV88WaNWuWkZEhOltmY/v27cruy++IzvAT45BynOzQoUP1ev0TL6FglzQYDLm5uePGjdNqtQBNIdbiV3IDOmNkwIABjw7SOw46na5fv34AJeEP0XXrsUiHDgDlypWz5p7i6dOnK/f7RaIz9lhchhrKiE1iYqLoPJmZTZs2ubq6Aoyxsq7hnVASoG/fvjqd7p/0F8oljWzfvj0oKAjABUZDokUuIwtmK2bv6+u7aNEic3xrtkpubq4yAdAL1omuYXlxG5opPd/W3w0yZcoUAA1MsZpnwEPKtN+wsLC7d++KzpAqrFmzRjlCubPVLLr9HlwBevbsmf+OtEVwSYPBcO/evSFDhiiNyjIwS83Rq0xYoPRCAl26dLGtdVoqkZ2dPWTIEAAnmGkFv/PjUBkgODhY7ATywvPVV18pu5D1hRTRCVwKngDh4eH3798XnRsV2bVrl9JHWU/09KBMeFsxlrFjx+bTijRSNJc0Eh0drSz3BnxhPFww6zXcgI+grFJCnTp1tm/fbtL3YrfMnj1buVdFwDVBVU0P89B4aoDGjRtbZ1/kP7Fly5YSviUAKosbEEuCEUolHzJkiLWNd6nBuXPnqlatCuAJcwXd409CGICLi8vXX39dGNmmuKTBYNDr9Rs3bmzVqpXyJWugEXwBl4uh/gbMhzbwYLPR+vXrL1261HYn1qrK2rVrlTtzaVhp8ap2AdopX9PIkSNtcbTh9OnT9evXV7opJ1q8UblBaYN7eXnNnz9fdDIsR3Jy8qBBg5Sq0w5OWjDnaRAJ7gChoaEHDx4spGYTXTKPP/74o3///n85jb4yDID5sLugBY534AB8D8Oh2sMPcHd379q1q/3tXmF2bt682aFDByVrrSy1uUDqw6pWqlSpdevWiU6D6eTk5ERGRipP3+VgnkXGFs4qI13As88+GxMTIzoNAli5cqVyj3eGNyBB5ZzrYJEyk1ej0QwfPjw1NbXwaovrkkbS09NXrlzZo0cPf39/HsMHQqEBtIZwaAMNoCr87Y3e3t4dOnT4/vvv7W+MTz30ev3XX38dGPj/7Z1PSCNXHMc/xuoGUpxUt0hb8A9m6LItVfEfCFECORUsCEEiVKQguBcP2UtOvSy9FA8FvdZDylhUBHspaAwikxYZTRFUREcPUqqFRJNZMLIGjHvI60bXdaubpFbN5/hm3sz8vjPvvfn9fm/ePAQohK9z2Vca8L2IhJhMpt7e3tvlZV+GpmlikTrgMYzAi9wIuAhdwlUqLS0dGhq67b+xy4RoNOr1ekXu+wH05GZl/hfgg0fi9jY0NKiqet1LzU4v+YqTk5OVlZXh4eGenp6WlhYxXFyCJEmNjY1ut3twcFDTtPv8xGRILBbzeDxFRUVpR+aXrDb1NXgK/zgMra2ti4uLN210Nkkmk4qiVFRUCAs/gm9hPUvqPQcftItjFxcXDwwM3NVc9nVZW1vr6OgoKCgAMMGX8BM8z1jzJPwOA/ChkL2mpsbn8/1rouaNZLmXvMjBwYGu66FQaG5uzu/3BwKBUCi0sbERDodzfer7xs7OjsfjSUc/rPAN/Pqu8xBOYBm+g8/TA5vT6Zyenr5s8u1tJ5FIKIpSV1eXNvgLeAbBdxpyNuFH6BTRidRrgdfr3d3dvWlD/3esr6/39fWJqUKAGb6CH+CPa8ZA/oKf4QlUpO9hc3PzxMREJumNgtPT07e87uW5dRiGMTIyMjo6ury8LIregzqww2OQQYaP31QzDluwDToswG9giC1lZWUul6u/v7++vv6/seJmmZ+fVxRlamoqGo2KIjM0w2dgAxk+ASu8D8VwCgbEIXpewL9F1cLCwra2tu7ubrfbfS6Cn+c8+/v7k5OTY2NjwWAwmUyK0hL49IzsH4BFzHMkdkH2P9NHq6ys7OrqcrvdIkeXAfle8s6yubk5Pj7u9/uXlpYSicTrm1NP24Mzjfz49V2qq6sdDofL5XI6nWl3/t6QSCRmZ2dnZmZUVV1dXU2326tRXl5ut9sdDkdnZ6dYayPP1djb2wsEAqqqBoNBXdevXrGkpMRut6dkb2pqEo58xuR7ybvP0dGRpmkLCwu6ruu6vr29HYlELu5mNpttNpssyzabrba2tr29XXxqlQcMw9A07ZWA4XDYMIzDw8Pj42OTySRJksVisVqtZwUU62nlyYxUyE7X9a2trUgkEovF4vF4atS3Wq0Wi0WSpJTmsixXVVXl4q/lLwFi5HdXtHeOOQAAAABJRU5ErkJggg==)

So, minimum 3 swaps are required.

Input : arr[] = { 1, 2, 3 }

Output : 1

Binary tree of the given array:
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After swapping node 1 with node 2.

![dig41](data:image/png;base64,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)

So, only 1 swap required.

## Solution:

The idea is to use the fact that inorder traversal of Binary Search Tree is in increasing order of their value.   
So, find the inorder traversal of the Binary Tree and store it in the array and try to sort the array. The minimum number of swap required to get the array sorted will be the answer. Please refer below post to find minimum number of swaps required to get the array sorted.  
[Minimum number of swaps required to sort an array](https://www.geeksforgeeks.org/minimum-number-swaps-required-sort-array/)  
**Time Complexity:**O(n log n).

// C++ program for Minimum swap required

// to convert binary tree to binary search tree

#include<bits/stdc++.h>

using namespace std;

// Inorder Traversal of Binary Tree

void inorder(int a[], std::vector<int> &v,

int n, int index)

{

// if index is greater or equal to vector size

if(index >= n)

return;

inorder(a, v, n, 2 \* index + 1);

// push elements in vector

v.push\_back(a[index]);

inorder(a, v, n, 2 \* index + 2);

}

// Function to find minimum swaps to sort an array

int minSwaps(std::vector<int> &v)

{

std::vector<pair<int,int> > t(v.size());

int ans = 0;

for(int i = 0; i < v.size(); i++)

t[i].first = v[i], t[i].second = i;

sort(t.begin(), t.end());

for(int i = 0; i < t.size(); i++)

{

// second element is equal to i

if(i == t[i].second)

continue;

else

{

// swaping of elements

swap(t[i].first, t[t[i].second].first);

swap(t[i].second, t[t[i].second].second);

}

// Second is not equal to i

if(i != t[i].second)

--i;

ans++;

}

return ans;

}

// Driver code

int main()

{

int a[] = { 5, 6, 7, 8, 9, 10, 11 };

int n = sizeof(a) / sizeof(a[0]);

std::vector<int> v;

inorder(a, v, n, 0);

cout << minSwaps(v) << endl;

}

# 183. Check if Binary tree is Sum tree or not

Given a Binary Tree. Return **1** if, for every node **X** in the tree other than the leaves, its value is equal to the sum of its left subtree's value and its right subtree's value. Else return **0**.

An empty tree is also a Sum Tree as the sum of an empty tree can be considered to be 0. A leaf node is also considered a Sum Tree.

**Example 1:**

**Input:**

3

/ \

1 2

**Output:** 1

**Explanation:**

The sum of left subtree and right subtree is

1 + 2 = 3, which is the value of the root node.

Therefore,the given binary tree is a **sum tree**.

**Example 2:**

**Input:**

10

/ \

20 30

/ \

10 10

**Output:** 0

**Explanation:**

The given tree is not a sum tree.

For the root node, sum of elements

in left subtree is 40 and sum of elements

in right subtree is 30. Root element = 10

which is not equal to 30+40.

**Your Task:**  
You don't need to read input or print anything. Complete the function **isSumTree()**which takes **root**node as input parameter and returns true if the tree is a SumTree else it returns false.

**Expected Time Complexity:**O(N)  
**Expected Auxiliary Space:** O(Height of the Tree)

**Constraints:**  
1 ≤ number of nodes ≤ 104

## Solution:

**Method 1 (Simple)**  
Get the sum of nodes in the left subtree and right subtree. Check if the sum calculated is equal to the root’s data. Also, recursively check if the left and right subtrees are SumTrees.

// C++ program to check if Binary tree

// is sum tree or not

#include <iostream>

using namespace std;

// A binary tree node has data,

// left child and right child

struct node

{

int data;

struct node\* left;

struct node\* right;

};

// A utility function to get the sum

// of values in tree with root as root

int sum(struct node \*root)

{

if (root == NULL)

return 0;

return sum(root->left) + root->data +

sum(root->right);

}

// Returns 1 if sum property holds for

// the given node and both of its children

int isSumTree(struct node\* node)

{

int ls, rs;

// If node is NULL or it's a leaf

// node then return true

if (node == NULL ||

(node->left == NULL &&

node->right == NULL))

return 1;

// Get sum of nodes in left and

// right subtrees

ls = sum(node->left);

rs = sum(node->right);

// If the node and both of its

// children satisfy the property

// return 1 else 0

if ((node->data == ls + rs) &&

isSumTree(node->left) &&

isSumTree(node->right))

return 1;

return 0;

}

// Helper function that allocates a new node

// with the given data and NULL left and right

// pointers.

struct node\* newNode(int data)

{

struct node\* node = (struct node\*)malloc(

sizeof(struct node));

node->data = data;

node->left = NULL;

node->right = NULL;

return(node);

}

// Driver code

int main()

{

struct node \*root = newNode(26);

root->left = newNode(10);

root->right = newNode(3);

root->left->left = newNode(4);

root->left->right = newNode(6);

root->right->right = newNode(3);

if (isSumTree(root))

cout << "The given tree is a SumTree ";

else

cout << "The given tree is not a SumTree ";

getchar();

return 0;

}

**Output**

The given tree is a SumTree

Time Complexity: O(n^2) in the worst case. The worst-case occurs for a skewed tree.

**Method 2 (Tricky)**  
Method 1 uses sum() to get the sum of nodes in left and right subtrees. Method 2 uses the following rules to get the sum directly.   
1) If the node is a leaf node then the sum of the subtree rooted with this node is equal to the value of this node.   
2) If the node is not a leaf node then the sum of the subtree rooted with this node is twice the value of this node (Assuming that the tree rooted with this node is SumTree).

// C++ program to check if Binary tree

// is sum tree or not

#include<bits/stdc++.h>

using namespace std;

/\* A binary tree node has data,

left child and right child \*/

struct node

{

int data;

node\* left;

node\* right;

};

/\* Utility function to check if

the given node is leaf or not \*/

int isLeaf(node \*node)

{

if(node == NULL)

return 0;

if(node->left == NULL && node->right == NULL)

return 1;

return 0;

}

/\* returns 1 if SumTree property holds for the given

tree \*/

int isSumTree(node\* node)

{

int ls; // for sum of nodes in left subtree

int rs; // for sum of nodes in right subtree

/\* If node is NULL or it's a leaf node then

return true \*/

if(node == NULL || isLeaf(node))

return 1;

if( isSumTree(node->left) && isSumTree(node->right))

{

// Get the sum of nodes in left subtree

if(node->left == NULL)

ls = 0;

else if(isLeaf(node->left))

ls = node->left->data;

else

ls = 2 \* (node->left->data);

// Get the sum of nodes in right subtree

if(node->right == NULL)

rs = 0;

else if(isLeaf(node->right))

rs = node->right->data;

else

rs = 2 \* (node->right->data);

/\* If root's data is equal to sum of nodes in left

and right subtrees then return 1 else return 0\*/

return(node->data == ls + rs);

}

return 0;

}

/\* Helper function that allocates a new node

with the given data and NULL left and right

pointers.

\*/

node\* newNode(int data)

{

node\* node1 = new node();

node1->data = data;

node1->left = NULL;

node1->right = NULL;

return(node1);

}

/\* Driver code \*/

int main()

{

node \*root = newNode(26);

root->left = newNode(10);

root->right = newNode(3);

root->left->left = newNode(4);

root->left->right = newNode(6);

root->right->right = newNode(3);

if(isSumTree(root))

cout << "The given tree is a SumTree ";

else

cout << "The given tree is not a SumTree ";

return 0;

}

**Output:**

The given tree is a SumTree

**Time Complexity:** O(n)

**My Implementation:**

class Solution

{

public:

bool fun(Node\* root, int &sum){

if(!root){

sum = 0;

return true;

}

int lval, rval;

bool l, r;

l = fun(root->left, lval);

r = fun(root->right, rval);

bool res = false;

if((!root->left && !root->right) || (l && r && root->data == lval+rval))

res = true;

sum = lval + rval + root->data;

return res;

}

bool isSumTree(Node\* root)

{

int sum = 0;

return fun(root, sum);

}

};

**Time Complexity:** O(n)

# 184. Check if all leaf nodes are at same level or not

Given a Binary Tree, check if all leaves are at same level or not.

**Example 1:**

**Input:**

1

/ \

2 3

**Output:** 1

**Explanation:**

Leaves 2 and 3 are at same level.

**Example 2:**

**Input:**

10

/ \

20 30

/ \

10 15

**Output:** 0

**Explanation:**

Leaves 10, 15 and 30 are not at same level.

**Your Task:**  
You dont need to read input or print anything. Complete the function **check()** which takes root node as input parameter and returns true/false depending on whether all the leaf nodes are at the same level or not.

**Expected Time Complexity:**O(N)  
**Expected Auxiliary Space:** O(height of tree)

**Constraints:**  
1 ≤ N ≤ 10^3

## Solution:

**Method 1 (Recursive)**

The idea is to first find the level of the leftmost leaf and store it in a variable leafLevel. Then compare level of all other leaves with leafLevel, if same, return true, else return false. We traverse the given Binary Tree in a Preorder fashion. An argument leaflevel is passed to all calls. The value of leafLevel is initialized as 0 to indicate that the first leaf is not yet seen yet. The value is updated when we find first leaf. Level of subsequent leaves (in preorder) is compared with leafLevel.

// C++ program to check if all leaves

// are at same level

#include <bits/stdc++.h>

using namespace std;

// A binary tree node

struct Node

{

int data;

struct Node \*left, \*right;

};

// A utility function to allocate

// a new tree node

struct Node\* newNode(int data)

{

struct Node\* node = (struct Node\*) malloc(sizeof(struct Node));

node->data = data;

node->left = node->right = NULL;

return node;

}

/\* Recursive function which checks whether

all leaves are at same level \*/

bool checkUtil(struct Node \*root,

int level, int \*leafLevel)

{

// Base case

if (root == NULL) return true;

// If a leaf node is encountered

if (root->left == NULL &&

root->right == NULL)

{

// When a leaf node is found

// first time

if (\*leafLevel == 0)

{

\*leafLevel = level; // Set first found leaf's level

return true;

}

// If this is not first leaf node, compare

// its level with first leaf's level

return (level == \*leafLevel);

}

// If this node is not leaf, recursively

// check left and right subtrees

return checkUtil(root->left, level + 1, leafLevel) &&

checkUtil(root->right, level + 1, leafLevel);

}

/\* The main function to check

if all leafs are at same level.

It mainly uses checkUtil() \*/

bool check(struct Node \*root)

{

int level = 0, leafLevel = 0;

return checkUtil(root, level, &leafLevel);

}

// Driver Code

int main()

{

// Let us create tree shown in third example

struct Node \*root = newNode(12);

root->left = newNode(5);

root->left->left = newNode(3);

root->left->right = newNode(9);

root->left->left->left = newNode(1);

root->left->right->left = newNode(1);

if (check(root))

cout << "Leaves are at same level\n";

else

cout << "Leaves are not at same level\n";

getchar();

return 0;

}

**Output:**

Leaves are at same level

**Time Complexity:** The function does a simple traversal of the tree, so the complexity is O(n).

**Method 2 (Iterative)**

It can also be solved by an iterative approach.  
The idea is to iteratively traverse the tree, and when you encounter the first leaf node, store its level in result variable, now whenever you encounter any leaf node, compare its level with previously stored result, they are the same then proceed for the rest of tree, else return false.

// C++ program to check if all leaf nodes are at

// same level of binary tree

#include <bits/stdc++.h>

using namespace std;

// tree node

struct Node {

int data;

Node \*left, \*right;

};

// returns a new tree Node

Node\* newNode(int data)

{

Node\* temp = new Node();

temp->data = data;

temp->left = temp->right = NULL;

return temp;

}

// return true if all leaf nodes are

// at same level, else false

int checkLevelLeafNode(Node\* root)

{

if (!root)

return 1;

// create a queue for level order traversal

queue<Node\*> q;

q.push(root);

int result = INT\_MAX;

int level = 0;

// traverse until the queue is empty

while (!q.empty()) {

int size = q.size();

level += 1;

// traverse for complete level

while(size > 0){

Node\* temp = q.front();

q.pop();

// check for left child

if (temp->left) {

q.push(temp->left);

// if its leaf node

if(!temp->left->right && !temp->left->left){

// if it's first leaf node, then update result

if (result == INT\_MAX)

result = level;

// if it's not first leaf node, then compare

// the level with level of previous leaf node

else if (result != level)

return 0;

}

}

// check for right child

if (temp->right){

q.push(temp->right);

// if it's leaf node

if (!temp->right->left && !temp->right->right)

// if it's first leaf node till now,

// then update the result

if (result == INT\_MAX)

result = level;

// if it is not the first leaf node,

// then compare the level with level

// of previous leaf node

else if(result != level)

return 0;

}

size -= 1;

}

}

return 1;

}

// driver program

int main()

{

// construct a tree

Node\* root = newNode(1);

root->left = newNode(2);

root->right = newNode(3);

root->left->right = newNode(4);

root->right->left = newNode(5);

root->right->right = newNode(6);

int result = checkLevelLeafNode(root);

if (result)

cout << "All leaf nodes are at same level\n";

else

cout << "Leaf nodes not at same level\n";

return 0;

}

**Output:**

All leaf nodes are at same level

**Time Complexity :** O(n)

# 185. Check if a Binary Tree contains duplicate subtrees of size 2 or more [ IMP ]

Given a binary tree, find out whether it contains a duplicate sub-tree of size two or more, or not.

**Example 1 :**

**Input :**

1

/ \

2 3

/ \ \

4 5 2

/ \

4 5

**Output :** 1

**Explanation :**

2

/ \

4 5

is the duplicate sub-tree.

**Example 2 :**

**Input :**

1

/ \

2 3

**Output:** 0

**Explanation:** There is no duplicate sub-tree

in the given binary tree.

**Your Task:**  
You don't need to read input or print anything. Your task is to complete the function **dupSub()** which takes root of the tree as the only arguement and returns 1 if the binary tree contains a duplicate sub-tree of size two or more, else 0.  
**Note:** Two same leaf nodes are not considered as subtree as size of a leaf node is one.

**Constraints:**  
1 ≤ length of string ≤ 100

## Solution:

**[ Method 1]**   
A simple solution is that, we pick every node of tree and try to find is any sub-tree of given tree is present in tree which is identical with that sub-tree. Here we can use below post to find if a subtree is present anywhere else in tree.   
[Check if a binary tree is subtree of another binary tree](https://www.geeksforgeeks.org/check-if-a-binary-tree-is-subtree-of-another-binary-tree/)

**[Method 2 ]( Efficient solution )**   
An Efficient solution based on[tree serialization](https://www.geeksforgeeks.org/serialize-deserialize-binary-tree/) and [hashing](https://www.geeksforgeeks.org/hashing-set-1-introduction/). The idea is to serialize subtrees as strings and store the strings in hash table. Once we find a serialized tree (which is not a leaf) already existing in hash-table, we return true.

Below The implementation of above idea.

// C++ program to find if there is a duplicate

// sub-tree of size 2 or more.

#include<bits/stdc++.h>

using namespace std;

// Separator node

const char MARKER = '$';

// Structure for a binary tree node

struct Node

{

char key;

Node \*left, \*right;

};

// A utility function to create a new node

Node\* newNode(char key)

{

Node\* node = new Node;

node->key = key;

node->left = node->right = NULL;

return node;

}

unordered\_set<string> subtrees;

// This function returns empty string if tree

// contains a duplicate subtree of size 2 or more.

string dupSubUtil(Node \*root)

{

string s = "";

// If current node is NULL, return marker

if (root == NULL)

return s + MARKER;

// If left subtree has a duplicate subtree.

string lStr = dupSubUtil(root->left);

if (lStr.compare(s) == 0)

return s;

// Do same for right subtree

string rStr = dupSubUtil(root->right);

if (rStr.compare(s) == 0)

return s;

// Serialize current subtree

s = s + root->key + lStr + rStr;

// If current subtree already exists in hash

// table. [Note that size of a serialized tree

// with single node is 3 as it has two marker

// nodes.

if (s.length() > 3 &&

subtrees.find(s) != subtrees.end())

return "";

subtrees.insert(s);

return s;

}

// Driver program to test above functions

int main()

{

Node \*root = newNode('A');

root->left = newNode('B');

root->right = newNode('C');

root->left->left = newNode('D');

root->left->right = newNode('E');

root->right->right = newNode('B');

root->right->right->right = newNode('E');

root->right->right->left= newNode('D');

string str = dupSubUtil(root);

(str.compare("") == 0) ? cout << " Yes ": cout << " No " ;

return 0;

}

**Output:**

Yes

**My Implementation:**

class Solution {

public:

int res = 0;

unordered\_set<string> st;

string fun(Node\* root){

string str = "";

if(!root)

return str;

str = "(" + fun(root->left) + root->data + fun(root->right) + ")";

if( (root->left || root->right) && (st.find(str)!=st.end()) )

res = 1;

else

st.insert(str);

return str;

}

/\*This function returns true if the tree contains

a duplicate subtree of size 2 or more else returns false\*/

int dupSub(Node \*root) {

fun(root);

return res;

}

};

# 186. Check if 2 trees are mirror or not

# Symmetric Tree

Given a Binary Tree. Check whether it is Symmetric or not, i.e. whether the binary tree is a **Mirror image of itself** or not.

**Example 1:**

**Input:**

5

/ \

1 1

/ \

2 2

**Output:** True

**Explanation:** Tree is mirror image of

itself i.e. tree is symmetric

**Example 2:**

**Input:**

5

/ \

10 10

/ \ \

20 20 30

**Output:** False

**Your Task:**  
You don't need to read input or print anything. Your task is to complete the function **isSymmetric()** which takes the root of the Binary Tree as its input and returns True if the given Binary Tree is a same as the Mirror image of itself. Else, it returns False.

**Expected Time Complexity:** O(N).  
**Expected Auxiliary Space:** O(Height of the Tree).

**Constraints:**  
0<=Number of nodes<=100

## Solution:

class Solution{

public:

bool pairSymmetric(Node\* root1, Node\* root2){

if(!root1 && !root2)

return true;

if(!root1 || !root2)

return false;

if(root1->data==root2->data && pairSymmetric(root1->left, root2->right) && pairSymmetric(root1->right, root2->left))

return true;

return false;

}

// return true/false denoting whether the tree is Symmetric or not

bool isSymmetric(struct Node\* root)

{

if(!root)

return true;

return pairSymmetric(root->left, root->right);

}

};

# Check if two trees are Mirror

Given two Binary Trees, write a function that returns true if two trees are mirror of each other, else false. For example, the function should return true for following input trees.

![MirrorTree1](data:image/gif;base64,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)

## Solution:

For two trees ‘a’ and ‘b’ to be mirror images, the following three conditions must be true:

1. Their root node’s key must be same
2. Left subtree of root of ‘a’ and right subtree root of ‘b’ are mirror.
3. Right subtree of ‘a’ and left subtree of ‘b’ are mirror.

Below is implementation of above idea.

// C++ program to check if two trees are mirror

// of each other

#include<bits/stdc++.h>

using namespace std;

/\* A binary tree node has data, pointer to

left child and a pointer to right child \*/

struct Node

{

int data;

Node\* left, \*right;

};

/\* Given two trees, return true if they are

mirror of each other \*/

/\*As function has to return bool value instead integer value\*/

bool areMirror(Node\* a, Node\* b)

{

/\* Base case : Both empty \*/

if (a==NULL && b==NULL)

return true;

// If only one is empty

if (a==NULL || b == NULL)

return false;

/\* Both non-empty, compare them recursively

Note that in recursive calls, we pass left

of one tree and right of other tree \*/

return a->data == b->data &&

areMirror(a->left, b->right) &&

areMirror(a->right, b->left);

}

/\* Helper function that allocates a new node \*/

Node\* newNode(int data)

{

Node\* node = new Node;

node->data = data;

node->left = node->right = NULL;

return(node);

}

/\* Driver program to test areMirror() \*/

int main()

{

Node \*a = newNode(1);

Node \*b = newNode(1);

a->left = newNode(2);

a->right = newNode(3);

a->left->left = newNode(4);

a->left->right = newNode(5);

b->left = newNode(3);

b->right = newNode(2);

b->right->left = newNode(5);

b->right->right = newNode(4);

areMirror(a, b)? cout << "Yes" : cout << "No";

return 0;

}

**Output :**

Yes

**Time Complexity :** O(n)

# Check mirror in n-ary tree

Given two n-ary trees, the task is to check if they are the mirror of each other or not. Print “Yes” if they are the mirror of each other else “No”.

**Examples:**

Input : Node = 3, Edges = 2

Edge 1 of first N-ary: 1 2

Edge 2 of first N-ary: 1 3

Edge 1 of second N-ary: 1 3

Edge 2 of second N-ary: 1 2

Output : Yes
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Input : Node = 3, Edges = 2

Edge 1 of first N-ary: 1 2

Edge 2 of first N-ary: 1 3

Edge 1 of second N-ary: 1 2

Edge 2 of second N-ary: 1 3

Output : No

## Solution:

**Approach  1: (Using Hashing)**

The idea is to use an **unordered map of stacks** to check if given N-ary tree are mirror of each other or not.   
Let the first n-ary tree be t1 and the second n-ary tree is t2. For each node in t1, push its connected node in their corresponding stack in the map. Now, for each node in t2, their connected node match with the top of the stack, then pop elements from the stack.

Otherwise, if the node does not match with the top of the stack then it means two trees are not mirror of each other.   
Now, for each corresponding node do the following:

1. Iterate over map of stack

Push all connected nodes of each node of first tree in map of stack.

2. Again iterate over map for each node of second tree

**For example :**

Let us take one node X of second tree

For this node X , check in map which stack is used

a = Top of that stack for node X present in second tree;

b = Connected node of X in second tree

if (a != b)

return false;

pop node X from stack.

// C++ program to check if two n-ary trees are

// mirror.

#include <bits/stdc++.h>

using namespace std;

// Function to check given two trees are mirror

// of each other or not

int checkMirrorTree(int M, int N, int u1[ ],

int v1[ ] , int u2[], int v2[])

{

// Map to store nodes of the tree

unordered\_map<int , stack<int>>mp;

// Traverse first tree nodes

for (int i = 0 ; i < N ; i++ )

{

mp[u1[i]].push(v1[i]);

}

// Traverse second tree nodes

for (int i = 0 ; i < N ; i++)

{

if(mp[u2[i]].top() != v2[i])

return 0;

mp[u2[i]].pop();

}

return 1;

}

// Driver code

int main()

{

int M = 7, N = 6;

//Tree 1

int u1[] = { 1, 1, 1, 10, 10, 10 };

int v1[] = { 10, 7, 3, 4, 5, 6 };

//Tree 2

int u2[] = { 1, 1, 1, 10, 10, 10 };

int v2[] = { 3, 7, 10, 6, 5, 4 };

if(checkMirrorTree(M, N, u1, v1, u2, v2))

cout<<"Yes";

else

cout<<"No";

return 0;

}

**Output**

Yes

**Approach 2: (Using LinkedList):**

The main approach is to use one list of stack and one list of queue to store to value of nodes given in the form of two arrays.

1. Initialize both the lists with empty stack and empty queues respectively.

2. Now, iterate over the lists

Push all connected nodes of each node of first tree in list of stack and second tree list of queue.

3. Now iterate over the array and pop item from both stack and queue and check if they are same, if not same then retur

// Java program to check two n-ary trees are mirror.

import java.io.\*;

import java.util.\*;

class GFG {

// Function to check given two trees are mirror

// of each other or not

static int checkMirrorTree(int n, int e, int[] A, int[] B) {

//Lists to store nodes of the tree

List<Stack<Integer>> s = new ArrayList<>();

List<Queue<Integer>> q = new ArrayList<>();

// initializing both list with empty stack and queue

for (int i = 0; i <= n; i++) {

s.add(new Stack<>());

Queue<Integer> queue = new LinkedList<>();

q.add(queue);

}

// add all nodes of tree 1 to list of stack and tree 2 to list of queue

for (int i = 0; i < 2 \* e; i += 2) {

s.get(A[i]).push(A[i + 1]);

q.get(B[i]).add(B[i + 1]);

}

// now take out the stack and queues

// for each of the nodes and compare them

// one by one

for (int i = 1; i <= n; i++) {

while (!s.get(i).isEmpty() && !q.get(i).isEmpty()) {

int a = s.get(i).pop();

int b = q.get(i).poll();

if (a != b) {

return 0;

}

}

}

return 1;

}

public static void main (String[] args) {

int n = 3;

int e = 2;

int A[] = { 1, 2, 1, 3 };

int B[] = { 1, 3, 1, 2 };

if (checkMirrorTree(n, e, A, B) == 1) {

System.out.println("Yes");

} else {

System.out.println("No");

}

}

}

**Output**

Yes

**My Implementation:**

Given two **n**-ary trees. Check if they are mirror images of each other or not. You are also given **e** denoting the number of edges in both trees, and two arrays, **A[]**and**B[]**. Each array has 2\*e space separated values u,v denoting an edge from u to v for the both trees.

**Example 1:**

**Input:**

**n =** 3, **e =** 2

**A[] =** {1, 2, 1, 3}

**B[] =** {1, 3, 1, 2}

**Output:**

1

**Explanation:**

1 1

/ \ / \

2 3 3 2

As we can clearly see, the second tree

is mirror image of the first.

**Example 2:**

**Input:**

**n =** 3, **e =** 2

**A[] =** {1, 2, 1, 3}

**B[] =** {1, 2, 1, 3}

**Output:**

0

**Explanation:**

1 1

/ \ / \

2 3 2 3

As we can clearly see, the second tree

isn't mirror image of the first.

**Your Task:**  
You don't need to read input or print anything. Your task is to complete the function **checkMirrorTree()** which takes 2 Integers n, and e;  and two arrays A[] and B[] of size 2\*e as input and returns 1 if the trees are mirror images of each other and 0 if not.

**Expected Time Complexity:** O(n)  
**Expected Auxiliary Space:** O(n)

**Constraints:**  
1 <= n,e <= 105

Below Implementation is based on level order traversal:

class Solution {

public:

int checkMirrorTree(int n, int e, int A[], int B[]) {

queue<int> q;

stack<pair<int, int>> st;

int i=0,j=0,res=1;

q.push(A[0]);

while(!q.empty() && i<e){

int n = q.size();

while(n--){

int a = q.front();

q.pop();

while(i<e && A[2\*i]==a){

st.push(make\_pair(A[2\*i],A[2\*i+1]));

q.push(A[2\*i+1]);

i++;

}

}

while(!st.empty()){

pair<int, int> p = st.top();

st.pop();

if(p.first!=B[2\*j] || p.second!=B[2\*j+1]){

//cout<<p.first<<" "<<p.second<<" "<<j<<endl;

res = 0;

break;

}

j++;

}

if(!res)

break;

}

return res;

}

};

# 187. Sum of Nodes on the Longest path from root to leaf node

Given a binary tree of size **N.** Your task is to complete the function **sumOfLongRootToLeafPath(),** that find the sum of all nodes on the longest path from root to leaf node.  
If two or more paths compete for the longest path, then the path having maximum sum of nodes is being considered.

**Example 1:**

**Input:**

4

/ \

2 5

/ \ / \

7 1 2 3

/

6

**Output:** 13

**Explanation:**

**4**

/ \

**2** 5

/ \ / \

7 **1** 2 3

/

**6**

The highlighted nodes **(4, 2, 1, 6)** above are

part of the longest root to leaf path having

sum = (4 + 2 + 1 + 6) = 13

**Example 2:**

**Input:**

  1

  / \

  2 3

  / \ / \

  4 5 6 7

**Output:** 11

**Your Task:**  
You don't need to read input or print anything. Your task is to complete the function **sumOfLongRootToLeafPath()**which takes root node of the tree as input parameter and returns an integer denoting the sum of the longest root to leaf path of the tree. If the tree is empty, return 0.

**Expected Time Complexity:** O(N)  
**Expected Auxiliary Space:** O(N)

**Constraints:**  
1 <= Number of nodes <= 104  
1 <= Data of a node <= 104

## Solution:

**Approach:** Recursively find the length and sum of nodes of each root to leaf path and accordingly update the maximum sum.  
**Algorithm:** 

**sumOfLongRootToLeafPath(root, sum, len, maxLen, maxSum)**

if root == NULL

if maxLen < len

maxLen = len

maxSum = sum

else if maxLen == len && maxSum is less than sum

maxSum = sum

return

sumOfLongRootToLeafPath(root-left, sum + root-data,

len + 1, maxLen, maxSum)

sumOfLongRootToLeafPath(root-right, sum + root-data,

len + 1, maxLen, maxSum)

**sumOfLongRootToLeafPathUtil(root)**

if (root == NULL)

return 0

Declare maxSum = Minimum Integer

Declare maxLen = 0

sumOfLongRootToLeafPath(root, 0, 0, maxLen, maxSum)

return maxSum

// C++ implementation to find the sum of nodes

// on the longest path from root to leaf node

#include <bits/stdc++.h>

using namespace std;

// Node of a binary tree

struct Node {

int data;

Node\* left, \*right;

};

// function to get a new node

Node\* getNode(int data)

{

// allocate memory for the node

Node\* newNode = (Node\*)malloc(sizeof(Node));

// put in the data

newNode->data = data;

newNode->left = newNode->right = NULL;

return newNode;

}

// function to find the sum of nodes on the

// longest path from root to leaf node

void sumOfLongRootToLeafPath(Node\* root, int sum,

int len, int& maxLen, int& maxSum)

{

// if true, then we have traversed a

// root to leaf path

if (!root) {

// update maximum length and maximum sum

// according to the given conditions

if (maxLen < len) {

maxLen = len;

maxSum = sum;

} else if (maxLen == len && maxSum < sum)

maxSum = sum;

return;

}

// recur for left subtree

sumOfLongRootToLeafPath(root->left, sum + root->data,

len + 1, maxLen, maxSum);

// recur for right subtree

sumOfLongRootToLeafPath(root->right, sum + root->data,

len + 1, maxLen, maxSum);

}

// utility function to find the sum of nodes on

// the longest path from root to leaf node

int sumOfLongRootToLeafPathUtil(Node\* root)

{

// if tree is NULL, then sum is 0

if (!root)

return 0;

int maxSum = INT\_MIN, maxLen = 0;

// finding the maximum sum 'maxSum' for the

// maximum length root to leaf path

sumOfLongRootToLeafPath(root, 0, 0, maxLen, maxSum);

// required maximum sum

return maxSum;

}

// Driver program to test above

int main()

{

// binary tree formation

Node\* root = getNode(4); /\* 4 \*/

root->left = getNode(2); /\* / \ \*/

root->right = getNode(5); /\* 2 5 \*/

root->left->left = getNode(7); /\* / \ / \ \*/

root->left->right = getNode(1); /\* 7 1 2 3 \*/

root->right->left = getNode(2); /\* / \*/

root->right->right = getNode(3); /\* 6 \*/

root->left->right->left = getNode(6);

cout << "Sum = "

<< sumOfLongRootToLeafPathUtil(root);

return 0;

}

**Output**

Sum = 13

**Time Complexity:** O(n)

**Another Approach:**Using level order traversal

1. Create a structure containing the current Node, level and sum in the path.
2. Push the root element with level 0 and sum as the root’s data.
3. Pop the front element and update the maximum level sum and maximum level if needed.
4. Push the left and right nodes if exists.
5. Do the same for all the nodes in tree.

#include <bits/stdc++.h>

using namespace std;

//Building a tree node having left and right pointers set to null initially

struct Node

{

Node\* left;

Node\* right;

int data;

//constructor to set the data of the newly created tree node

Node(int element){

data = element;

this->left = nullptr;

this->right = nullptr;

}

};

int longestPathLeaf(Node\* root){

/\* structure to store current Node,it's level and sum in the path\*/

struct Element{

Node\* data;

int level;

int sum;

};

/\*

maxSumLevel stores maximum sum so far in the path

maxLevel stores maximum level so far

\*/

int maxSumLevel = root->data,maxLevel = 0;

/\* queue to implement level order traversal \*/

list<Element> que;

Element e;

/\* Each element variable stores the current Node, it's level, sum in the path \*/

e.data = root;

e.level = 0;

e.sum = root->data;

/\* push the root element\*/

que.push\_back(e);

/\* do level order traversal on the tree\*/

while(!que.empty()){

Element front = que.front();

Node\* curr = front.data;

que.pop\_front();

/\* if the level of current front element is greater than the maxLevel so far then update maxSum\*/

if(front.level > maxLevel){

maxSumLevel = front.sum;

maxLevel = front.level;

}

/\* if another path competes then update if the sum is greater than the previous path of same height\*/

else if(front.level == maxLevel && front.sum > maxSumLevel)

maxSumLevel = front.sum;

/\* push the left element if exists\*/

if(curr->left){

e.data = curr->left;

e.sum = e.data->data;

e.sum += front.sum;

e.level = front.level+1;

que.push\_back(e);

}

/\*push the right element if exists\*/

if(curr->right){

e.data = curr->right;

e.sum = e.data->data;

e.sum += front.sum;

e.level = front.level+1;

que.push\_back(e);

}

}

/\*return the answer\*/

return maxSumLevel;

}

//Helper function

int main() {

Node\* root = new Node(4);

root->left = new Node(2);

root->right = new Node(5);

root->left->left = new Node(7);

root->left->right = new Node(1);

root->right->left = new Node(2);

root->right->right = new Node(3);

root->left->right->left = new Node(6);

cout << longestPathLeaf(root) << "\n";

return 0;

}

**Output**

13

***Time Complexity:****O(N)*  
***Auxiliary Space:****O(N)*

# 188. Check if given graph is tree or not. [ IMP ]

Write a function that returns true if a given undirected graph is tree and false otherwise. For example, the following graph is a tree.
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But the following graph is not a tree. 
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## Solution:

An undirected graph is tree if it has following properties.   
1) There is no cycle.   
2) The graph is connected.  
For an undirected graph we can either use [BFS](https://www.geeksforgeeks.org/breadth-first-traversal-for-a-graph/)or [DFS](https://www.geeksforgeeks.org/depth-first-traversal-for-a-graph/)to detect above two properties.  
**How to detect cycle in an undirected graph?**   
We can either use BFS or DFS. For every visited vertex ‘v’, if there is an adjacent ‘u’ such that u is already visited and u is not parent of v, then there is a cycle in graph. If we don’t find such an adjacent for any vertex, we say that there is no cycle (See[Detect cycle in an undirected graph](https://www.geeksforgeeks.org/detect-cycle-undirected-graph/) for more details).  
**How to check for connectivity?**   
Since the graph is undirected, we can start BFS or DFS from any vertex and check if all vertices are reachable or not. If all vertices are reachable, then graph is connected, otherwise not.

// A C++ Program to check whether a graph is tree or not

#include<iostream>

#include <list>

#include <limits.h>

using namespace std;

// Class for an undirected graph

class Graph

{

int V; // No. of vertices

list<int> \*adj; // Pointer to an array for adjacency lists

bool isCyclicUtil(int v, bool visited[], int parent);

public:

Graph(int V); // Constructor

void addEdge(int v, int w); // to add an edge to graph

bool isTree(); // returns true if graph is tree

};

Graph::Graph(int V)

{

this->V = V;

adj = new list<int>[V];

}

void Graph::addEdge(int v, int w)

{

adj[v].push\_back(w); // Add w to v’s list.

adj[w].push\_back(v); // Add v to w’s list.

}

// A recursive function that uses visited[] and parent to

// detect cycle in subgraph reachable from vertex v.

bool Graph::isCyclicUtil(int v, bool visited[], int parent)

{

// Mark the current node as visited

visited[v] = true;

// Recur for all the vertices adjacent to this vertex

list<int>::iterator i;

for (i = adj[v].begin(); i != adj[v].end(); ++i)

{

// If an adjacent is not visited, then recur for

// that adjacent

if (!visited[\*i])

{

if (isCyclicUtil(\*i, visited, v))

return true;

}

// If an adjacent is visited and not parent of current

// vertex, then there is a cycle.

else if (\*i != parent)

return true;

}

return false;

}

// Returns true if the graph is a tree, else false.

bool Graph::isTree()

{

// Mark all the vertices as not visited and not part of

// recursion stack

bool \*visited = new bool[V];

for (int i = 0; i < V; i++)

visited[i] = false;

// The call to isCyclicUtil serves multiple purposes.

// It returns true if graph reachable from vertex 0

// is cyclcic. It also marks all vertices reachable

// from 0.

if (isCyclicUtil(0, visited, -1))

return false;

// If we find a vertex which is not reachable from 0

// (not marked by isCyclicUtil(), then we return false

for (int u = 0; u < V; u++)

if (!visited[u])

return false;

return true;

}

// Driver program to test above functions

int main()

{

Graph g1(5);

g1.addEdge(1, 0);

g1.addEdge(0, 2);

g1.addEdge(0, 3);

g1.addEdge(3, 4);

g1.isTree()? cout << "Graph is Tree\n":

cout << "Graph is not Tree\n";

Graph g2(5);

g2.addEdge(1, 0);

g2.addEdge(0, 2);

g2.addEdge(2, 1);

g2.addEdge(0, 3);

g2.addEdge(3, 4);

g2.isTree()? cout << "Graph is Tree\n":

cout << "Graph is not Tree\n";

return 0;

}

**Output:**

Graph is Tree

Graph is not Tree

# 189. [Find Largest subtree sum in a tree](https://www.geeksforgeeks.org/find-largest-subtree-sum-tree/)

Given a binary tree, task is to find subtree with maximum sum in tree.  
**Examples:** 

Input : 1

/ \

2 3

/ \ / \

4 5 6 7

Output : 28

As all the tree elements are positive,

the largest subtree sum is equal to

sum of all tree elements.

Input : 1

/ \

-2 3

/ \ / \

4 5 -6 2

Output : 7

Subtree with largest sum is : -2

/ \

4 5

Also, entire tree sum is also 7.

## Solution:

**Approach :**Do post order traversal of the binary tree. At every node, find left subtree value and right subtree value recursively. The value of subtree rooted at current node is equal to sum of current node value, left node subtree sum and right node subtree sum. Compare current subtree sum with overall maximum subtree sum so far.

**Implementation :**

// C++ program to find largest subtree

// sum in a given binary tree.

#include <bits/stdc++.h>

using namespace std;

// Structure of a tree node.

struct Node {

int key;

Node \*left, \*right;

};

// Function to create new tree node.

Node\* newNode(int key)

{

Node\* temp = new Node;

temp->key = key;

temp->left = temp->right = NULL;

return temp;

}

// Helper function to find largest

// subtree sum recursively.

int findLargestSubtreeSumUtil(Node\* root, int& ans)

{

// If current node is null then

// return 0 to parent node.

if (root == NULL)

return 0;

// Subtree sum rooted at current node.

int currSum = root->key +

findLargestSubtreeSumUtil(root->left, ans)

+ findLargestSubtreeSumUtil(root->right, ans);

// Update answer if current subtree

// sum is greater than answer so far.

ans = max(ans, currSum);

// Return current subtree sum to

// its parent node.

return currSum;

}

// Function to find largest subtree sum.

int findLargestSubtreeSum(Node\* root)

{

// If tree does not exist,

// then answer is 0.

if (root == NULL)

return 0;

// Variable to store maximum subtree sum.

int ans = INT\_MIN;

// Call to recursive function to

// find maximum subtree sum.

findLargestSubtreeSumUtil(root, ans);

return ans;

}

// Driver function

int main()

{

/\*

1

/ \

/ \

-2 3

/ \ / \

/ \ / \

4 5 -6 2

\*/

Node\* root = newNode(1);

root->left = newNode(-2);

root->right = newNode(3);

root->left->left = newNode(4);

root->left->right = newNode(5);

root->right->left = newNode(-6);

root->right->right = newNode(2);

cout << findLargestSubtreeSum(root);

return 0;

}

**Output:**

7

**Time Complexity:**O(n), where n is number of nodes.   
**Auxiliary Space:**O(n), function call stack size.

# 190. Maximum Sum of nodes in Binary tree such that no two are adjacent

Given a binary tree with a value associated with each node, we need to choose a subset of these nodes such that sum of chosen nodes is maximum under a constraint that no two chosen node in subset should be directly connected that is, if we have taken a node in our sum then we can’t take its any children or parents in consideration and vice versa.

![http://cdncontribute.geeksforgeeks.org/wp-content/uploads/nodeSubsetWithMaxSum.png](data:image/png;base64,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)

**Example 1:**

**Input:**

11

  / \

  1 2

**Output:** 11

**Explanation:** The maximum sum is sum of

node 11.

**Example 2:**

**Input:**

1

**/ \**

2 3

  / / \

  4 5 6

**Output:** 16

**Explanation:** The maximum sum is sum of

nodes 1 4 5 6, i.e 16. These nodes are

non adjacent.

**Your Task:**  
You don't need to read input or print anything. You just have to complete function **getMaxSum()**which accepts root node of the tree as parameter and returns the maximum sum as described.

**Expected Time Complexity:**O(Number of nodes in the tree).  
**Expected Auxiliary Space:**O(Height of the Tree).

**Constraints:**  
1 ≤ Number of nodes in the tree ≤ 10000

1 ≤ Value of each node ≤ 100000

## Solution:

**Method 1**  
We can solve this problem by considering the fact that both node and its children can’t be in sum at the same time, so when we take a node into our sum we will call recursively for its grandchildren or if we don’t take this node then we will call for all its children nodes and finally we will choose maximum from both of the results.   
It can be seen easily that the above approach can lead to solving the same subproblem many times, for example in the above diagram node 1 calls node 4 and 5 when its value is chosen and node 3 also calls them when its value is not chosen so these nodes are processed more than once. We can stop solving these nodes more than once by memoizing the result at all nodes.   
In the below code, a map is used for memorizing the result which stores the result of the complete subtree rooted at a node in the map so that if it is called again, the value is not calculated again instead stored value from the map is returned directly.

Please see the below code for a better understanding.

// C++ program to find maximum sum from a subset of

// nodes of binary tree

#include <bits/stdc++.h>

using namespace std;

/\* A binary tree node structure \*/

struct node

{

int data;

struct node \*left, \*right;

};

/\* Utility function to create a new Binary Tree node \*/

struct node\* newNode(int data)

{

struct node \*temp = new struct node;

temp->data = data;

temp->left = temp->right = NULL;

return temp;

}

// Declaration of methods

int sumOfGrandChildren(node\* node);

int getMaxSum(node\* node);

int getMaxSumUtil(node\* node, map<struct node\*, int>& mp);

// method returns maximum sum possible from subtrees rooted

// at grandChildrens of node 'node'

int sumOfGrandChildren(node\* node, map<struct node\*, int>& mp)

{

int sum = 0;

// call for children of left child only if it is not NULL

if (node->left)

sum += getMaxSumUtil(node->left->left, mp) +

getMaxSumUtil(node->left->right, mp);

// call for children of right child only if it is not NULL

if (node->right)

sum += getMaxSumUtil(node->right->left, mp) +

getMaxSumUtil(node->right->right, mp);

return sum;

}

// Utility method to return maximum sum rooted at node 'node'

int getMaxSumUtil(node\* node, map<struct node\*, int>& mp)

{

if (node == NULL)

return 0;

// If node is already processed then return calculated

// value from map

if (mp.find(node) != mp.end())

return mp[node];

// take current node value and call for all grand children

int incl = node->data + sumOfGrandChildren(node, mp);

// don't take current node value and call for all children

int excl = getMaxSumUtil(node->left, mp) +

getMaxSumUtil(node->right, mp);

// choose maximum from both above calls and store that in map

mp[node] = max(incl, excl);

return mp[node];

}

// Returns maximum sum from subset of nodes

// of binary tree under given constraints

int getMaxSum(node\* node)

{

if (node == NULL)

return 0;

map<struct node\*, int> mp;

return getMaxSumUtil(node, mp);

}

// Driver code to test above methods

int main()

{

node\* root = newNode(1);

root->left = newNode(2);

root->right = newNode(3);

root->right->left = newNode(4);

root->right->right = newNode(5);

root->left->left = newNode(1);

cout << getMaxSum(root) << endl;

return 0;

}

**Output**

11

This article is contributed by Utkarsh Trivedi.

**Method 2 (Using pair)**   
Return a pair for each node in the binary tree such that the first of the pair indicates maximum sum when the data of a node is included and the second indicates maximum sum when the data of a particular node is not included.

// C++ program to find maximum sum in Binary Tree

// such that no two nodes are adjacent.

#include<iostream>

using namespace std;

class Node

{

public:

int data;

Node\* left, \*right;

Node(int data)

{

this->data = data;

left = NULL;

right = NULL;

}

};

pair<int, int> maxSumHelper(Node \*root)

{

if (root==NULL)

{

pair<int, int> sum(0, 0);

return sum;

}

pair<int, int> sum1 = maxSumHelper(root->left);

pair<int, int> sum2 = maxSumHelper(root->right);

pair<int, int> sum;

// This node is included (Left and right children

// are not included)

sum.first = sum1.second + sum2.second + root->data;

// This node is excluded (Either left or right

// child is included)

sum.second = max(sum1.first, sum1.second) +

max(sum2.first, sum2.second);

return sum;

}

int maxSum(Node \*root)

{

pair<int, int> res = maxSumHelper(root);

return max(res.first, res.second);

}

// Driver code

int main()

{

Node \*root= new Node(10);

root->left= new Node(1);

root->left->left= new Node(2);

root->left->left->left= new Node(1);

root->left->right= new Node(3);

root->left->right->left= new Node(4);

root->left->right->right= new Node(5);

cout << maxSum(root);

return 0;

}

**Output**

21

**Time complexity**: O(n)

**Method 3(**Using dynamic programming**)**

Store the maximum sum by including a node or excluding the node in a dp array or unordered map. Recursively calls for grandchildren of nodes if the node is included or calls for neighbours if the node is excluded.

// C++ program to find maximum sum in Binary Tree

// such that no two nodes are adjacent.

#include<iostream>

#include<bits/stdc++.h>

using namespace std;

class Node

{

public:

int data;

Node\* left, \*right;

Node(int data)

{

this->data = data;

left = NULL;

right = NULL;

}

};

//declare map /dp array as global

unordered\_map<Node \*, int> umap;

int maxSum(Node \* root)

{

//base case

if(!root)return 0;

//if the max sum from the node is already in map,return the value

if(umap[root])return umap[root];

//if the current node(root) is included in result

//then find maximum sum

int inc =root->data;

//if left of node exsists, addd their grandchildren

if(root->left)

{

inc+=maxSum(root->left->left) + maxSum(root->left->right);

}

//if right of node exsist,add their grandchildren

if(root->right)

{

inc+=maxSum(root->right->left)+maxSum(root->right->right);

}

//if the current node(root) is excluded, find the maximum sum

int ex=maxSum(root->left)+maxSum(root->right);

//store the maximum of including & excluding the node in map

umap[root]=max(inc,ex);

}

// Driver code

int main()

{

Node \*root= new Node(10);

root->left= new Node(1);

root->left->left= new Node(2);

root->left->left->left= new Node(1);

root->left->right= new Node(3);

root->left->right->left= new Node(4);

root->left->right->right= new Node(5);

cout << maxSum(root);

return 0;

}

**Output**

21

**Time complexity:**O(n)  
**Auxiliary** **Space:**O(n)

# 191. Print all "K" Sum paths in a Binary tree

A binary tree and a number k are given. Print every path in the tree with sum of the nodes in the path as k.   
A path can start from any node and end at any node and must be downward only, i.e. they need not be root node and leaf node; and negative numbers can also be there in the tree.  
**Examples:** 

Input : k = 5

Root of below binary tree:

1

/ \

3 -1

/ \ / \

2 1 4 5

/ / \ \

1 1 2 6

Output :

3 2

3 1 1

1 3 1

4 1

1 -1 4 1

-1 4 2

5

1 -1 5

## Solution:

Kindly note that this problem is significantly different from [finding k-sum path from root to leaves](https://www.geeksforgeeks.org/print-paths-root-specified-sum-binary-tree/). Here each node can be treated as root, hence the path can start and end at any node.  
The basic idea to solve the problem is to do a preorder traversal of the given tree. We also need a container (vector) to keep track of the path that led to that node. At each node we check if there are any path that sums to k, if any we print the path and proceed recursively to print each path.  
Below is the implementation of the same.

// C++ program to print all paths with sum k.

#include <bits/stdc++.h>

using namespace std;

// utility function to print contents of

// a vector from index i to it's end

void printVector(const vector<int>& v, int i)

{

for (int j = i; j < v.size(); j++)

cout << v[j] << " ";

cout << endl;

}

// binary tree node

struct Node {

int data;

Node \*left, \*right;

Node(int x)

{

data = x;

left = right = NULL;

}

};

// This function prints all paths that have sum k

void printKPathUtil(Node\* root, vector<int>& path, int k)

{

// empty node

if (!root)

return;

// add current node to the path

path.push\_back(root->data);

// check if there's any k sum path

// in the left sub-tree.

printKPathUtil(root->left, path, k);

// check if there's any k sum path

// in the right sub-tree.

printKPathUtil(root->right, path, k);

// check if there's any k sum path that

// terminates at this node

// Traverse the entire path as

// there can be negative elements too

int f = 0;

for (int j = path.size() - 1; j >= 0; j--) {

f += path[j];

// If path sum is k, print the path

if (f == k)

printVector(path, j);

}

// Remove the current element from the path

path.pop\_back();

}

// A wrapper over printKPathUtil()

void printKPath(Node\* root, int k)

{

vector<int> path;

printKPathUtil(root, path, k);

}

// Driver code

int main()

{

Node\* root = new Node(1);

root->left = new Node(3);

root->left->left = new Node(2);

root->left->right = new Node(1);

root->left->right->left = new Node(1);

root->right = new Node(-1);

root->right->left = new Node(4);

root->right->left->left = new Node(1);

root->right->left->right = new Node(2);

root->right->right = new Node(5);

root->right->right->right = new Node(2);

int k = 5;

printKPath(root, k);

return 0;

}

**Output:**   
 3 2

3 1 1

1 3 1

4 1

1 -1 4 1

-1 4 2

5

1 -1 5

**Time Complexity: O(n\*h\*h)**, as maximum size of path vector can be h

**Space Complexity: O(h)**

# 192. Find LCA in a Binary tree

Given a Binary Tree with all **unique** values and two nodes value**n1** and **n2**. The task is to find the**lowestcommon ancestor** of the given two nodes. We may assume that either both n1 and n2 are present in the tree or none of them is present.

**Example 1:**

**Input:**n1 = 2 , n2 = 3

1

/\

2 3

**Output:**

1

**Explanation:**LCA of 2 and 3 is 1.

**Example 2:**

**Input:**n1 = 3 , n2 = 4

5

/

2

/\

3 4

**Output:**

2

**Explanation:** LCA of 3 and 4 is 2.

**Your Task:**  
You don't have to read input or print anything. Your task is tocomplete the function **lca()**that takes nodes, **n1, and n2** as parameters and returns **LCA**node as output. Otherwise return a node with value **-1** if both **n1**and **n2**is not present in the tree.

**Expected Time Complexity:**O(N).  
**Expected Auxiliary Space:**O(Height of Tree).

**Constraints:**  
1 ≤ Number of nodes ≤ 105  
1 ≤ Data of a node ≤ 105

## Solution:

We have discussed an efficient solution to find [LCA in Binary Search Tree](https://www.geeksforgeeks.org/lowest-common-ancestor-in-a-binary-search-tree/). In Binary Search Tree, using BST properties, we can find LCA in O(h) time where h is the height of the tree. Such an implementation is not possible in Binary Tree as keys Binary Tree nodes don’t follow any order. The following are different approaches to find LCA in Binary Tree.

**Method 1 (By Storing root to n1 and root to n2 paths):**   
Following is a simple O(n) algorithm to find LCA of n1 and n2.   
**1)**Find a path from the root to n1 and store it in a vector or array.   
**2)**Find a path from the root to n2 and store it in another vector or array.   
**3)** Traverse both paths till the values in arrays are the same. Return the common element just before the mismatch.

Following is the implementation of the above algorithm.

// C++ Program for Lowest Common Ancestor in a Binary Tree

// A O(n) solution to find LCA of two given values n1 and n2

#include <iostream>

#include <vector>

using namespace std;

// A Binary Tree node

struct Node

{

int key;

struct Node \*left, \*right;

};

// Utility function creates a new binary tree node with given key

Node \* newNode(int k)

{

Node \*temp = new Node;

temp->key = k;

temp->left = temp->right = NULL;

return temp;

}

// Finds the path from root node to given root of the tree, Stores the

// path in a vector path[], returns true if path exists otherwise false

bool findPath(Node \*root, vector<int> &path, int k)

{

// base case

if (root == NULL) return false;

// Store this node in path vector. The node will be removed if

// not in path from root to k

path.push\_back(root->key);

// See if the k is same as root's key

if (root->key == k)

return true;

// Check if k is found in left or right sub-tree

if ( (root->left && findPath(root->left, path, k)) ||

(root->right && findPath(root->right, path, k)) )

return true;

// If not present in subtree rooted with root, remove root from

// path[] and return false

path.pop\_back();

return false;

}

// Returns LCA if node n1, n2 are present in the given binary tree,

// otherwise return -1

int findLCA(Node \*root, int n1, int n2)

{

// to store paths to n1 and n2 from the root

vector<int> path1, path2;

// Find paths from root to n1 and root to n1. If either n1 or n2

// is not present, return -1

if ( !findPath(root, path1, n1) || !findPath(root, path2, n2))

return -1;

/\* Compare the paths to get the first different value \*/

int i;

for (i = 0; i < path1.size() && i < path2.size() ; i++)

if (path1[i] != path2[i])

break;

return path1[i-1];

}

// Driver program to test above functions

int main()

{

// Let us create the Binary Tree shown in above diagram.

Node \* root = newNode(1);

root->left = newNode(2);

root->right = newNode(3);

root->left->left = newNode(4);

root->left->right = newNode(5);

root->right->left = newNode(6);

root->right->right = newNode(7);

cout << "LCA(4, 5) = " << findLCA(root, 4, 5);

cout << "\nLCA(4, 6) = " << findLCA(root, 4, 6);

cout << "\nLCA(3, 4) = " << findLCA(root, 3, 4);

cout << "\nLCA(2, 4) = " << findLCA(root, 2, 4);

return 0;

}

**Output:**

LCA(4, 5) = 2

LCA(4, 6) = 1

LCA(3, 4) = 1

LCA(2, 4) = 2

***Time Complexity:***The time complexity of the above solution is O(n). The tree is traversed twice, and then path arrays are compared.   
Thanks to *Ravi Chandra Enaganti* for suggesting the initial solution based on this method.

**Method 2 (Using Single Traversal)**   
Method 1 finds LCA in O(n) time but requires three tree traversals plus extra spaces for path arrays. If we assume that the keys n1 and n2 are present in Binary Tree, we can find LCA using a single traversal of Binary Tree and without extra storage for path arrays.   
The idea is to traverse the tree starting from the root. If any of the given keys (n1 and n2) matches with the root, then the root is LCA (assuming that both keys are present). If the root doesn’t match with any of the keys, we recur for the left and right subtree. The node which has one key present in its left subtree and the other key present in the right subtree is the LCA. If both keys lie in the left subtree, then the left subtree has LCA also, otherwise, LCA lies in the right subtree.

/\* C++ Program to find LCA of n1 and n2 using one traversal of Binary Tree \*/

#include <iostream>

using namespace std;

// A Binary Tree Node

struct Node

{

struct Node \*left, \*right;

int key;

};

// Utility function to create a new tree Node

Node\* newNode(int key)

{

Node \*temp = new Node;

temp->key = key;

temp->left = temp->right = NULL;

return temp;

}

// This function returns pointer to LCA of two given values n1 and n2.

// This function assumes that n1 and n2 are present in Binary Tree

struct Node \*findLCA(struct Node\* root, int n1, int n2)

{

// Base case

if (root == NULL) return NULL;

// If either n1 or n2 matches with root's key, report

// the presence by returning root (Note that if a key is

// ancestor of other, then the ancestor key becomes LCA

if (root->key == n1 || root->key == n2)

return root;

// Look for keys in left and right subtrees

Node \*left\_lca = findLCA(root->left, n1, n2);

Node \*right\_lca = findLCA(root->right, n1, n2);

// If both of the above calls return Non-NULL, then one key

// is present in once subtree and other is present in other,

// So this node is the LCA

if (left\_lca && right\_lca) return root;

// Otherwise check if left subtree or right subtree is LCA

return (left\_lca != NULL)? left\_lca: right\_lca;

}

// Driver program to test above functions

int main()

{

// Let us create binary tree given in the above example

Node \* root = newNode(1);

root->left = newNode(2);

root->right = newNode(3);

root->left->left = newNode(4);

root->left->right = newNode(5);

root->right->left = newNode(6);

root->right->right = newNode(7);

cout << "LCA(4, 5) = " << findLCA(root, 4, 5)->key;

cout << "\nLCA(4, 6) = " << findLCA(root, 4, 6)->key;

cout << "\nLCA(3, 4) = " << findLCA(root, 3, 4)->key;

cout << "\nLCA(2, 4) = " << findLCA(root, 2, 4)->key;

return 0;

}

**Output:**

LCA(4, 5) = 2

LCA(4, 6) = 1

LCA(3, 4) = 1

LCA(2, 4) = 2

***Time Complexity:***The time complexity of the above solution is O(n) as the method does a simple tree traversal in a bottom-up fashion.

Note that the above method assumes that keys are present in Binary Tree. If one key is present and the other is absent, then it returns the present key as LCA (Ideally should have returned NULL).

We can extend this method to handle all cases bypassing two boolean variables v1 and v2. v1 is set as true when n1 is present in the tree and v2 is set as true if n2 is present in the tree.

/\* C++ program to find LCA of n1 and n2 using one traversal of Binary Tree.

It handles all cases even when n1 or n2 is not there in Binary Tree \*/

#include <iostream>

using namespace std;

// A Binary Tree Node

struct Node

{

struct Node \*left, \*right;

int key;

};

// Utility function to create a new tree Node

Node\* newNode(int key)

{

Node \*temp = new Node;

temp->key = key;

temp->left = temp->right = NULL;

return temp;

}

// This function returns pointer to LCA of two given values n1 and n2.

// v1 is set as true by this function if n1 is found

// v2 is set as true by this function if n2 is found

struct Node \*findLCAUtil(struct Node\* root, int n1, int n2, bool &v1, bool &v2)

{

// Base case

if (root == NULL) return NULL;

// If either n1 or n2 matches with root's key, report the presence

// by setting v1 or v2 as true and return root (Note that if a key

// is ancestor of other, then the ancestor key becomes LCA)

if (root->key == n1)

{

v1 = true;

return root;

}

if (root->key == n2)

{

v2 = true;

return root;

}

// Look for keys in left and right subtrees

Node \*left\_lca = findLCAUtil(root->left, n1, n2, v1, v2);

Node \*right\_lca = findLCAUtil(root->right, n1, n2, v1, v2);

// If both of the above calls return Non-NULL, then one key

// is present in once subtree and other is present in other,

// So this node is the LCA

if (left\_lca && right\_lca) return root;

// Otherwise check if left subtree or right subtree is LCA

return (left\_lca != NULL)? left\_lca: right\_lca;

}

// Returns true if key k is present in tree rooted with root

bool find(Node \*root, int k)

{

// Base Case

if (root == NULL)

return false;

// If key is present at root, or in left subtree or right subtree,

// return true;

if (root->key == k || find(root->left, k) || find(root->right, k))

return true;

// Else return false

return false;

}

// This function returns LCA of n1 and n2 only if both n1 and n2 are present

// in tree, otherwise returns NULL;

Node \*findLCA(Node \*root, int n1, int n2)

{

// Initialize n1 and n2 as not visited

bool v1 = false, v2 = false;

// Find lca of n1 and n2 using the technique discussed above

Node \*lca = findLCAUtil(root, n1, n2, v1, v2);

// Return LCA only if both n1 and n2 are present in tree

if (v1 && v2 || v1 && find(lca, n2) || v2 && find(lca, n1))

return lca;

// Else return NULL

return NULL;

}

// Driver program to test above functions

int main()

{

// Let us create binary tree given in the above example

Node \* root = newNode(1);

root->left = newNode(2);

root->right = newNode(3);

root->left->left = newNode(4);

root->left->right = newNode(5);

root->right->left = newNode(6);

root->right->right = newNode(7);

Node \*lca = findLCA(root, 4, 5);

if (lca != NULL)

cout << "LCA(4, 5) = " << lca->key;

else

cout << "Keys are not present ";

lca = findLCA(root, 4, 10);

if (lca != NULL)

cout << "\nLCA(4, 10) = " << lca->key;

else

cout << "\nKeys are not present ";

return 0;

}

**Output:**

LCA(4, 5) = 2

Keys are not present

# 193. Find distance between 2 nodes in a Binary tree

Given a binary tree and two node values your task is to find the minimum distance between them.

**Example 1:**

**Input:**

1

  / \

  2 3

a = 2, b = 3

**Output:** 2

**Explanation:** The tree formed is:

      1

     /   \

   2     3

We need the distance between 2 and 3.

Being at node 2, we need to take two

steps ahead in order to reach node 3.

The path followed will be:

2 -> 1 -> 3. Hence, the result is 2.

**Your Task:**  
You don't need to read input or print anything. Your task is to complete the function **findDist()**which takes the **root**node of the Tree and the two node values **a** and **b** as input parameters and returns the minimum distance between the nodes represented by the two given node values.

**Expected Time Complexity:**O(N).  
**Expected Auxiliary Space:**O(Height of the Tree).

**Constraints:**  
1 <= Number of nodes <= 104  
1 <= Data of a node <= 105

## Solution:

The distance between two nodes can be obtained in terms of [lowest common ancestor](https://www.geeksforgeeks.org/lowest-common-ancestor-binary-tree-set-1/). Following is the formula.

**Dist(n1, n2) = Dist(root, n1) + Dist(root, n2) - 2\*Dist(root, lca)**

'n1' and 'n2' are the two given keys

'root' is root of given Binary Tree.

'lca' is lowest common ancestor of n1 and n2

Dist(n1, n2) is the distance between n1 and n2.

Following is the implementation of the above approach. The implementation is adopted from the last code provided in [Lowest Common Ancestor Post](https://www.geeksforgeeks.org/lowest-common-ancestor-binary-tree-set-1/).

/\* C++ program to find distance between n1 and n2 using

one traversal \*/

#include <iostream>

using namespace std;

// A Binary Tree Node

struct Node

{

struct Node \*left, \*right;

int key;

};

// Utility function to create a new tree Node

Node\* newNode(int key)

{

Node \*temp = new Node;

temp->key = key;

temp->left = temp->right = NULL;

return temp;

}

// Returns level of key k if it is present in tree,

// otherwise returns -1

int findLevel(Node \*root, int k, int level)

{

// Base Case

if (root == NULL)

return -1;

// If key is present at root, or in left subtree

// or right subtree, return true;

if (root->key == k)

return level;

int l = findLevel(root->left, k, level+1);

return (l != -1)? l : findLevel(root->right, k, level+1);

}

// This function returns pointer to LCA of two given

// values n1 and n2. It also sets d1, d2 and dist if

// one key is not ancestor of other

// d1 --> To store distance of n1 from root

// d2 --> To store distance of n2 from root

// lvl --> Level (or distance from root) of current node

// dist --> To store distance between n1 and n2

Node \*findDistUtil(Node\* root, int n1, int n2, int &d1,

int &d2, int &dist, int lvl)

{

// Base case

if (root == NULL) return NULL;

// If either n1 or n2 matches with root's key, report

// the presence by returning root (Note that if a key is

// ancestor of other, then the ancestor key becomes LCA

if (root->key == n1)

{

d1 = lvl;

return root;

}

if (root->key == n2)

{

d2 = lvl;

return root;

}

// Look for n1 and n2 in left and right subtrees

Node \*left\_lca = findDistUtil(root->left, n1, n2,

d1, d2, dist, lvl+1);

Node \*right\_lca = findDistUtil(root->right, n1, n2,

d1, d2, dist, lvl+1);

// If both of the above calls return Non-NULL, then

// one key is present in once subtree and other is

// present in other. So this node is the LCA

if (left\_lca && right\_lca)

{

dist = d1 + d2 - 2\*lvl;

return root;

}

// Otherwise check if left subtree or right subtree

// is LCA

return (left\_lca != NULL)? left\_lca: right\_lca;

}

// The main function that returns distance between n1

// and n2. This function returns -1 if either n1 or n2

// is not present in Binary Tree.

int findDistance(Node \*root, int n1, int n2)

{

// Initialize d1 (distance of n1 from root), d2

// (distance of n2 from root) and dist(distance

// between n1 and n2)

int d1 = -1, d2 = -1, dist;

Node \*lca = findDistUtil(root, n1, n2, d1, d2,

dist, 1);

// If both n1 and n2 were present in Binary

// Tree, return dist

if (d1 != -1 && d2 != -1)

return dist;

// If n1 is ancestor of n2, consider n1 as root

// and find level of n2 in subtree rooted with n1

if (d1 != -1)

{

dist = findLevel(lca, n2, 0);

return dist;

}

// If n2 is ancestor of n1, consider n2 as root

// and find level of n1 in subtree rooted with n2

if (d2 != -1)

{

dist = findLevel(lca, n1, 0);

return dist;

}

return -1;

}

// Driver program to test above functions

int main()

{

// Let us create binary tree given in the

// above example

Node \* root = newNode(1);

root->left = newNode(2);

root->right = newNode(3);

root->left->left = newNode(4);

root->left->right = newNode(5);

root->right->left = newNode(6);

root->right->right = newNode(7);

root->right->left->right = newNode(8);

cout << "Dist(4, 5) = " << findDistance(root, 4, 5);

cout << "nDist(4, 6) = " << findDistance(root, 4, 6);

cout << "nDist(3, 4) = " << findDistance(root, 3, 4);

cout << "nDist(2, 4) = " << findDistance(root, 2, 4);

cout << "nDist(8, 5) = " << findDistance(root, 8, 5);

return 0;

}

**Output:**

Dist(4, 5) = 2

Dist(4, 6) = 4

Dist(3, 4) = 3

Dist(2, 4) = 1

Dist(8, 5) = 5

***Time Complexity:*** Time complexity of the above solution is O(n) as the method does a single tree traversal.

**Better Solution :**  
We first find the LCA of two nodes. Then we find the distance from LCA to two nodes.

/\* C++ Program to find distance between n1 and n2

using one traversal \*/

#include <iostream>

using namespace std;

// A Binary Tree Node

struct Node {

struct Node \*left, \*right;

int key;

};

// Utility function to create a new tree Node

Node\* newNode(int key)

{

Node\* temp = new Node;

temp->key = key;

temp->left = temp->right = NULL;

return temp;

}

Node\* LCA(Node\* root, int n1, int n2)

{

// Your code here

if (root == NULL)

return root;

if (root->key == n1 || root->key == n2)

return root;

Node\* left = LCA(root->left, n1, n2);

Node\* right = LCA(root->right, n1, n2);

if (left != NULL && right != NULL)

return root;

if (left == NULL && right == NULL)

return NULL;

if (left != NULL)

return LCA(root->left, n1, n2);

return LCA(root->right, n1, n2);

}

// Returns level of key k if it is present in

// tree, otherwise returns -1

int findLevel(Node\* root, int k, int level)

{

if (root == NULL)

return -1;

if (root->key == k)

return level;

int left = findLevel(root->left, k, level + 1);

if (left == -1)

return findLevel(root->right, k, level + 1);

return left;

}

int findDistance(Node\* root, int a, int b)

{

// Your code here

Node\* lca = LCA(root, a, b);

int d1 = findLevel(lca, a, 0);

int d2 = findLevel(lca, b, 0);

return d1 + d2;

}

// Driver program to test above functions

int main()

{

// Let us create binary tree given in

// the above example

Node\* root = newNode(1);

root->left = newNode(2);

root->right = newNode(3);

root->left->left = newNode(4);

root->left->right = newNode(5);

root->right->left = newNode(6);

root->right->right = newNode(7);

root->right->left->right = newNode(8);

cout << "Dist(4, 5) = " << findDistance(root, 4, 5);

cout << "\nDist(4, 6) = " << findDistance(root, 4, 6);

cout << "\nDist(3, 4) = " << findDistance(root, 3, 4);

cout << "\nDist(2, 4) = " << findDistance(root, 2, 4);

cout << "\nDist(8, 5) = " << findDistance(root, 8, 5);

return 0;

}

**Output**

Dist(4, 5) = 2

Dist(4, 6) = 4

Dist(3, 4) = 3

Dist(2, 4) = 1

Dist(8, 5) = 5

Thanks to NILMADHAB MONDAL for suggesting this solution.

**Another Better Solution (one pass):**

We know that distance between two node(let suppose n1 and n2) = distance between LCA and n1 + distance between LCA and n2.

A general solution using above formula that may come to your mind is  :

*int findDistance(Node\* root, int n1, int n2) {*

*if (!root) return 0;*

*if (root->data == n1 || root->data == n2)*

*return 1;*

*int left = findDistance(root->left, n1, n2);*

*int right = findDistance(root->right, n1, n2);*

*if (left  && right)*

*return left + right;*

*else if (left || right)*

*return max(left, right) + 1;*

*return 0;*

*}*

But this solution has a flaw (a missing edge case)  when  n2 is Descendant of n1 or n1 is Descendant of n2.

Below is dry run of above code with edge case example :
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In the above binary tree expected output is 2 but the function will give output as 3. This situation is overcome in the solution code given below :

**Note :** both n1 and n2 should be present in Binary Tree.

/\* C++ Program to find distance between n1 and n2

using one traversal \*/

#include <iostream>

using namespace std;

// A Binary Tree Node

struct Node {

struct Node \*left, \*right;

int key;

};

// Utility function to create a new tree Node

Node\* newNode(int key)

{

Node\* temp = new Node;

temp->key = key;

temp->left = temp->right = NULL;

return temp;

}

//Global variable to store distance

//between n1 and n2.

int ans;

//Function that finds distance between two node.

int \_findDistance(Node\* root, int n1, int n2)

{

if (!root) return 0;

int left = \_findDistance(root->left, n1, n2);

int right = \_findDistance(root->right, n1, n2);

//if any node(n1 or n2) is found

if (root->key == n1 || root->key == n2)

{

//check if their is any descendant(n1 or n2)

//if decendant exist then distance between descendant

//and current root will be our answer.

if (left || right)

{

ans = max(left, right);

return 0;

}

else

return 1;

}

//if current root is LCA of n1 and n2.

else if (left && right)

{

ans = left + right;

return 0;

}

//if their is a descendent(n1 or n2).

else if (left || right)

//increment its distance

return max(left, right) + 1;

//if neither n1 nor n2 exist as descendant.

return 0;

}

// The main function that returns distance between n1

// and n2.

int findDistance(Node\* root, int n1, int n2)

{

ans = 0;

\_findDistance(root, n1, n2);

return ans;

}

// Driver program to test above functions

int main()

{

// Let us create binary tree given in

// the above example

Node\* root = newNode(1);

root->left = newNode(2);

root->right = newNode(3);

root->left->left = newNode(4);

root->left->right = newNode(5);

root->right->left = newNode(6);

root->right->right = newNode(7);

root->right->left->right = newNode(8);

cout << "Dist(4, 5) = " << findDistance(root, 4, 5);

cout << "\nDist(4, 6) = " << findDistance(root, 4, 6);

cout << "\nDist(3, 4) = " << findDistance(root, 3, 4);

cout << "\nDist(2, 4) = " << findDistance(root, 2, 4);

cout << "\nDist(8, 5) = " << findDistance(root, 8, 5);

return 0;

}

**Output**

Dist(4, 5) = 2

Dist(4, 6) = 4

Dist(3, 4) = 3

Dist(2, 4) = 1

Dist(8, 5) = 5

# 194. Kth Ancestor of node in a Binary tree

Given a binary tree of size  **N**, a **node** and a positive integer **k**., Your task is to complete the function **kthAncestor()**, the function should return the **kth** ancestor of the given node in the binary tree. If there does not exist any such ancestor then return -1.

**Example 1:**
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**Input:**

K = 2

Node = 4

**Output:** 1

**Explanation:**

Since, K is 2 and node is 4, so we

first need to locate the node and

look k times its ancestors.

Here in this Case node 4 has 1 as his

2nd Ancestor aka the Root of the tree.

**Example 2:**

**Input:**

k=1

node=3

1

/ \

2 3

**Output:**

1

**Explanation:**

K=1 and node=3 ,Kth ancestor of node 3 is 1.

**Expected Time Complexity:** O(N)  
**Expected Auxiliary Space:** O(N)

**Constraints:**  
1<=N<=104  
1<= K <= 100

## Solution:

The idea to do this is to first traverse the binary tree and store the ancestor of each node in an array of size n. For example, suppose the array is anecestor[n]. Then at index i, ancestor[i] will store the ancestor of ith node. So, the 2nd ancestor of ith node will be ancestor[ancestor[i]] and so on. We will use this idea to calculate the kth ancestor of the given node. We can use [level order traversal](https://www.geeksforgeeks.org/level-order-tree-traversal/) to populate this array of ancestors.

Below is the implementation of above idea.

/\* C++ program to calculate Kth ancestor of given node \*/

#include <iostream>

#include <queue>

using namespace std;

// A Binary Tree Node

struct Node

{

int data;

struct Node \*left, \*right;

};

// function to generate array of ancestors

void generateArray(Node \*root, int ancestors[])

{

// There will be no ancestor of root node

ancestors[root->data] = -1;

// level order traversal to

// generate 1st ancestor

queue<Node\*> q;

q.push(root);

while(!q.empty())

{

Node\* temp = q.front();

q.pop();

if (temp->left)

{

ancestors[temp->left->data] = temp->data;

q.push(temp->left);

}

if (temp->right)

{

ancestors[temp->right->data] = temp->data;

q.push(temp->right);

}

}

}

// function to calculate Kth ancestor

int kthAncestor(Node \*root, int n, int k, int node)

{

// create array to store 1st ancestors

int ancestors[n+1] = {0};

// generate first ancestor array

generateArray(root,ancestors);

// variable to track record of number of

// ancestors visited

int count = 0;

while (node!=-1)

{

node = ancestors[node];

count++;

if(count==k)

break;

}

// print Kth ancestor

return node;

}

// Utility function to create a new tree node

Node\* newNode(int data)

{

Node \*temp = new Node;

temp->data = data;

temp->left = temp->right = NULL;

return temp;

}

// Driver program to test above functions

int main()

{

// Let us create binary tree shown in above diagram

Node \*root = newNode(1);

root->left = newNode(2);

root->right = newNode(3);

root->left->left = newNode(4);

root->left->right = newNode(5);

int k = 2;

int node = 5;

// print kth ancestor of given node

cout<<kthAncestor(root,5,k,node);

return 0;

}

**Output:**

1

**Time Complexity** : O( n )   
**Auxiliary Space** : O( n )

**Method 2:** In this method first we will get an element whose ancestor has to be searched and from that node, we will decrement count one by one till we reach that ancestor node.   
for example –

consider the tree given below:-

         (1)

        /    \

      (4)   (2)

     /    \      \

   (3)  (7)    (6)

              \

              (8)

Then check if k=0 if yes then return that element as an ancestor else climb a level up and reduce k (k = k-1).  
**Initially k = 2**   
First we search for 8 then,   
at 8 => check if(k == 0) but k = 2 so k = k-1 => k = 2-1 = 1 and climb a level up i.e. at 7   
at 7 => check if(k == 0) but k = 1 so k = k-1 => k = 1-1 = 0 and climb a level up i.e. at 4   
at 4 => check if(k == 0) yes k = 0 return this node as ancestor.

// C++ program for finding

// kth ancestor of a particular node

#include<bits/stdc++.h>

using namespace std;

// Structure for a node

struct node{

int data;

struct node \*left, \*right;

node(int x)

{

data = x;

left = right = NULL;

}

};

// Program to find kth ancestor

bool ancestor(struct node\* root, int item, int &k)

{

if(root == NULL)

return false;

// Element whose ancestor is to be searched

if(root->data == item)

{

//reduce count by 1

k = k-1;

return true;

}

else

{

// Checking in left side

bool flag = ancestor(root->left,item,k);

if(flag)

{

if(k == 0)

{

// If count = 0 i.e. element is found

cout<<"["<<root->data<<"] ";

return false;

}

// if count !=0 i.e. this is not the

// ancestor we are searching for

// so decrement count

k = k-1;

return true;

}

// Similarly Checking in right side

bool flag2 = ancestor(root->right,item,k);

if(flag2)

{

if(k == 0)

{

cout<<"["<<root->data<<"] ";

return false;

}

k = k-1;

return true;

}

}

}

// Driver Code

int main()

{

struct node\* root = new node(1);

root->left = new node(4);

root->left->right = new node(7);

root->left->left = new node(3);

root->left->right->left = new node(8);

root->right = new node(2);

root->right->right = new node(6);

int item,k;

item = 3;

k = 1;

int loc = k;

bool flag = ancestor(root,item,k);

if(flag)

cout<<"Ancestor doesn't exist\n";

else

cout<<"is the "<<loc<<"th ancestor of ["<<

item<<"]"<<endl;

return 0;

}

**Output**

[4] is the 1th ancestor of [3]

**Approach 2:**

We have discussed a BFS based solution for this problem in our [previous](https://www.geeksforgeeks.org/kth-ancestor-node-binary-tree/) article. If you observe that solution carefully, you will see that the basic approach was to first find the node and then backtrack to the kth parent. The same thing can be done using recursive [DFS](https://www.geeksforgeeks.org/depth-first-traversal-for-a-graph/) without using an extra array.   
The idea of using DFS is to first find the given node in the tree and then backtrack k times to reach to the kth ancestor, once we have reached the kth parent, we will simply print the node and return NULL.   
Below is the implementation of above idea:

/\* C++ program to calculate Kth ancestor of given node \*/

#include <bits/stdc++.h>

using namespace std;

// A Binary Tree Node

struct Node

{

int data;

struct Node \*left, \*right;

};

// temporary node to keep track of Node returned

// from previous recursive call during backtrack

Node\* temp = NULL;

// recursive function to calculate Kth ancestor

Node\* kthAncestorDFS(Node \*root, int node , int &k)

{

// Base case

if (!root)

return NULL;

if (root->data == node||

(temp = kthAncestorDFS(root->left,node,k)) ||

(temp = kthAncestorDFS(root->right,node,k)))

{

if (k > 0)

k--;

else if (k == 0)

{

// print the kth ancestor

cout<<"Kth ancestor is: "<<root->data;

// return NULL to stop further backtracking

return NULL;

}

// return current node to previous call

return root;

}

}

// Utility function to create a new tree node

Node\* newNode(int data)

{

Node \*temp = new Node;

temp->data = data;

temp->left = temp->right = NULL;

return temp;

}

// Driver program to test above functions

int main()

{

// Let us create binary tree shown in above diagram

Node \*root = newNode(1);

root->left = newNode(2);

root->right = newNode(3);

root->left->left = newNode(4);

root->left->right = newNode(5);

int k = 2;

int node = 5;

// print kth ancestor of given node

Node\* parent = kthAncestorDFS(root,node,k);

// check if parent is not NULL, it means

// there is no Kth ancestor of the node

if (parent)

cout << "-1";

return 0;

}

**Output:**

Kth ancestor is: 1

**Time Complexity**: O(n), where n is the number of nodes in the binary tree.

**Approach 3:** First we find the path of given key data from the root and we will store it into a [vector](https://www.geeksforgeeks.org/vector-in-cpp-stl/) then we simply return the kth index of the vector from the last.   
Below is the implementation of the above approach:

// C++ implementation of the approach

#include <bits/stdc++.h>

using namespace std;

// Structure of Tree

struct node {

node \*left, \*right;

int data;

};

// To create a new node

node\* newNode(int data)

{

node\* temp = new node;

temp->left = temp->right = NULL;

temp->data = data;

return temp;

}

// Function to find the path from

// root to the target node

bool RootToNode(node\* root, int key, vector<int>& v)

{

if (root == NULL)

return false;

// Add current node to the path

v.push\_back(root->data);

// If current node is the target node

if (root->data == key)

return true;

// If the target node exists in

// the left or the right sub-tree

if (RootToNode(root->left, key, v)

|| RootToNode(root->right, key, v))

return true;

// Remove the last inserted node as

// it is not a part of the path

// from root to target

v.pop\_back();

return false;

}

// Driver code

int main()

{

struct node\* root = newNode(1);

root->left = newNode(2);

root->right = newNode(3);

root->left->left = newNode(4);

root->left->right = newNode(5);

root->right->left = newNode(6);

root->right->right = newNode(7);

// Given node

int target = 4;

// Vector to store the path from

// root to the given node

vector<int> v;

// Find the path from root to the target node

RootToNode(root, target, v);

int k = 2;

// Print the Kth ancestor

if (k > v.size() - 1 || k <= 0)

cout << -1;

else

cout << v[v.size() - 1 - k];

}

**Output:**

1

# 195. Find all Duplicate subtrees in a Binary tree [ IMP ]

Given a binary tree of size **N**, your task is to that find all duplicate subtrees from the given binary tree.  
  
**Example:**

**Input :** ![http://contribute.geeksforgeeks.org/wp-content/uploads/tree1-1.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAIoAAACKCAYAAAB1h9JkAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAPtSURBVHhe7dzLcatAEEZh5aSoiIRkiIQwlIPWXA1IMmBu+efVw3Sfxbex7LLLOsVjpsXt+Xx2wF8IBRJCgYRQICEUSAgFEkKBhFAgIRRICAUSQoGEUCAJHcqjqbr7/d7dq6Z7LLyOH2FDaetXIHU7xEIofwp/6iEUDaEQioRQCEVCKIQiIRRCkYQNpQ8k3RqPve6Clr4XHFEgIhRICAUSQoGEUCAhFEgIBRJCgYRQIIkTyqPpqnvdtUuvzfSrtqzSToQJJb35VfNYfO23tqvFqKIIEkp646uueSy9tmxdWP7FCKWt159K0qmKXeWvAKE8uqZadzT5SHO1dbv8WjT+Q0lHk61Hhj0/64z7UPYdFbYfjbzxHcoR1xlbrm8cch1KOprsv3NZf8fkkd9QViyw/YUFuAgXszgEoUBCKJAQCiSEAgmhQEIokBAKJIQCSfmh9Cuwnw+aGyy1T37fS5Dd5cJDme7u9kvtpm9c+v0xZlYKD2XmwP0dTZwNQ1ehWG3e9b/nfeqJMlfrJ5Q0N2I+OT+ceiLE4iOULJG8BRlsKj6U4TSQ6zM4HFEKkS4mR7eqBtcN4+uTJMqU/m3pi8AcoUBCKJAQCiSEAgmhQEIokBAKJIQCSXmhmD+KYsXMifnfZqe4UMwfbrPqiQjTQSpPygrFfDBpwxMRnO4mFxVK2pCz3and8nTILT9zfQWFYv8GbA3TPujzFRNKv71vekjfMQ+b4RR5tkJCyXCRuPNaw9sTJcsIxfwC8YAwV90tXV8BoaxYxzjKIeshGf7uE10/FPNFrAPfYPO//TzFXMwiL0KBhFAgIRRICAUSQoGEUCAhFEgIBZKLhfL+0LnJauawAmvxwfa5tGFo8ry5A10olPfSeW2z7D2ZGenHAmzeuGFcot4+wpDJZUL5zptk2R8x2sD7zqnsmHXJ5BqhjAd9coRiMmg0jpFQNkj/wNE/zTyU4bro7KPJdDySUNZLYbwvKOfOn+WwieR7kb6kkIn929IXs7I6ovSnG4tIlnBE2c8olOEWdcbslEcocIpQICEUSAgFEkKBhFAgIRRICAUSQoEkTigmO8R+hQllunuLtYKEUt7eytXECCVtNBaynX9VAUKZDUZhE/+hmE/M+eQ+FG/PUsvFdyjplpijySFch7L6qdP4L7+hsMB2KP8XszgEoUBCKJAQCiSEAgmhQEIokBAKJIQCiZtQ+ic2ZXs6gX8+QulHCequtni8VlAOQvmMORo9hy2o4kP52SEmlDOVHcpkFpZQzlRwKEMYv56alDCsdLjb0hfLxBHlTIQCiaNQcCZCgYRQICEUSAgFEkKBhFAgIRRICAUSQoHg2f0DRuA68zqYFngAAAAASUVORK5CYII=)

**Output :** 2 4

  4

**Explanation:** Above Trees are two

duplicate subtrees.i.e ![http://contribute.geeksforgeeks.org/wp-content/uploads/tree2-1.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAD0AAABACAYAAACp3n/2AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAFCSURBVGhD7drBccMgEIVh90RVVEIzVEIZ9KDzOqtxbIUwjifSsjvz3uG7WFz+QbIA+7Ztm6BhNApGo2A0CkaH0KvklCTtstQ+GXNSsOguNb9Ce82ScpX+a9w5sW/vfdaLtNm1E0JH7zNd2vTaGXGjW/l6pq+fZRUz2jBYhYveb2nDYBUsukl5vq5ecu2Tsf8XLHoNRqNgNApGo2A0Cv9oXWcb7JnfcY9uJUlp82tWfKONDgn+4hqtO6qrNxOfcIzWHdX6WVZu0VZHQZ9wiv556rmaT7S+ppxmWTlE6yyvf00drY92WIyM3L7IPDEaBaNRMBoFo1EYRz9+kHNegY0Mox9r7OK/7ByZRT/3ywHW2iOb6OPZF0b0cEAAEa2Rwz8JvnnuoY9usw8vBfNMH0FGB8RoFIxGwWgUjEbBaBSA0ZvcAQ2/mqi2h8vlAAAAAElFTkSuQmCC) and ![http://contribute.geeksforgeeks.org/wp-content/uploads/tree3.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADEAAAAhCAYAAABwSkOHAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAACVSURBVFhH7dPBCQQhDIVhe0pVqSTNpJJgFenB81uEPezB28ywyfCEDxz1MD/oWGuhO0ZUwYgqGFEFI6q4OSJgIhB15HH/GTdGJFwFZtY3Il0hFljRNSIdKobY854R+xopPL/fLSP2T+/HfGBxOP+AcVq8pO2b+PWKiD9gRBWMqIIRVTCiCkZUwYgq3hEx50R3A+0H8AEPwTP6sI0VfgAAAABJRU5ErkJggg==)

Therefore,you need to return above trees

root in the form of a list.

**Your Task:**  
You don't need to take input. Just complete the function**printAllDups()**that takes the root **node**as a parameter and returns an array of Node\*, which contains all the duplicate subtree.  
**Note:** Here the Output of every Node printed in the Pre-Order tree traversal format.

**Constraints:**  
1<=T<=100  
1<=N<=100

## Solution:

The idea is to use [hashing](https://www.geeksforgeeks.org/hashing-data-structure/). We store [inorder traversals](https://www.geeksforgeeks.org/tree-traversals-inorder-preorder-and-postorder/) of subtrees in a hash. Since simple inorder traversal cannot uniquely identify a tree, we use symbols like ‘(‘ and ‘)’ to represent NULL nodes.   
We pass an [Unordered Map in C++](https://www.geeksforgeeks.org/unordered_map-in-stl-and-its-applications/) as an argument to the helper function which recursively calculates inorder string and increases its count in map. If any string gets repeated, then it will imply duplication of the subtree rooted at that node so push that node in the Final result and return the vector of these nodes.

// C++ program to find averages of all levels

// in a binary tree.

#include <bits/stdc++.h>

using namespace std;

/\* A binary tree node has data, pointer to

left child and a pointer to right child \*/

struct Node {

int data;

struct Node\* left, \*right;

};

string inorder(Node\* node, unordered\_map<string, int>& m)

{

if (!node)

return "";

string str = "(";

str += inorder(node->left, m);

str += to\_string(node->data);

str += inorder(node->right, m);

str += ")";

// Subtree already present (Note that we use

// unordered\_map instead of unordered\_set

// because we want to print multiple duplicates

// only once, consider example of 4 in above

// subtree, it should be printed only once.

if (m[str] == 1)

cout << node->data << " ";

m[str]++;

return str;

}

// Wrapper over inorder()

void printAllDups(Node\* root)

{

unordered\_map<string, int> m;

inorder(root, m);

}

/\* Helper function that allocates a

new node with the given data and

NULL left and right pointers. \*/

Node\* newNode(int data)

{

Node\* temp = new Node;

temp->data = data;

temp->left = temp->right = NULL;

return temp;

}

// Driver code

int main()

{

Node\* root = NULL;

root = newNode(1);

root->left = newNode(2);

root->right = newNode(3);

root->left->left = newNode(4);

root->right->left = newNode(2);

root->right->left->left = newNode(4);

root->right->right = newNode(4);

printAllDups(root);

return 0;

}

**Output:**

4 2

**Time Complexity:**O(N^2)  Since string copying takes O(n) extra time.

**Auxiliary Space:**O(N^2) Since we are hashing a string for each node and length of this string can be of the order N.

# 196. Tree Isomorphism Problem

Given two Binary Trees. Check whether they are Isomorphic or not.

**Note:**  
Two trees are called isomorphic if one can be obtained from another by a series of flips, i.e. by swapping left and right children of several nodes. Any number of nodes at any level can have their children swapped. Two empty trees are isomorphic.  
For example, the following two trees are isomorphic with the following sub-trees flipped: 2 and 3, NULL and 6, 7 and 8.  
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**Example 1:**

**Input:**

**T1** 1 **T2:** 1

  / \ / \

  2 3 3 2

  / /

  44

**Output:** No

**Example 2:**

**Input:**

**T1** 1 **T2:** 1

  / \ / \

  2 3 3 2

  / \

  44

**Output:** Yes

**Your Task:**  
You don't need to read input or print anything. Your task is to complete the function**isomorphic()**that takesthe root nodes of both the Binary Trees as its input and returns True if the two trees are isomorphic. Else, it returns False. (The driver code will print Yes if the returned values are true, otherwise false.)

**Expected Time Complexity:**O(min(M, N)) where M and N are the sizes of the two trees.  
**Expected Auxiliary Space:**O(min(H1, H2)) where H1 and H2 are the heights of the two trees.

**Constraints:**  
1<=Number of nodes<=105

## Solution:

We simultaneously traverse both trees. Let the current internal nodes of two trees being traversed be **n1**and **n2** respectively. There are following two conditions for subtrees rooted with n1 and n2 to be isomorphic.   
**1)** Data of n1 and n2 is same.   
**2)**One of the following two is true for children of n1 and n2   
……**a)** Left child of n1 is isomorphic to left child of n2 and right child of n1 is isomorphic to right child of n2.   
……**b)** Left child of n1 is isomorphic to right child of n2 and right child of n1 is isomorphic to left child of n2.  
 // A C++ program to check if two given trees are isomorphic

#include <iostream>

using namespace std;

/\* A binary tree node has data, pointer to left and right children \*/

struct node

{

int data;

struct node\* left;

struct node\* right;

};

/\* Given a binary tree, print its nodes in reverse level order \*/

bool isIsomorphic(node\* n1, node \*n2)

{

// Both roots are NULL, trees isomorphic by definition

if (n1 == NULL && n2 == NULL)

return true;

// Exactly one of the n1 and n2 is NULL, trees not isomorphic

if (n1 == NULL || n2 == NULL)

return false;

if (n1->data != n2->data)

return false;

// There are two possible cases for n1 and n2 to be isomorphic

// Case 1: The subtrees rooted at these nodes have NOT been "Flipped".

// Both of these subtrees have to be isomorphic, hence the &&

// Case 2: The subtrees rooted at these nodes have been "Flipped"

return

(isIsomorphic(n1->left,n2->left) && isIsomorphic(n1->right,n2->right))||

(isIsomorphic(n1->left,n2->right) && isIsomorphic(n1->right,n2->left));

}

/\* Helper function that allocates a new node with the

given data and NULL left and right pointers. \*/

node\* newNode(int data)

{

node\* temp = new node;

temp->data = data;

temp->left = NULL;

temp->right = NULL;

return (temp);

}

/\* Driver program to test above functions\*/

int main()

{

// Let us create trees shown in above diagram

struct node \*n1 = newNode(1);

n1->left = newNode(2);

n1->right = newNode(3);

n1->left->left = newNode(4);

n1->left->right = newNode(5);

n1->right->left = newNode(6);

n1->left->right->left = newNode(7);

n1->left->right->right = newNode(8);

struct node \*n2 = newNode(1);

n2->left = newNode(3);

n2->right = newNode(2);

n2->right->left = newNode(4);

n2->right->right = newNode(5);

n2->left->right = newNode(6);

n2->right->right->left = newNode(8);

n2->right->right->right = newNode(7);

if (isIsomorphic(n1, n2) == true)

cout << "Yes";

else

cout << "No";

return 0;

}

**Output:**

Yes

**Time Complexity:** The above solution does a traversal of both trees. So time complexity is O(min(m,n)\*2) or O(min(m,n)) where m and n are number of nodes in given trees.